Some of these factors include:  
 The presentation aspects of this (such as indents, line breaks, color highlighting, and so on) are often handled by the source code editor, but the content aspects reflect the programmer's talent and skills..  
 High-level languages made the process of developing a program simpler and more understandable, and less bound to the underlying hardware.  
It is usually easier to code in "high-level" languages than in "low-level" ones.  
Text editors were also developed that allowed changes and corrections to be made much more easily than with punched cards.  
Some languages are more prone to some kinds of faults because their specification does not require compilers to perform as much checking as other languages.  
The choice of language used is subject to many considerations, such as company policy, suitability to task, availability of third-party packages, or individual preference.  
One approach popular for requirements analysis is Use Case analysis.  
Unreadable code often leads to bugs, inefficiencies, and duplicated code.  
 Debugging is a very important task in the software development process since having defects in a program can have significant consequences for its users.  
 Various visual programming languages have also been developed with the intent to resolve readability concerns by adopting non-traditional approaches to code structure and display.  
 Computer programmers are those who write computer software.  
Normally the first step in debugging is to attempt to reproduce the problem.  
 New languages are generally designed around the syntax of a prior language with new functionality added, (for example C++ adds object-orientation to C, and Java adds memory management and bytecode to C++, but as a result, loses efficiency and the ability for low-level manipulation).  
  
The first compiler related tool, the A-0 System, was developed in 1952 by Grace Hopper, who also coined the term 'compiler'.  
 These compiled languages allow the programmer to write programs in terms that are syntactically richer, and more capable of abstracting the code, making it easy to target varying machine instruction sets via compilation declarations and heuristics.