However, because an assembly language is little more than a different notation for a machine language, two machines with different instruction sets also have different assembly languages..  
 Whatever the approach to development may be, the final program must satisfy some fundamental properties.  
Many factors, having little or nothing to do with the ability of the computer to efficiently compile and execute the code, contribute to readability.  
Compilers harnessed the power of computers to make programming easier by allowing programmers to specify calculations by entering a formula using infix notation.  
 These compiled languages allow the programmer to write programs in terms that are syntactically richer, and more capable of abstracting the code, making it easy to target varying machine instruction sets via compilation declarations and heuristics.  
Unreadable code often leads to bugs, inefficiencies, and duplicated code.  
However, Charles Babbage had already written his first program for the Analytical Engine in 1837.  
 Allen Downey, in his book How To Think Like A Computer Scientist, writes:  
 Many computer languages provide a mechanism to call functions provided by shared libraries.  
However, readability is more than just programming style.  
Normally the first step in debugging is to attempt to reproduce the problem.  
It is usually easier to code in "high-level" languages than in "low-level" ones.  
Trade-offs from this ideal involve finding enough programmers who know the language to build a team, the availability of compilers for that language, and the efficiency with which programs written in a given language execute.  
There exist a lot of different approaches for each of those tasks.  
Some text editors such as Emacs allow GDB to be invoked through them, to provide a visual environment.  
Text editors were also developed that allowed changes and corrections to be made much more easily than with punched cards.