Transpiling on the other hand, takes the source-code from a high-level programming language and converts it into bytecode.  
A study found that a few simple readability transformations made code shorter and drastically reduced the time to understand it.  
Methods of measuring programming language popularity include: counting the number of job advertisements that mention the language, the number of books sold and courses teaching the language (this overestimates the importance of newer languages), and estimates of the number of existing lines of code written in the language (this underestimates the number of users of business languages such as COBOL).  
Languages form an approximate spectrum from "low-level" to "high-level"; "low-level" languages are typically more machine-oriented and faster to execute, whereas "high-level" languages are more abstract and easier to use but execute less quickly.  
However, because an assembly language is little more than a different notation for a machine language, two machines with different instruction sets also have different assembly languages.  
Many factors, having little or nothing to do with the ability of the computer to efficiently compile and execute the code, contribute to readability.  
One approach popular for requirements analysis is Use Case analysis.  
However, Charles Babbage had already written his first program for the Analytical Engine in 1837.  
 Whatever the approach to development may be, the final program must satisfy some fundamental properties.  
 The first computer program is generally dated to 1843, when mathematician Ada Lovelace published an algorithm to calculate a sequence of Bernoulli numbers, intended to be carried out by Charles Babbage's Analytical Engine.  
Unreadable code often leads to bugs, inefficiencies, and duplicated code.  
 Code-breaking algorithms have also existed for centuries.  
Techniques like Code refactoring can enhance readability.  
Scripting and breakpointing is also part of this process.  
A study found that a few simple readability transformations made code shorter and drastically reduced the time to understand it.