By the late 1960s, data storage devices and computer terminals became inexpensive enough that programs could be created by typing directly into the computers.  
However, readability is more than just programming style.  
Some languages are more prone to some kinds of faults because their specification does not require compilers to perform as much checking as other languages.  
Languages form an approximate spectrum from "low-level" to "high-level"; "low-level" languages are typically more machine-oriented and faster to execute, whereas "high-level" languages are more abstract and easier to use but execute less quickly.  
Trade-offs from this ideal involve finding enough programmers who know the language to build a team, the availability of compilers for that language, and the efficiency with which programs written in a given language execute.  
However, readability is more than just programming style.  
This can be a non-trivial task, for example as with parallel processes or some unusual software bugs.  
Many factors, having little or nothing to do with the ability of the computer to efficiently compile and execute the code, contribute to readability.  
Techniques like Code refactoring can enhance readability.  
They are the building blocks for all software, from the simplest applications to the most sophisticated ones.  
For example, COBOL is still strong in corporate data centers often on large mainframe computers, Fortran in engineering applications, scripting languages in Web development, and C in embedded software.  
Unreadable code often leads to bugs, inefficiencies, and duplicated code.  
Many applications use a mix of several languages in their construction and use.  
The Unified Modeling Language (UML) is a notation used for both the OOAD and MDA.  
Ideally, the programming language best suited for the task at hand will be selected.