To produce machine code, the source code must either be compiled or transpiled.  
However, while these might be considered part of the programming process, often the term software development is more likely used for this larger overall process – whereas the terms programming, implementation, and coding tend to be focused on the actual writing of code.  
Normally the first step in debugging is to attempt to reproduce the problem.  
Expert programmers are familiar with a variety of well-established algorithms and their respective complexities and use this knowledge to choose algorithms that are best suited to the circumstances.  
When debugging the problem in a GUI, the programmer can try to skip some user interaction from the original problem description and check if remaining actions are sufficient for bugs to appear.  
One approach popular for requirements analysis is Use Case analysis.  
Compilers harnessed the power of computers to make programming easier by allowing programmers to specify calculations by entering a formula using infix notation.  
The source code of a program is written in one or more languages that are intelligible to programmers, rather than machine code, which is directly executed by the central processing unit.  
Many applications use a mix of several languages in their construction and use.  
Normally the first step in debugging is to attempt to reproduce the problem.  
 Implementation techniques include imperative languages (object-oriented or procedural), functional languages, and logic languages.  
For example, when a bug in a compiler can make it crash when parsing some large source file, a simplification of the test case that results in only few lines from the original source file can be sufficient to reproduce the same crash.  
 Implementation techniques include imperative languages (object-oriented or procedural), functional languages, and logic languages.  
 In the 1880s, Herman Hollerith invented the concept of storing data in machine-readable form.  
 Tasks accompanying and related to programming include testing, debugging, source code maintenance, implementation of build systems, and management of derived artifacts, such as the machine code of computer programs.