Also, those involved with software development may at times engage in reverse engineering, which is the practice of seeking to understand an existing program so as to re-implement its function in some way.  
Trade-offs from this ideal involve finding enough programmers who know the language to build a team, the availability of compilers for that language, and the efficiency with which programs written in a given language execute.  
However, readability is more than just programming style.  
Scripting and breakpointing is also part of this process.  
Relatedly, software engineering combines engineering techniques and principles with software development.  
Some languages are more prone to some kinds of faults because their specification does not require compilers to perform as much checking as other languages.  
Techniques like Code refactoring can enhance readability.  
 Different programming languages support different styles of programming (called programming paradigms).  
 Whatever the approach to development may be, the final program must satisfy some fundamental properties.  
Assembly languages were soon developed that let the programmer specify instruction in a text format (e.g., ADD X, TOTAL), with abbreviations for each operation code and meaningful names for specifying addresses.  
Many applications use a mix of several languages in their construction and use.  
 Code-breaking algorithms have also existed for centuries.  
 Programmable devices have existed for centuries.  
By the late 1960s, data storage devices and computer terminals became inexpensive enough that programs could be created by typing directly into the computers.  
FORTRAN, the first widely used high-level language to have a functional implementation, came out in 1957, and many other languages were soon developed—in particular, COBOL aimed at commercial data processing, and Lisp for computer research.