Proficient programming thus usually requires expertise in several different subjects, including knowledge of the application domain, specialized algorithms, and formal logic.  
For example, when a bug in a compiler can make it crash when parsing some large source file, a simplification of the test case that results in only few lines from the original source file can be sufficient to reproduce the same crash.  
Also, specific user environment and usage history can make it difficult to reproduce the problem.  
The source code of a program is written in one or more languages that are intelligible to programmers, rather than machine code, which is directly executed by the central processing unit.  
Scripting and breakpointing is also part of this process.  
As early as the 9th century, a programmable music sequencer was invented by the Persian Banu Musa brothers, who described an automated mechanical flute player in the Book of Ingenious Devices.  
This is interpreted into machine code.  
Transpiling on the other hand, takes the source-code from a high-level programming language and converts it into bytecode.  
One approach popular for requirements analysis is Use Case analysis.  
However, because an assembly language is little more than a different notation for a machine language, two machines with different instruction sets also have different assembly languages.  
 High-level languages made the process of developing a program simpler and more understandable, and less bound to the underlying hardware.  
 In the 1880s, Herman Hollerith invented the concept of storing data in machine-readable form.  
There exist a lot of different approaches for each of those tasks.  
 Various visual programming languages have also been developed with the intent to resolve readability concerns by adopting non-traditional approaches to code structure and display.  
Text editors were also developed that allowed changes and corrections to be made much more easily than with punched cards.