Also, specific user environment and usage history can make it difficult to reproduce the problem.  
The Unified Modeling Language (UML) is a notation used for both the OOAD and MDA.  
In the 9th century, the Arab mathematician Al-Kindi described a cryptographic algorithm for deciphering encrypted code, in A Manuscript on Deciphering Cryptographic Messages.  
Some text editors such as Emacs allow GDB to be invoked through them, to provide a visual environment.  
Methods of measuring programming language popularity include: counting the number of job advertisements that mention the language, the number of books sold and courses teaching the language (this overestimates the importance of newer languages), and estimates of the number of existing lines of code written in the language (this underestimates the number of users of business languages such as COBOL).  
For this purpose, algorithms are classified into orders using so-called Big O notation, which expresses resource use, such as execution time or memory consumption, in terms of the size of an input.  
However, Charles Babbage had already written his first program for the Analytical Engine in 1837.  
Also, those involved with software development may at times engage in reverse engineering, which is the practice of seeking to understand an existing program so as to re-implement its function in some way.  
Expert programmers are familiar with a variety of well-established algorithms and their respective complexities and use this knowledge to choose algorithms that are best suited to the circumstances.  
 After the bug is reproduced, the input of the program may need to be simplified to make it easier to debug.  
Their jobs usually involve:  
 Although programming has been presented in the media as a somewhat mathematical subject, some research shows that good programmers have strong skills in natural human languages, and that learning to code is similar to learning a foreign language.  
Ideally, the programming language best suited for the task at hand will be selected.  
 These compiled languages allow the programmer to write programs in terms that are syntactically richer, and more capable of abstracting the code, making it easy to target varying machine instruction sets via compilation declarations and heuristics.  
One approach popular for requirements analysis is Use Case analysis.  
A study found that a few simple readability transformations made code shorter and drastically reduced the time to understand it.