To produce machine code, the source code must either be compiled or transpiled.  
For example, when a bug in a compiler can make it crash when parsing some large source file, a simplification of the test case that results in only few lines from the original source file can be sufficient to reproduce the same crash.  
However, with the concept of the stored-program computer introduced in 1949, both programs and data were stored and manipulated in the same way in computer memory.  
Also, specific user environment and usage history can make it difficult to reproduce the problem.  
In 1206, the Arab engineer Al-Jazari invented a programmable drum machine where a musical mechanical automaton could be made to play different rhythms and drum patterns, via pegs and cams.  
Many programmers use forms of Agile software development where the various stages of formal software development are more integrated together into short cycles that take a few weeks rather than years.  
FORTRAN, the first widely used high-level language to have a functional implementation, came out in 1957, and many other languages were soon developed—in particular, COBOL aimed at commercial data processing, and Lisp for computer research.  
In 1801, the Jacquard loom could produce entirely different weaves by changing the "program" – a series of pasteboard cards with holes punched in them.  
Some languages are more prone to some kinds of faults because their specification does not require compilers to perform as much checking as other languages.  
 These compiled languages allow the programmer to write programs in terms that are syntactically richer, and more capable of abstracting the code, making it easy to target varying machine instruction sets via compilation declarations and heuristics.  
 Machine code was the language of early programs, written in the instruction set of the particular machine, often in binary notation.  
Integrated development environments (IDEs) aim to integrate all such help.  
A study found that a few simple readability transformations made code shorter and drastically reduced the time to understand it.  
A study found that a few simple readability transformations made code shorter and drastically reduced the time to understand it.  
It affects the aspects of quality above, including portability, usability and most importantly maintainability.