One approach popular for requirements analysis is Use Case analysis.  
Relatedly, software engineering combines engineering techniques and principles with software development.  
Ideally, the programming language best suited for the task at hand will be selected.  
Some languages are more prone to some kinds of faults because their specification does not require compilers to perform as much checking as other languages.  
Assembly languages were soon developed that let the programmer specify instruction in a text format (e.g., ADD X, TOTAL), with abbreviations for each operation code and meaningful names for specifying addresses.  
Many factors, having little or nothing to do with the ability of the computer to efficiently compile and execute the code, contribute to readability.  
Normally the first step in debugging is to attempt to reproduce the problem.  
By the late 1960s, data storage devices and computer terminals became inexpensive enough that programs could be created by typing directly into the computers.  
There exist a lot of different approaches for each of those tasks.  
However, Charles Babbage had already written his first program for the Analytical Engine in 1837.  
Some text editors such as Emacs allow GDB to be invoked through them, to provide a visual environment.  
The Unified Modeling Language (UML) is a notation used for both the OOAD and MDA.  
Use of a static code analysis tool can help detect some possible problems.  
Methods of measuring programming language popularity include: counting the number of job advertisements that mention the language, the number of books sold and courses teaching the language (this overestimates the importance of newer languages), and estimates of the number of existing lines of code written in the language (this underestimates the number of users of business languages such as COBOL).  
By the late 1960s, data storage devices and computer terminals became inexpensive enough that programs could be created by typing directly into the computers.