Many factors, having little or nothing to do with the ability of the computer to efficiently compile and execute the code, contribute to readability.  
Use of a static code analysis tool can help detect some possible problems.  
The source code of a program is written in one or more languages that are intelligible to programmers, rather than machine code, which is directly executed by the central processing unit.  
Many applications use a mix of several languages in their construction and use.  
In 1206, the Arab engineer Al-Jazari invented a programmable drum machine where a musical mechanical automaton could be made to play different rhythms and drum patterns, via pegs and cams.  
Transpiling on the other hand, takes the source-code from a high-level programming language and converts it into bytecode.  
Some languages are more prone to some kinds of faults because their specification does not require compilers to perform as much checking as other languages.  
Unreadable code often leads to bugs, inefficiencies, and duplicated code.  
Also, those involved with software development may at times engage in reverse engineering, which is the practice of seeking to understand an existing program so as to re-implement its function in some way.  
Proficient programming thus usually requires expertise in several different subjects, including knowledge of the application domain, specialized algorithms, and formal logic.  
However, readability is more than just programming style.  
Unreadable code often leads to bugs, inefficiencies, and duplicated code.  
Methods of measuring programming language popularity include: counting the number of job advertisements that mention the language, the number of books sold and courses teaching the language (this overestimates the importance of newer languages), and estimates of the number of existing lines of code written in the language (this underestimates the number of users of business languages such as COBOL).  
Transpiling on the other hand, takes the source-code from a high-level programming language and converts it into bytecode.  
 Implementation techniques include imperative languages (object-oriented or procedural), functional languages, and logic languages.