Also, specific user environment and usage history can make it difficult to reproduce the problem.  
In the 9th century, the Arab mathematician Al-Kindi described a cryptographic algorithm for deciphering encrypted code, in A Manuscript on Deciphering Cryptographic Messages.  
Normally the first step in debugging is to attempt to reproduce the problem.  
The purpose of programming is to find a sequence of instructions that will automate the performance of a task (which can be as complex as an operating system) on a computer, often for solving a given problem.  
Unreadable code often leads to bugs, inefficiencies, and duplicated code.  
Some languages are more prone to some kinds of faults because their specification does not require compilers to perform as much checking as other languages.  
Some languages are more prone to some kinds of faults because their specification does not require compilers to perform as much checking as other languages.  
Compiling takes the source code from a low-level programming language and converts it into machine code.  
Transpiling on the other hand, takes the source-code from a high-level programming language and converts it into bytecode.  
However, readability is more than just programming style.  
 High-level languages made the process of developing a program simpler and more understandable, and less bound to the underlying hardware.  
As early as the 9th century, a programmable music sequencer was invented by the Persian Banu Musa brothers, who described an automated mechanical flute player in the Book of Ingenious Devices.  
However, while these might be considered part of the programming process, often the term software development is more likely used for this larger overall process – whereas the terms programming, implementation, and coding tend to be focused on the actual writing of code.  
Unreadable code often leads to bugs, inefficiencies, and duplicated code.  
 The academic field and the engineering practice of computer programming are both largely concerned with discovering and implementing the most efficient algorithms for a given class of problems.