However, because an assembly language is little more than a different notation for a machine language, two machines with different instruction sets also have different assembly languages.  
Compiling takes the source code from a low-level programming language and converts it into machine code.  
Many factors, having little or nothing to do with the ability of the computer to efficiently compile and execute the code, contribute to readability.  
Also, specific user environment and usage history can make it difficult to reproduce the problem.  
Also, those involved with software development may at times engage in reverse engineering, which is the practice of seeking to understand an existing program so as to re-implement its function in some way.  
The source code of a program is written in one or more languages that are intelligible to programmers, rather than machine code, which is directly executed by the central processing unit.  
Programming languages are essential for software development.  
Some languages are more prone to some kinds of faults because their specification does not require compilers to perform as much checking as other languages.  
 Debugging is often done with IDEs. Standalone debuggers like GDB are also used, and these often provide less of a visual environment, usually using a command line.  
In 1801, the Jacquard loom could produce entirely different weaves by changing the "program" – a series of pasteboard cards with holes punched in them.  
 Following a consistent programming style often helps readability.  
 High-level languages made the process of developing a program simpler and more understandable, and less bound to the underlying hardware.  
Many applications use a mix of several languages in their construction and use.  
Integrated development environments (IDEs) aim to integrate all such help.  
  
The first compiler related tool, the A-0 System, was developed in 1952 by Grace Hopper, who also coined the term 'compiler'.