特征选择(排序)对于数据科学家、[**机器学习**](http://lib.csdn.net/base/machinelearning)从业者来说非常重要。好的特征选择能够提升模型的性能，更能帮助我们理解数据的特点、底层结构，这对进一步改善模型、[**算法**](http://lib.csdn.net/base/datastructure)都有着重要作用。

特征选择主要有两个功能：

1. 减少特征数量、降维，使模型泛化能力更强，减少过拟合
2. 增强对特征和特征值之间的理解

拿到数据集，一个特征选择方法，往往很难同时完成这两个目的。通常情况下，我们经常不管三七二十一，选择一种自己最熟悉或者最方便的特征选择方法（往往目的是降维，而忽略了对特征和数据理解的目的）。

在许多机器学习相关的书里，很难找到关于特征选择的内容，因为特征选择要解决的问题往往被视为机器学习的一种副作用，一般不会单独拿出来讨论。

本文将结合[Scikit-learn提供的例子](http://scikit-learn.org/stable/modules/feature_selection.html#univariate-feature-selection)介绍几种常用的特征选择方法，它们各自的优缺点和问题。

**1 去掉取值变化小的特征 Removing features with low variance**

这应该是最简单的特征选择方法了：假设某特征的特征值只有0和1，并且在所有输入样本中，95%的实例的该特征取值都是1，那就可以认为这个特征作用不大。如果100%都是1，那这个特征就没意义了。当特征值都是离散型变量的时候这种方法才能用，如果是连续型变量，就需要将连续变量离散化之后才能用，而且实际当中，一般不太会有95%以上都取某个值的特征存在，所以这种方法虽然简单但是不太好用。可以把它作为特征选择的预处理，先去掉那些取值变化小的特征，然后再从接下来提到的的特征选择方法中选择合适的进行进一步的特征选择。

**2 单变量特征选择 Univariate feature selection**

单变量特征选择能够对每一个特征进行[**测试**](http://lib.csdn.net/base/softwaretest)，衡量该特征和响应变量之间的关系，根据得分扔掉不好的特征。对于回归和分类问题可以采用卡方检验等方式对特征进行测试。

这种方法比较简单，易于运行，易于理解，通常对于理解数据有较好的效果（但对特征优化、提高泛化能力来说不一定有效）；这种方法有许多改进的版本、变种。

**2.1 Pearson相关系数 Pearson Correlation**

皮尔森相关系数是一种最简单的，能帮助理解特征和响应变量之间关系的方法，该方法衡量的是变量之间的线性相关性，结果的取值区间为[-1，1]，-1表示完全的负相关(这个变量下降，那个就会上升)，+1表示完全的正相关，0表示没有线性相关。

Pearson Correlation速度快、易于计算，经常在拿到数据(经过清洗和特征提取之后的)之后第一时间就执行。Scipy的[pearsonr](http://docs.scipy.org/doc/scipy-0.14.0/reference/generated/scipy.stats.pearsonr.html)方法能够同时计算相关系数和p-value，

import numpy as np

from scipy.stats import pearsonr

np.random.seed(0)

size = 300

x = np.random.normal(0, 1, size)

print "Lower noise", pearsonr(x, x + np.random.normal(0, 1, size))

print "Higher noise", pearsonr(x, x + np.random.normal(0, 10, size))

Lower noise (0.71824836862138386, 7.3240173129992273e-49)  
Higher noise (0.057964292079338148, 0.31700993885324746)

这个例子中，我们比较了变量在加入噪音之前和之后的差异。当噪音比较小的时候，相关性很强，p-value很低。

Scikit-learn提供的[f\_regrssion](http://scikit-learn.org/stable/modules/generated/sklearn.feature_selection.f_regression.html)方法能够批量计算特征的p-value，非常方便，参考sklearn的[pipeline](http://scikit-learn.org/stable/modules/generated/sklearn.pipeline.Pipeline.html)

Pearson相关系数的一个明显缺陷是，作为特征排序机制，他只对线性关系敏感。如果关系是非线性的，即便两个变量具有一一对应的关系，Pearson相关性也可能会接近0。

x = np.random.uniform(-1, 1, 100000)

print pearsonr(x, x\*\*2)[0]

-0.00230804707612

更多类似的例子参考[sample plots](http://upload.wikimedia.org/wikipedia/commons/thumb/d/d4/Correlation_examples2.svg/506px-Correlation_examples2.svg.png)。另外，如果仅仅根据相关系数这个值来判断的话，有时候会具有很强的误导性，如[Anscombe’s quartet](http://en.wikipedia.org/wiki/Anscombe%27s_quartet)，最好把数据可视化出来，以免得出错误的结论。

**2.2 互信息和最大信息系数 Mutual information and maximal information coefficient (MIC)**
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以上就是经典的互信息公式了。想把互信息直接用于特征选择其实不是太方便：1、它不属于度量方式，也没有办法归一化，在不同数据及上的结果无法做比较；2、对于连续变量的计算不是很方便（X和Y都是集合，x，y都是离散的取值），通常变量需要先离散化，而互信息的结果对离散化的方式很敏感。

最大信息系数克服了这两个问题。它首先寻找一种最优的离散化方式，然后把互信息取值转换成一种度量方式，取值区间在[0，1]。[minepy](http://minepy.sourceforge.net/)提供了MIC功能。

反过头来看y=x^2这个例子，MIC算出来的互信息值为1(最大的取值)。

from minepy import MINE

m = MINE()

x = np.random.uniform(-1, 1, 10000)

m.compute\_score(x, x\*\*2)

print m.mic()

1.0

MIC的统计能力遭到了[一些质疑](http://statweb.stanford.edu/%7Etibs/reshef/comment.pdf)，当零假设不成立时，MIC的统计就会受到影响。在有的数据集上不存在这个问题，但有的数据集上就存在这个问题。

**2.3 距离相关系数 (Distance correlation)**

距离相关系数是为了克服Pearson相关系数的弱点而生的。在x和x^2这个例子中，即便Pearson相关系数是0，我们也不能断定这两个变量是独立的（有可能是非线性相关）；但如果距离相关系数是0，那么我们就可以说这两个变量是独立的。

R的[energy](http://cran.r-project.org/web/packages/energy/index.html)包里提供了距离相关系数的实现，另外这是[Python gist](https://gist.github.com/josef-pkt/2938402)的实现。

#R-code

> x = runif (1000, -1, 1)

> dcor(x, x\*\*2)

[1] 0.4943864

尽管有MIC和距离相关系数在了，但当变量之间的关系接近线性相关的时候，Pearson相关系数仍然是不可替代的。第一、Pearson相关系数计算速度快，这在处理大规模数据的时候很重要。第二、Pearson相关系数的取值区间是[-1，1]，而MIC和距离相关系数都是[0，1]。这个特点使得Pearson相关系数能够表征更丰富的关系，符号表示关系的正负，绝对值能够表示强度。当然，Pearson相关性有效的前提是两个变量的变化关系是单调的。

**2.4 基于学习模型的特征排序 (Model based ranking)**

这种方法的思路是直接使用你要用的机器学习算法，针对每个单独的特征和响应变量建立预测模型。其实Pearson相关系数等价于线性回归里的标准化回归系数。假如某个特征和响应变量之间的关系是非线性的，可以用基于树的方法（决策树、随机森林）、或者扩展的线性模型等。基于树的方法比较易于使用，因为他们对非线性关系的建模比较好，并且不需要太多的调试。但要注意过拟合问题，因此树的深度最好不要太大，再就是运用交叉验证。

在[波士顿房价数据集](https://archive.ics.uci.edu/ml/datasets/Housing)上使用sklearn的[随机森林回归](http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.RandomForestRegressor.html)给出一个单变量选择的例子：

from sklearn.cross\_validation import cross\_val\_score, ShuffleSplit

from sklearn.datasets import load\_boston

from sklearn.ensemble import RandomForestRegressor

#Load boston housing dataset as an example

boston = load\_boston()

X = boston["data"]

Y = boston["target"]

names = boston["feature\_names"]

rf = RandomForestRegressor(n\_estimators=20, max\_depth=4)

scores = []

for i in range(X.shape[1]):

score = cross\_val\_score(rf, X[:, i:i+1], Y, scoring="r2",

cv=ShuffleSplit(len(X), 3, .3))

scores.append((round(np.mean(score), 3), names[i]))

print sorted(scores, reverse=True)

[(0.636, ‘LSTAT’), (0.59, ‘RM’), (0.472, ‘NOX’), (0.369, ‘INDUS’), (0.311, ‘PTRATIO’), (0.24, ‘TAX’), (0.24, ‘CRIM’), (0.185, ‘RAD’), (0.16, ‘ZN’), (0.087, ‘B’), (0.062, ‘DIS’), (0.036, ‘CHAS’), (0.027, ‘AGE’)]

**3 线性模型和正则化**

单变量特征选择方法独立的衡量每个特征与响应变量之间的关系，另一种主流的特征选择方法是基于机器学习模型的方法。有些机器学习方法本身就具有对特征进行打分的机制，或者很容易将其运用到特征选择任务中，例如回归模型，SVM，决策树，随机森林等等。说句题外话，这种方法好像在一些地方叫做wrapper类型，大概意思是说，特征排序模型和机器学习模型是耦盒在一起的，对应的非wrapper类型的特征选择方法叫做filter类型。

下面将介绍如何用回归模型的系数来选择特征。越是重要的特征在模型中对应的系数就会越大，而跟输出变量越是无关的特征对应的系数就会越接近于0。在噪音不多的数据上，或者是数据量远远大于特征数的数据上，如果特征之间相对来说是比较独立的，那么即便是运用最简单的线性回归模型也一样能取得非常好的效果。

from sklearn.linear\_model import LinearRegression

import numpy as np

np.random.seed(0)

size = 5000

#A dataset with 3 features

X = np.random.normal(0, 1, (size, 3))

#Y = X0 + 2\*X1 + noise

Y = X[:,0] + 2\*X[:,1] + np.random.normal(0, 2, size)

lr = LinearRegression()

lr.fit(X, Y)

#A helper method for pretty-printing linear models

def pretty\_print\_linear(coefs, names = None, sort = False):

if names == None:

names = ["X%s" % x for x in range(len(coefs))]

lst = zip(coefs, names)

if sort:

lst = sorted(lst, key = lambda x:-np.abs(x[0]))

return " + ".join("%s \* %s" % (round(coef, 3), name)

for coef, name in lst)

print "Linear model:", pretty\_print\_linear(lr.coef\_)

Linear model: 0.984 \* X0 + 1.995 \* X1 + -0.041 \* X2

在这个例子当中，尽管数据中存在一些噪音，但这种特征选择模型仍然能够很好的体现出数据的底层结构。当然这也是因为例子中的这个问题非常适合用线性模型来解：特征和响应变量之间全都是线性关系，并且特征之间均是独立的。

在很多实际的数据当中，往往存在多个互相关联的特征，这时候模型就会变得不稳定，数据中细微的变化就可能导致模型的巨大变化（模型的变化本质上是系数，或者叫参数，可以理解成W），这会让模型的预测变得困难，这种现象也称为多重共线性。例如，假设我们有个数据集，它的真实模型应该是Y=X1+X2，当我们观察的时候，发现Y’=X1+X2+e，e是噪音。如果X1和X2之间存在线性关系，例如X1约等于X2，这个时候由于噪音e的存在，我们学到的模型可能就不是Y=X1+X2了，有可能是Y=2X1，或者Y=-X1+3X2。

下边这个例子当中，在同一个数据上加入了一些噪音，用随机森林算法进行特征选择。

from sklearn.linear\_model import LinearRegression

size = 100

np.random.seed(seed=5)

X\_seed = np.random.normal(0, 1, size)

X1 = X\_seed + np.random.normal(0, .1, size)

X2 = X\_seed + np.random.normal(0, .1, size)

X3 = X\_seed + np.random.normal(0, .1, size)

Y = X1 + X2 + X3 + np.random.normal(0,1, size)

X = np.array([X1, X2, X3]).T

lr = LinearRegression()

lr.fit(X,Y)

print "Linear model:", pretty\_print\_linear(lr.coef\_)

Linear model: -1.291 \* X0 + 1.591 \* X1 + 2.747 \* X2

系数之和接近3，基本上和上上个例子的结果一致，应该说学到的模型对于预测来说还是不错的。但是，如果从系数的字面意思上去解释特征的重要性的话，X3对于输出变量来说具有很强的正面影响，而X1具有负面影响，而实际上所有特征与输出变量之间的影响是均等的。

同样的方法和套路可以用到类似的线性模型上，比如逻辑回归。

**3.1 正则化模型**

正则化就是把额外的约束或者惩罚项加到已有模型（损失函数）上，以防止过拟合并提高泛化能力。损失函数由原来的E(X,Y)变为E(X,Y)+alpha||w||，w是模型系数组成的向量（有些地方也叫参数parameter，coefficients），||·||一般是L1或者L2范数，alpha是一个可调的参数，控制着正则化的强度。当用在线性模型上时，L1正则化和L2正则化也称为Lasso和Ridge。

**3.2 L1正则化/Lasso**

L1正则化将系数w的l1范数作为惩罚项加到损失函数上，由于正则项非零，这就迫使那些弱的特征所对应的系数变成0。因此L1正则化往往会使学到的模型很稀疏（系数w经常为0），这个特性使得L1正则化成为一种很好的特征选择方法。

Scikit-learn为线性回归提供了Lasso，为分类提供了L1逻辑回归。

下面的例子在波士顿房价数据上运行了Lasso，其中参数alpha是通过grid search进行优化的。

from sklearn.linear\_model import Lasso

from sklearn.preprocessing import StandardScaler

from sklearn.datasets import load\_boston

boston = load\_boston()

scaler = StandardScaler()

X = scaler.fit\_transform(boston["data"])

Y = boston["target"]

names = boston["feature\_names"]

lasso = Lasso(alpha=.3)

lasso.fit(X, Y)

print "Lasso model: ", pretty\_print\_linear(lasso.coef\_, names, sort = True)

Lasso model: -3.707 \* LSTAT + 2.992 \* RM + -1.757 \* PTRATIO + -1.081 \* DIS + -0.7 \* NOX + 0.631 \* B + 0.54 \* CHAS + -0.236 \* CRIM + 0.081 \* ZN + -0.0 \* INDUS + -0.0 \* AGE + 0.0 \* RAD + -0.0 \* TAX

可以看到，很多特征的系数都是0。如果继续增加alpha的值，得到的模型就会越来越稀疏，即越来越多的特征系数会变成0。

然而，L1正则化像非正则化线性模型一样也是不稳定的，如果特征集合中具有相关联的特征，当数据发生细微变化时也有可能导致很大的模型差异。

**3.3 L2正则化/Ridge regression**

L2正则化将系数向量的L2范数添加到了损失函数中。由于L2惩罚项中系数是二次方的，这使得L2和L1有着诸多差异，最明显的一点就是，L2正则化会让系数的取值变得平均。对于关联特征，这意味着他们能够获得更相近的对应系数。还是以Y=X1+X2为例，假设X1和X2具有很强的关联，如果用L1正则化，不论学到的模型是Y=X1+X2还是Y=2X1，惩罚都是一样的，都是2*alpha。但是对于L2来说，第一个模型的惩罚项是2*alpha，但第二个模型的是4\*alpha。可以看出，系数之和为常数时，各系数相等时惩罚是最小的，所以才有了L2会让各个系数趋于相同的特点。

可以看出，L2正则化对于特征选择来说一种稳定的模型，不像L1正则化那样，系数会因为细微的数据变化而波动。所以L2正则化和L1正则化提供的价值是不同的，L2正则化对于特征理解来说更加有用：表示能力强的特征对应的系数是非零。

回过头来看看3个互相关联的特征的例子，分别以10个不同的种子随机初始化运行10次，来观察L1和L2正则化的稳定性。

from sklearn.linear\_model import Ridge

from sklearn.metrics import r2\_score

size = 100

#We run the method 10 times with different random seeds

for i in range(10):

print "Random seed %s" % i

np.random.seed(seed=i)

X\_seed = np.random.normal(0, 1, size)

X1 = X\_seed + np.random.normal(0, .1, size)

X2 = X\_seed + np.random.normal(0, .1, size)

X3 = X\_seed + np.random.normal(0, .1, size)

Y = X1 + X2 + X3 + np.random.normal(0, 1, size)

X = np.array([X1, X2, X3]).T

lr = LinearRegression()

lr.fit(X,Y)

print "Linear model:", pretty\_print\_linear(lr.coef\_)

ridge = Ridge(alpha=10)

ridge.fit(X,Y)

print "Ridge model:", pretty\_print\_linear(ridge.coef\_)

print

Random seed 0 Linear model: 0.728 \* X0 + 2.309 \* X1 + -0.082 \* X2 Ridge model: 0.938 \* X0 + 1.059 \* X1 + 0.877 \* X2

Random seed 1 Linear model: 1.152 \* X0 + 2.366 \* X1 + -0.599 \* X2 Ridge model: 0.984 \* X0 + 1.068 \* X1 + 0.759 \* X2

Random seed 2 Linear model: 0.697 \* X0 + 0.322 \* X1 + 2.086 \* X2 Ridge model: 0.972 \* X0 + 0.943 \* X1 + 1.085 \* X2

Random seed 3 Linear model: 0.287 \* X0 + 1.254 \* X1 + 1.491 \* X2 Ridge model: 0.919 \* X0 + 1.005 \* X1 + 1.033 \* X2

Random seed 4 Linear model: 0.187 \* X0 + 0.772 \* X1 + 2.189 \* X2 Ridge model: 0.964 \* X0 + 0.982 \* X1 + 1.098 \* X2

Random seed 5 Linear model: -1.291 \* X0 + 1.591 \* X1 + 2.747 \* X2 Ridge model: 0.758 \* X0 + 1.011 \* X1 + 1.139 \* X2

Random seed 6 Linear model: 1.199 \* X0 + -0.031 \* X1 + 1.915 \* X2 Ridge model: 1.016 \* X0 + 0.89 \* X1 + 1.091 \* X2

Random seed 7 Linear model: 1.474 \* X0 + 1.762 \* X1 + -0.151 \* X2 Ridge model: 1.018 \* X0 + 1.039 \* X1 + 0.901 \* X2

Random seed 8 Linear model: 0.084 \* X0 + 1.88 \* X1 + 1.107 \* X2 Ridge model: 0.907 \* X0 + 1.071 \* X1 + 1.008 \* X2

Random seed 9 Linear model: 0.714 \* X0 + 0.776 \* X1 + 1.364 \* X2 Ridge model: 0.896 \* X0 + 0.903 \* X1 + 0.98 \* X2

可以看出，不同的数据上线性回归得到的模型（系数）相差甚远，但对于L2正则化模型来说，结果中的系数非常的稳定，差别较小，都比较接近于1，能够反映出数据的内在结构。

**4 随机森林**

随机森林具有准确率高、鲁棒性好、易于使用等优点，这使得它成为了目前最流行的机器学习算法之一。随机森林提供了两种特征选择的方法：mean decrease impurity和mean decrease accuracy。

**4.1 平均不纯度减少 mean decrease impurity**

随机森林由多个决策树构成。决策树中的每一个节点都是关于某个特征的条件，为的是将数据集按照不同的响应变量一分为二。利用不纯度可以确定节点（最优条件），对于分类问题，通常采用[基尼不纯度](http://en.wikipedia.org/wiki/Decision_tree_learning#Gini_impurity)或者[信息增益](http://en.wikipedia.org/wiki/Information_gain_in_decision_trees)，对于回归问题，通常采用的是[方差](http://en.wikipedia.org/wiki/Variance)或者最小二乘拟合。当训练决策树的时候，可以计算出每个特征减少了多少树的不纯度。对于一个决策树森林来说，可以算出每个特征平均减少了多少不纯度，并把它平均减少的不纯度作为特征选择的值。

下边的例子是sklearn中基于随机森林的特征重要度度量方法：

from sklearn.datasets import load\_boston

from sklearn.ensemble import RandomForestRegressor

import numpy as np

#Load boston housing dataset as an example

boston = load\_boston()

X = boston["data"]

Y = boston["target"]

names = boston["feature\_names"]

rf = RandomForestRegressor()

rf.fit(X, Y)

print "Features sorted by their score:"

print sorted(zip(map(lambda x: round(x, 4), rf.feature\_importances\_), names),

reverse=True)

Features sorted by their score: [(0.5298, ‘LSTAT’), (0.4116, ‘RM’), (0.0252, ‘DIS’), (0.0172, ‘CRIM’), (0.0065, ‘NOX’), (0.0035, ‘PTRATIO’), (0.0021, ‘TAX’), (0.0017, ‘AGE’), (0.0012, ‘B’), (0.0008, ‘INDUS’), (0.0004, ‘RAD’), (0.0001, ‘CHAS’), (0.0, ‘ZN’)]

这里特征得分实际上采用的是[Gini Importance](http://www.stat.berkeley.edu/%7Ebreiman/RandomForests/cc_home.htm#giniimp)。使用基于不纯度的方法的时候，要记住：1、这种方法存在[偏向](http://link.springer.com/article/10.1186%2F1471-2105-8-25)，对具有更多类别的变量会更有利；2、对于存在关联的多个特征，其中任意一个都可以作为指示器（优秀的特征），并且一旦某个特征被选择之后，其他特征的重要度就会急剧下降，因为不纯度已经被选中的那个特征降下来了，其他的特征就很难再降低那么多不纯度了，这样一来，只有先被选中的那个特征重要度很高，其他的关联特征重要度往往较低。在理解数据时，这就会造成误解，导致错误的认为先被选中的特征是很重要的，而其余的特征是不重要的，但实际上这些特征对响应变量的作用确实非常接近的（这跟Lasso是很像的）。

[特征随机选择](http://en.wikipedia.org/wiki/Random_subspace_method)方法稍微缓解了这个问题，但总的来说并没有完全解决。下面的例子中，X0、X1、X2是三个互相关联的变量，在没有噪音的情况下，输出变量是三者之和。

size = 10000

np.random.seed(seed=10)

X\_seed = np.random.normal(0, 1, size)

X0 = X\_seed + np.random.normal(0, .1, size)

X1 = X\_seed + np.random.normal(0, .1, size)

X2 = X\_seed + np.random.normal(0, .1, size)

X = np.array([X0, X1, X2]).T

Y = X0 + X1 + X2

rf = RandomForestRegressor(n\_estimators=20, max\_features=2)

rf.fit(X, Y);

print "Scores for X0, X1, X2:", map(lambda x:round (x,3),

rf.feature\_importances\_)

Scores for X0, X1, X2: [0.278, 0.66, 0.062]

当计算特征重要性时，可以看到X1的重要度比X2的重要度要高出10倍，但实际上他们真正的重要度是一样的。尽管数据量已经很大且没有噪音，且用了20棵树来做随机选择，但这个问题还是会存在。

需要注意的一点是，关联特征的打分存在不稳定的现象，这不仅仅是随机森林特有的，大多数基于模型的特征选择方法都存在这个问题。

**4.2 平均精确率减少 Mean decrease accuracy**

另一种常用的特征选择方法就是直接度量每个特征对模型精确率的影响。主要思路是打乱每个特征的特征值顺序，并且度量顺序变动对模型的精确率的影响。很明显，对于不重要的变量来说，打乱顺序对模型的精确率影响不会太大，但是对于重要的变量来说，打乱顺序就会降低模型的精确率。

这个方法sklearn中没有直接提供，但是很容易实现，下面继续在波士顿房价数据集上进行实现。

from sklearn.cross\_validation import ShuffleSplit

from sklearn.metrics import r2\_score

from collections import defaultdict

X = boston["data"]

Y = boston["target"]

rf = RandomForestRegressor()

scores = defaultdict(list)

#crossvalidate the scores on a number of different random splits of the data

for train\_idx, test\_idx in ShuffleSplit(len(X), 100, .3):

X\_train, X\_test = X[train\_idx], X[test\_idx]

Y\_train, Y\_test = Y[train\_idx], Y[test\_idx]

r = rf.fit(X\_train, Y\_train)

acc = r2\_score(Y\_test, rf.predict(X\_test))

for i in range(X.shape[1]):

X\_t = X\_test.copy()

np.random.shuffle(X\_t[:, i])

shuff\_acc = r2\_score(Y\_test, rf.predict(X\_t))

scores[names[i]].append((acc-shuff\_acc)/acc)

print "Features sorted by their score:"

print sorted([(round(np.mean(score), 4), feat) for

feat, score in scores.items()], reverse=True)

Features sorted by their score: [(0.7276, ‘LSTAT’), (0.5675, ‘RM’), (0.0867, ‘DIS’), (0.0407, ‘NOX’), (0.0351, ‘CRIM’), (0.0233, ‘PTRATIO’), (0.0168, ‘TAX’), (0.0122, ‘AGE’), (0.005, ‘B’), (0.0048, ‘INDUS’), (0.0043, ‘RAD’), (0.0004, ‘ZN’), (0.0001, ‘CHAS’)]

在这个例子当中，LSTAT和RM这两个特征对模型的性能有着很大的影响，打乱这两个特征的特征值使得模型的性能下降了73%和57%。注意，尽管这些我们是在所有特征上进行了训练得到了模型，然后才得到了每个特征的重要性测试，这并不意味着我们扔掉某个或者某些重要特征后模型的性能就一定会下降很多，因为即便某个特征删掉之后，其关联特征一样可以发挥作用，让模型性能基本上不变。

**5 两种顶层特征选择算法**

之所以叫做顶层，是因为他们都是建立在基于模型的特征选择方法基础之上的，例如回归和SVM，在不同的子集上建立模型，然后汇总最终确定特征得分。

**5.1 稳定性选择 Stability selection**

稳定性选择是一种基于二次抽样和选择算法相结合较新的方法，选择算法可以是回归、SVM或其他类似的方法。它的主要思想是在不同的数据子集和特征子集上运行特征选择算法，不断的重复，最终汇总特征选择结果，比如可以统计某个特征被认为是重要特征的频率（被选为重要特征的次数除以它所在的子集被测试的次数）。理想情况下，重要特征的得分会接近100%。稍微弱一点的特征得分会是非0的数，而最无用的特征得分将会接近于0。

sklearn在[随机lasso](http://scikit-learn.org/stable/modules/generated/sklearn.linear_model.RandomizedLasso.html)和[随机逻辑回归](http://scikit-learn.org/stable/modules/generated/sklearn.linear_model.RandomizedLogisticRegression.html)中有对稳定性选择的实现。

from sklearn.linear\_model import RandomizedLasso

from sklearn.datasets import load\_boston

boston = load\_boston()

#using the Boston housing data.

#Data gets scaled automatically by sklearn's implementation

X = boston["data"]

Y = boston["target"]

names = boston["feature\_names"]

rlasso = RandomizedLasso(alpha=0.025)

rlasso.fit(X, Y)

print "Features sorted by their score:"

print sorted(zip(map(lambda x: round(x, 4), rlasso.scores\_),

names), reverse=True)

Features sorted by their score: [(1.0, ‘RM’), (1.0, ‘PTRATIO’), (1.0, ‘LSTAT’), (0.62, ‘CHAS’), (0.595, ‘B’), (0.39, ‘TAX’), (0.385, ‘CRIM’), (0.25, ‘DIS’), (0.22, ‘NOX’), (0.125, ‘INDUS’), (0.045, ‘ZN’), (0.02, ‘RAD’), (0.015, ‘AGE’)]

在上边这个例子当中，最高的3个特征得分是1.0，这表示他们总会被选作有用的特征（当然，得分会收到正则化参数alpha的影响，但是sklearn的随机lasso能够自动选择最优的alpha）。接下来的几个特征得分就开始下降，但是下降的不是特别急剧，这跟纯lasso的方法和随机森林的结果不一样。能够看出稳定性选择对于克服过拟合和对数据理解来说都是有帮助的：总的来说，好的特征不会因为有相似的特征、关联特征而得分为0，这跟Lasso是不同的。对于特征选择任务，在许多数据集和环境下，稳定性选择往往是性能最好的方法之一。

**5.2 递归特征消除 Recursive feature elimination (RFE)**

递归特征消除的主要思想是反复的构建模型（如SVM或者回归模型）然后选出最好的（或者最差的）的特征（可以根据系数来选），把选出来的特征放到一遍，然后在剩余的特征上重复这个过程，直到所有特征都遍历了。这个过程中特征被消除的次序就是特征的排序。因此，这是一种寻找最优特征子集的贪心算法。

RFE的稳定性很大程度上取决于在迭代的时候底层用哪种模型。例如，假如RFE采用的普通的回归，没有经过正则化的回归是不稳定的，那么RFE就是不稳定的；假如采用的是Ridge，而用Ridge正则化的回归是稳定的，那么RFE就是稳定的。

Sklearn提供了[RFE](http://scikit-learn.org/stable/modules/generated/sklearn.feature_selection.RFE.html)包，可以用于特征消除，还提供了[RFECV](http://scikit-learn.org/stable/modules/generated/sklearn.feature_selection.RFECV.html)，可以通过交叉验证来对的特征进行排序。

from sklearn.feature\_selection import RFE

from sklearn.linear\_model import LinearRegression

boston = load\_boston()

X = boston["data"]

Y = boston["target"]

names = boston["feature\_names"]

#use linear regression as the model

lr = LinearRegression()

#rank all features, i.e continue the elimination until the last one

rfe = RFE(lr, n\_features\_to\_select=1)

rfe.fit(X,Y)

print "Features sorted by their rank:"

print sorted(zip(map(lambda x: round(x, 4), rfe.ranking\_), names))

Features sorted by their rank: [(1.0, ‘NOX’), (2.0, ‘RM’), (3.0, ‘CHAS’), (4.0, ‘PTRATIO’), (5.0, ‘DIS’), (6.0, ‘LSTAT’), (7.0, ‘RAD’), (8.0, ‘CRIM’), (9.0, ‘INDUS’), (10.0, ‘ZN’), (11.0, ‘TAX’), (12.0, ‘B’), (13.0, ‘AGE’)]

**6 一个完整的例子**

下面将本文所有提到的方法进行实验对比，数据集采用Friedman #1 回归数据（[这篇论文](ftp://ftp.uic.edu/pub/depts/econ/hhstokes/e538/Friedman_mars_1991.pdf)中的数据）。数据是用这个公式产生的：

[![http://dataunion.org/wp-content/uploads/2015/04/ERGNG8c.png](data:image/png;base64,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)](http://dataunion.org/wp-content/uploads/2015/04/ERGNG8c.png)

X1到X5是由[单变量分布](http://en.wikipedia.org/wiki/Univariate_distribution)生成的，e是[标准正态变量](http://en.wikipedia.org/wiki/Standard_normal_deviate)N(0,1)。另外，原始的数据集中含有5个噪音变量 X5,…,X10，跟响应变量是独立的。我们增加了4个额外的变量X11,…X14，分别是X1,…,X4的关联变量，通过f(x)=x+N(0,0.01)生成，这将产生大于0.999的关联系数。这样生成的数据能够体现出不同的特征排序方法应对关联特征时的表现。

接下来将会在上述数据上运行所有的特征选择方法，并且将每种方法给出的得分进行归一化，让取值都落在0-1之间。对于RFE来说，由于它给出的是顺序而不是得分，我们将最好的5个的得分定为1，其他的特征的得分均匀的分布在0-1之间。

from sklearn.datasets import load\_boston

from sklearn.linear\_model import (LinearRegression, Ridge,

Lasso, RandomizedLasso)

from sklearn.feature\_selection import RFE, f\_regression

from sklearn.preprocessing import MinMaxScaler

from sklearn.ensemble import RandomForestRegressor

import numpy as np

from minepy import MINE

np.random.seed(0)

size = 750

X = np.random.uniform(0, 1, (size, 14))

#"Friedamn #1” regression problem

Y = (10 \* np.sin(np.pi\*X[:,0]\*X[:,1]) + 20\*(X[:,2] - .5)\*\*2 +

10\*X[:,3] + 5\*X[:,4] + np.random.normal(0,1))

#Add 3 additional correlated variables (correlated with X1-X3)

X[:,10:] = X[:,:4] + np.random.normal(0, .025, (size,4))

names = ["x%s" % i for i in range(1,15)]

ranks = {}

def rank\_to\_dict(ranks, names, order=1):

minmax = MinMaxScaler()

ranks = minmax.fit\_transform(order\*np.array([ranks]).T).T[0]

ranks = map(lambda x: round(x, 2), ranks)

return dict(zip(names, ranks ))

lr = LinearRegression(normalize=True)

lr.fit(X, Y)

ranks["Linear reg"] = rank\_to\_dict(np.abs(lr.coef\_), names)

ridge = Ridge(alpha=7)

ridge.fit(X, Y)

ranks["Ridge"] = rank\_to\_dict(np.abs(ridge.coef\_), names)

lasso = Lasso(alpha=.05)

lasso.fit(X, Y)

ranks["Lasso"] = rank\_to\_dict(np.abs(lasso.coef\_), names)

rlasso = RandomizedLasso(alpha=0.04)

rlasso.fit(X, Y)

ranks["Stability"] = rank\_to\_dict(np.abs(rlasso.scores\_), names)

#stop the search when 5 features are left (they will get equal scores)

rfe = RFE(lr, n\_features\_to\_select=5)

rfe.fit(X,Y)

ranks["RFE"] = rank\_to\_dict(map(float, rfe.ranking\_), names, order=-1)

rf = RandomForestRegressor()

rf.fit(X,Y)

ranks["RF"] = rank\_to\_dict(rf.feature\_importances\_, names)

f, pval = f\_regression(X, Y, center=True)

ranks["Corr."] = rank\_to\_dict(f, names)

mine = MINE()

mic\_scores = []

for i in range(X.shape[1]):

mine.compute\_score(X[:,i], Y)

m = mine.mic()

mic\_scores.append(m)

ranks["MIC"] = rank\_to\_dict(mic\_scores, names)

r = {}

for name in names:

r[name] = round(np.mean([ranks[method][name]

for method in ranks.keys()]), 2)

methods = sorted(ranks.keys())

ranks["Mean"] = r

methods.append("Mean")

print "\t%s" % "\t".join(methods)

for name in names:

print "%s\t%s" % (name, "\t".join(map(str,

[ranks[method][name] for method in methods])))
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从以上结果中可以找到一些有趣的发现：

特征之间存在**线性关联**关系，每个特征都是独立评价的，因此X1,…X4的得分和X11,…X14的得分非常接近，而噪音特征X5,…,X10正如预期的那样和响应变量之间几乎没有关系。由于变量X3是二次的，因此X3和响应变量之间看不出有关系（除了MIC之外，其他方法都找不到关系）。这种方法能够衡量出特征和响应变量之间的线性关系，但若想选出优质特征来提升模型的泛化能力，这种方法就不是特别给力了，因为所有的优质特征都不可避免的会被挑出来两次。

**Lasso**能够挑出一些优质特征，同时让其他特征的系数趋于0。当如需要减少特征数的时候它很有用，但是对于数据理解来说不是很好用。（例如在结果表中，X11,X12,X13的得分都是0，好像他们跟输出变量之间没有很强的联系，但实际上不是这样的）

**MIC**对特征一视同仁，这一点上和关联系数有点像，另外，它能够找出X3和响应变量之间的非线性关系。

**随机森林**基于不纯度的排序结果非常鲜明，在得分最高的几个特征之后的特征，得分急剧的下降。从表中可以看到，得分第三的特征比第一的小4倍。而其他的特征选择算法就没有下降的这么剧烈。

**Ridge**将回归系数均匀的分摊到各个关联变量上，从表中可以看出，X11,…,X14和X1,…,X4的得分非常接近。

**稳定性选择**常常是一种既能够有助于理解数据又能够挑出优质特征的这种选择，在结果表中就能很好的看出。像Lasso一样，它能找到那些性能比较好的特征（X1，X2，X4，X5），同时，与这些特征关联度很强的变量也得到了较高的得分。

**总结**

1. 对于理解数据、数据的结构、特点来说，单变量特征选择是个非常好的选择。尽管可以用它对特征进行排序来优化模型，但由于它不能发现冗余（例如假如一个特征子集，其中的特征之间具有很强的关联，那么从中选择最优的特征时就很难考虑到冗余的问题）。
2. 正则化的线性模型对于特征理解和特征选择来说是非常强大的工具。L1正则化能够生成稀疏的模型，对于选择特征子集来说非常有用；相比起L1正则化，L2正则化的表现更加稳定，由于有用的特征往往对应系数非零，因此L2正则化对于数据的理解来说很合适。由于响应变量和特征之间往往是非线性关系，可以采用basis expansion的方式将特征转换到一个更加合适的空间当中，在此基础上再考虑运用简单的线性模型。
3. 随机森林是一种非常流行的特征选择方法，它易于使用，一般不需要feature engineering、调参等繁琐的步骤，并且很多工具包都提供了平均不纯度下降方法。它的两个主要问题，1是重要的特征有可能得分很低（关联特征问题），2是这种方法对特征变量类别多的特征越有利（偏向问题）。尽管如此，这种方法仍然非常值得在你的应用中试一试。
4. 特征选择在很多机器学习和数据挖掘场景中都是非常有用的。在使用的时候要弄清楚自己的目标是什么，然后找到哪种方法适用于自己的任务。当选择最优特征以提升模型性能的时候，可以采用交叉验证的方法来验证某种方法是否比其他方法要好。当用特征选择的方法来理解数据的时候要留心，特征选择模型的稳定性非常重要，稳定性差的模型很容易就会导致错误的结论。对数据进行二次采样然后在子集上运行特征选择算法能够有所帮助，如果在各个子集上的结果是一致的，那就可以说在这个数据集上得出来的结论是可信的，可以用这种特征选择模型的结果来理解数据。

**Tips**

什么是[卡方检验](http://en.wikipedia.org/wiki/Chi-square_test)？用方差来衡量某个观测频率和理论频率之间差异性的方法

什么是[皮尔森卡方检验](http://en.wikipedia.org/wiki/Pearson%27s_chi-squared_test)？这是一种最常用的卡方检验方法，它有两个用途：1是计算某个变量对某种分布的拟合程度，2是根据两个观测变量的[Contingency table](http://en.wikipedia.org/wiki/Contingency_table)来计算这两个变量是否是独立的。主要有三个步骤：第一步用方差和的方式来计算观测频率和理论频率之间卡方值；第二步算出卡方检验的自由度（行数-1乘以列数-1）；第三步比较卡方值和对应自由度的卡方分布，判断显著性。

什么是[p-value](http://en.wikipedia.org/wiki/P-value)？简单地说，p-value就是为了验证假设和实际之间一致性的统计学意义的值，即假设检验。有些地方叫右尾概率，根据卡方值和自由度可以算出一个固定的p-value，

什么是[响应变量(response value)](http://www.answers.com/Q/What_is_a_response_variable)？简单地说，模型的输入叫做explanatroy variables，模型的输出叫做response variables，其实就是要验证该特征对结果造成了什么样的影响

什么是[统计能力(statistical power)](http://en.wikipedia.org/wiki/Statistical_power)?

什么是[度量(metric)](http://en.wikipedia.org/wiki/Metric_%28mathematics%29)?

什么是[零假设(null hypothesis)](http://zh.wikipedia.org/wiki/%E9%9B%B6%E5%81%87%E8%AE%BE)?在相关性检验中，一般会取“两者之间无关联”作为零假设，而在独立性检验中，一般会取“两者之间是独立”作为零假设。与零假设相对的是备择假设（对立假设），即希望证明是正确的另一种可能。

什么是[多重共线性](http://en.wikipedia.org/wiki/Multicollinearity)？

什么是[grid search](http://scikit-learn.org/stable/modules/grid_search.html)？

**That’s it**
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