{

"cells": [

{

"cell\_type": "code",

"execution\_count": 1,

"metadata": {

"id": "pZleFuZvLkrb"

},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"Using TensorFlow backend.\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorflow\\python\\framework\\dtypes.py:516: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" \_np\_qint8 = np.dtype([(\"qint8\", np.int8, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorflow\\python\\framework\\dtypes.py:517: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" \_np\_quint8 = np.dtype([(\"quint8\", np.uint8, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorflow\\python\\framework\\dtypes.py:518: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" \_np\_qint16 = np.dtype([(\"qint16\", np.int16, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorflow\\python\\framework\\dtypes.py:519: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" \_np\_quint16 = np.dtype([(\"quint16\", np.uint16, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorflow\\python\\framework\\dtypes.py:520: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" \_np\_qint32 = np.dtype([(\"qint32\", np.int32, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorflow\\python\\framework\\dtypes.py:525: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" np\_resource = np.dtype([(\"resource\", np.ubyte, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorboard\\compat\\tensorflow\_stub\\dtypes.py:541: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" \_np\_qint8 = np.dtype([(\"qint8\", np.int8, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorboard\\compat\\tensorflow\_stub\\dtypes.py:542: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" \_np\_quint8 = np.dtype([(\"quint8\", np.uint8, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorboard\\compat\\tensorflow\_stub\\dtypes.py:543: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" \_np\_qint16 = np.dtype([(\"qint16\", np.int16, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorboard\\compat\\tensorflow\_stub\\dtypes.py:544: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" \_np\_quint16 = np.dtype([(\"quint16\", np.uint16, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorboard\\compat\\tensorflow\_stub\\dtypes.py:545: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" \_np\_qint32 = np.dtype([(\"qint32\", np.int32, 1)])\n",

"c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorboard\\compat\\tensorflow\_stub\\dtypes.py:550: FutureWarning: Passing (type, 1) or '1type' as a synonym of type is deprecated; in a future version of numpy, it will be understood as (type, (1,)) / '(1,)type'.\n",

" np\_resource = np.dtype([(\"resource\", np.ubyte, 1)])\n"

]

}

],

"source": [

"import numpy as np\n",

"from keras.datasets import mnist\n",

"from keras.models import Model\n",

"from keras.layers import Dense, Input\n",

"from keras.datasets import mnist\n",

"import pandas as pd\n",

"from keras.models import Sequential\n",

"from keras.layers import Dense,Activation,Dropout,Conv2D,MaxPooling2D,Flatten,UpSampling2D\n",

"from keras.utils import np\_utils\n",

"from sklearn.model\_selection import train\_test\_split\n",

"seed = 7\n",

"np.random.seed(seed)\n",

"(X\_train, \_), (X\_test, \_) = mnist.load\_data()\n"

]

},

{

"cell\_type": "code",

"execution\_count": 2,

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/",

"height": 476

},

"id": "aF56bXUeW2-6",

"outputId": "dd1d19a9-b732-46de-c221-b520a406f45d"

},

"outputs": [],

"source": [

"a = Input(shape=(32,))\n",

"b = Dense(32, activation=\"relu\")(a)\n",

"model = Model(inputs=a, outputs=b)"

]

},

{

"cell\_type": "code",

"execution\_count": 3,

"metadata": {

"id": "37d6ZcZfQrl0"

},

"outputs": [],

"source": [

"\n",

"inputs = Input(shape=(8,))\n",

"hidden1 = Dense(10, activation=\"relu\")(inputs)\n",

"hidden2 = Dense(8, activation=\"relu\")(hidden1)\n",

"outputs = Dense(1, activation=\"sigmoid\")(hidden2)\n",

"model = Model(inputs=inputs, outputs=outputs)"

]

},

{

"cell\_type": "code",

"execution\_count": 4,

"metadata": {

"id": "TtHnUi-8MA6m"

},

"outputs": [],

"source": [

"X\_train = X\_train.reshape(X\_train.shape[0],28\*28).astype(\"float32\")\n",

"X\_test = X\_test.reshape(X\_test.shape[0], 28\*28).astype(\"float32\")\n",

"X\_train = X\_train / 255\n",

"X\_test = X\_test / 255\n",

"input\_img = Input(shape=(784,))\n",

"x = Dense(128, activation=\"relu\")(input\_img)\n",

"encoded = Dense(64, activation=\"relu\")(x)\n",

"x = Dense(128, activation=\"relu\")(encoded)\n",

"decoded = Dense(784, activation=\"sigmoid\")(x)\n",

"autoencoder = Model(input\_img, decoded)"

]

},

{

"cell\_type": "code",

"execution\_count": 5,

"metadata": {

"colab": {

"base\_uri": "https://localhost:8080/"

},

"id": "jEfcAqhnM0a-",

"outputId": "33ed4e4d-9aad-448f-f9a2-c1b4b9ea7250"

},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"WARNING:tensorflow:From c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\tensorflow\\python\\ops\\nn\_impl.py:180: add\_dispatch\_support.<locals>.wrapper (from tensorflow.python.ops.array\_ops) is deprecated and will be removed in a future version.\n",

"Instructions for updating:\n",

"Use tf.where in 2.0, which has the same broadcast rule as np.where\n",

"WARNING:tensorflow:From c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\keras\\backend\\tensorflow\_backend.py:422: The name tf.global\_variables is deprecated. Please use tf.compat.v1.global\_variables instead.\n",

"\n",

"Train on 60000 samples, validate on 10000 samples\n",

"Epoch 1/10\n",

" - 2s - loss: 0.2233 - accuracy: 0.7897 - val\_loss: 0.1406 - val\_accuracy: 0.8062\n",

"Epoch 2/10\n",

" - 2s - loss: 0.1251 - accuracy: 0.8101 - val\_loss: 0.1119 - val\_accuracy: 0.8111\n",

"Epoch 3/10\n",

" - 2s - loss: 0.1080 - accuracy: 0.8125 - val\_loss: 0.1017 - val\_accuracy: 0.8123\n",

"Epoch 4/10\n",

" - 2s - loss: 0.0998 - accuracy: 0.8135 - val\_loss: 0.0955 - val\_accuracy: 0.8128\n",

"Epoch 5/10\n",

" - 2s - loss: 0.0944 - accuracy: 0.8140 - val\_loss: 0.0912 - val\_accuracy: 0.8134\n",

"Epoch 6/10\n",

" - 2s - loss: 0.0906 - accuracy: 0.8143 - val\_loss: 0.0880 - val\_accuracy: 0.8136\n",

"Epoch 7/10\n",

" - 2s - loss: 0.0882 - accuracy: 0.8145 - val\_loss: 0.0862 - val\_accuracy: 0.8137\n",

"Epoch 8/10\n",

" - 2s - loss: 0.0864 - accuracy: 0.8146 - val\_loss: 0.0847 - val\_accuracy: 0.8137\n",

"Epoch 9/10\n",

" - 2s - loss: 0.0851 - accuracy: 0.8147 - val\_loss: 0.0835 - val\_accuracy: 0.8138\n",

"Epoch 10/10\n",

" - 2s - loss: 0.0840 - accuracy: 0.8148 - val\_loss: 0.0825 - val\_accuracy: 0.8139\n"

]

}

],

"source": [

"encoder = Model(input\_img, encoded)\n",

"decoder\_input = Input(shape=(64,))\n",

"decoder\_layer = autoencoder.layers[-2](decoder\_input)\n",

"decoder\_layer = autoencoder.layers[-1](decoder\_layer)\n",

"decoder = Model(decoder\_input, decoder\_layer)\n",

"autoencoder.compile(loss=\"binary\_crossentropy\",\n",

"optimizer=\"adam\", metrics=[\"accuracy\"])\n",

"history=autoencoder.fit(X\_train, X\_train, validation\_data=(X\_test,\n",

"X\_test), epochs=10, batch\_size=256, shuffle=True,\n",

"verbose=2)"

]

},

{

"cell\_type": "code",

"execution\_count": 6,

"metadata": {},

"outputs": [

{

"data": {
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"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"import matplotlib.pyplot as plt\n",

"loss = history.history[\"loss\"]\n",

"epochs = range(1, len(loss)+1)\n",

"val\_loss = history.history[\"loss\"]\n",

"plt.plot(epochs, loss, \"bo\", label=\"Training Loss\")\n",

"plt.plot(epochs, val\_loss, \"r\", label=\"Validation Loss\")\n",

"plt.title(\"Training and Validation Loss\")\n",

"plt.xlabel(\"Epochs\")\n",

"plt.ylabel(\"Loss\")\n",

"plt.legend()\n",

"plt.show()"

]

},

{

"cell\_type": "code",

"execution\_count": 7,

"metadata": {},

"outputs": [

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"acc = history.history[\"accuracy\"]\n",

"epochs = range(1, len(acc)+1)\n",

"val\_acc = history.history[\"accuracy\"]\n",

"plt.plot(epochs, acc, \"b-\", label=\"Training Acc\")\n",

"plt.plot(epochs, val\_acc, \"r--\", label=\"Validation Acc\")\n",

"plt.title(\"Training and Validation Accuracy\")\n",

"plt.xlabel(\"Epochs\")\n",

"plt.ylabel(\"Accuracy\")\n",

"plt.legend()\n",

"plt.show()"

]

},

{

"cell\_type": "code",

"execution\_count": 34,

"metadata": {},

"outputs": [],

"source": [

"(X\_train, \_), (X\_test, \_) = mnist.load\_data()"

]

},

{

"cell\_type": "code",

"execution\_count": 9,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"WARNING:tensorflow:From c:\\users\\danny\\appdata\\local\\programs\\python\\python36\\lib\\site-packages\\keras\\backend\\tensorflow\_backend.py:4070: The name tf.nn.max\_pool is deprecated. Please use tf.nn.max\_pool2d instead.\n",

"\n"

]

}

],

"source": [

"input\_img = Input(shape=(28,28,1))\n",

"x = Conv2D(16, (3,3), activation=\"relu\", padding=\"same\")(input\_img)\n",

"x = MaxPooling2D((2,2), padding=\"same\")(x)\n",

"x = Conv2D(8, (3,3), activation=\"relu\", padding=\"same\")(x)\n",

"x = MaxPooling2D((2,2), padding=\"same\")(x)\n",

"x = Conv2D(8, (3,3), activation=\"relu\", padding=\"same\")(x)\n",

"encoded = MaxPooling2D((2,2), padding=\"same\")(x)\n",

"x = Conv2D(8, (3,3), activation=\"relu\", padding=\"same\")(encoded)\n",

"x = UpSampling2D((2,2))(x)\n",

"x = Conv2D(8, (3,3), activation=\"relu\", padding=\"same\")(x)\n",

"x = UpSampling2D((2,2))(x)\n",

"x = Conv2D(16, (3,3), activation=\"relu\")(x)\n",

"x = UpSampling2D((2,2))(x)\n",

"decoded = Conv2D(1, (3, 3), activation=\"sigmoid\", padding=\"same\")(x) \n",

"autoencoder = Model(input\_img,decoded)"

]

},

{

"cell\_type": "raw",

"metadata": {

"id": "60PzpfaIOCD\_"

},

"source": [

"X\_retrain = X\_train.reshape(X\_train.shape[0],28\*28).astype(\"float32\")\n",

"X\_retest = X\_test.reshape(X\_test.shape[0], 28\*28).astype(\"float32\")\n",

"X\_retrain = X\_retrain / 255\n",

"X\_retest = X\_retest / 255\n",

"encoded\_imgs = encoder.predict(X\_retest)\n",

"decoded\_imgs = decoder.predict(encoded\_imgs)"

]

},

{

"cell\_type": "code",

"execution\_count": 33,

"metadata": {},

"outputs": [

{

"ename": "NameError",

"evalue": "name 'y\_train' is not defined",

"output\_type": "error",

"traceback": [

"\u001b[1;31m---------------------------------------------------------------------------\u001b[0m",

"\u001b[1;31mNameError\u001b[0m Traceback (most recent call last)",

"\u001b[1;32m<ipython-input-33-0680b93dc039>\u001b[0m in \u001b[0;36m<module>\u001b[1;34m\u001b[0m\n\u001b[0;32m 2\u001b[0m \u001b[1;33m\u001b[0m\u001b[0m\n\u001b[0;32m 3\u001b[0m \u001b[0mplt\u001b[0m\u001b[1;33m.\u001b[0m\u001b[0mimshow\u001b[0m\u001b[1;33m(\u001b[0m\u001b[0mdecoded\_imgs\u001b[0m\u001b[1;33m[\u001b[0m\u001b[1;36m0\u001b[0m\u001b[1;33m]\u001b[0m\u001b[1;33m.\u001b[0m\u001b[0mreshape\u001b[0m\u001b[1;33m(\u001b[0m\u001b[1;36m28\u001b[0m\u001b[1;33m,\u001b[0m\u001b[1;36m28\u001b[0m\u001b[1;33m)\u001b[0m\u001b[1;33m,\u001b[0m \u001b[0mcmap\u001b[0m\u001b[1;33m=\u001b[0m\u001b[1;34m\"gray\"\u001b[0m\u001b[1;33m)\u001b[0m\u001b[1;33m\u001b[0m\u001b[1;33m\u001b[0m\u001b[0m\n\u001b[1;32m----> 4\u001b[1;33m \u001b[0mplt\u001b[0m\u001b[1;33m.\u001b[0m\u001b[0mtitle\u001b[0m\u001b[1;33m(\u001b[0m\u001b[1;34m\"Label: \"\u001b[0m \u001b[1;33m+\u001b[0m \u001b[0mstr\u001b[0m\u001b[1;33m(\u001b[0m\u001b[0my\_train\u001b[0m\u001b[1;33m[\u001b[0m\u001b[1;36m0\u001b[0m\u001b[1;33m]\u001b[0m\u001b[1;33m)\u001b[0m\u001b[1;33m)\u001b[0m\u001b[1;33m\u001b[0m\u001b[1;33m\u001b[0m\u001b[0m\n\u001b[0m\u001b[0;32m 5\u001b[0m \u001b[0mplt\u001b[0m\u001b[1;33m.\u001b[0m\u001b[0maxis\u001b[0m\u001b[1;33m(\u001b[0m\u001b[1;34m\"off\"\u001b[0m\u001b[1;33m)\u001b[0m\u001b[1;33m\u001b[0m\u001b[1;33m\u001b[0m\u001b[0m\n\u001b[0;32m 6\u001b[0m \u001b[0mplt\u001b[0m\u001b[1;33m.\u001b[0m\u001b[0mshow\u001b[0m\u001b[1;33m(\u001b[0m\u001b[1;33m)\u001b[0m\u001b[1;33m\u001b[0m\u001b[1;33m\u001b[0m\u001b[0m\n",

"\u001b[1;31mNameError\u001b[0m: name 'y\_train' is not defined"

]

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"import matplotlib.pyplot as plt\n",

"\n",

"plt.imshow(decoded\_imgs[0].reshape(28,28), cmap=\"gray\")\n",

"plt.axis(\"off\")\n",

"plt.show()"

]

},

{

"cell\_type": "code",

"execution\_count": 69,

"metadata": {

"scrolled": true

},

"outputs": [

{

"data": {
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"text/plain": [

"<Figure size 432x288 with 24 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"for i in range(1,9):\n",

" ax = plt.subplot(3,9,i)\n",

" ax.imshow(X\_test[i], cmap=\"gray\")\n",

" ax.axis(\"off\")\n",

" ax = plt.subplot(3,9,i+9)\n",

" ax.imshow(encoded\_imgs[i].reshape(8,8), cmap=\"gray\")\n",

" ax.axis(\"off\")\n",

" ax = plt.subplot(3,9,i+18)\n",

" ax.imshow(decoded\_imgs[i].reshape(28,28), cmap=\"gray\")\n",

" ax.axis(\"off\")\n",

"plt.subplots\_adjust(hspace = .5)\n",

"plt.show()"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

}

],

"metadata": {

"colab": {

"name": "Untitled0.ipynb",

"provenance": []

},

"kernelspec": {

"display\_name": "Python 3",

"language": "python",

"name": "python3"

},

"language\_info": {

"codemirror\_mode": {

"name": "ipython",

"version": 3

},

"file\_extension": ".py",

"mimetype": "text/x-python",

"name": "python",

"nbconvert\_exporter": "python",

"pygments\_lexer": "ipython3",

"version": "3.6.8"

}
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"nbformat": 4,

"nbformat\_minor": 1
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