# 分区表使用场景

表分区，是指根据一定规则，将数据库中的一张表分解成多个更小的，容易管理的部分。从逻辑上看，只有一张表，但是底层却是由多个物理分区组成。

分区是一种表的设计模式，正确的分区可以极大地提升数据库的查询效率，完成更高质量的SQL编程。但是如果错误地使用分区，那么分区可能带来毁灭性的的结果。

随着使用时间的增加，数据库中的数据量也不断增加，因此数据库查询越来越慢。

加速数据库的方法很多，如添加特定的索引，将日志目录换到单独的磁盘分区，调整数据库引擎的参数等。这些方法都能将数据库的查询性能提高到一定程度。

对于许多应用数据库来说，许多数据是历史数据并且随着时间的推移它们的重要性逐渐降低。如果能找到一个办法将这些可能不太重要的数据隐藏，数据库查询速度将会大幅提高。可以通过DELETE来达到此目的，但同时这些数据就永远不可用了。

因此，需要一个高效的把历史数据从当前查询中隐藏起来并且不造成数据丢失的方法。数据库表分区即能达到此效果。

**表分区介绍**

表分区把一个大的物理表分成若干个小的物理表，并使得这些小物理表在逻辑上可以被当成一张表来使用。

![截图.png](data:image/png;base64,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)

**表分区术语介绍**

* 主表/父表/Master Table　该表是创建子表的模板。它是一个正常的普通表，但正常情况下它并不储存任何数据。
* 子表/分区表/Child Table/Partition Table　这些表继承并属于一个主表。子表中存储所有的数据。主表与分区表属于一对多的关系，也就是说，一个主表包含多个分区表，而一个分区表只从属于一个主表

**表分区的优势：**

* 删除历史数据更快， 如果是按时间分区的， 在删除历史数据时， 直接删除历史分区即可， 如果没有分区， 通过DELETE删除历史数据时会很慢， 还容易导致VACUUM占用大量的IO。
* 对于某些类型的查询，尤其是当表中大多数被频繁访问的行位于单个分区或少数几个分区中时，查询性能可以得到显着提高。例如，在按时间分区的表中， 如果大多数查询发生在时间最近的一个或几个分区中， 而较早时间的分区较少查询， 那么， 在建分区表后， 各个分区表均有各自的索引， 使用率较高的分区表的索引就可能完全缓存在内存中， 这样效率就会提高很多。
* 当查询或更新一个分区的大部分记录时， 连续扫描该分区而不是使用索引离散地访问整个表， 可以获得巨大的性能提升。
* 很少用到的历史数据可以使用表空间的技术移动到便宜一些的慢速存储介质上。 因为使用分区表可以将不同的分区安置在不同的物理介质上。
* 如果表的数据太大，一个磁盘放不下，利用分区表可以把数据分配到不同的磁盘里面去。

以上优势只有当表非常大的时候才能体现出来。一般来说，当表的大小超过数据库服务器的物理内存时以上优势才能体现出来。

多大数据适合使用分区表？ 一般取决于具体的应用， 不过也有个简单的基本原则， 即表的大小超过了数据库服务器的物理内存大小时使用。

**PostgreSQL表分区**

PostgreSQL内部是通过表继承来实现分区表的。父表是普通表并且正常情况下并不存储任何数据，它的存在只是为了代表整个数据集，数据是存储在子表中的。PostgreSQL可实现如下三种表分区。

* 范围分区：partition by range(…)

该表被划分为由键列或列集定义的" 范围 "，分配给不同分区的值的范围之间没有重叠。例如，可以按日期范围或特定业务对象的标识符范围进行分区。

* 列表分区:partition by list(…)

通过显式列出哪些键值出现在每个分区中来对表进行分区。

* 哈希分区：parition by hash(…)

通过为每个分区指定模数和余数来对表进行分区。每个分区将保留行，分区键的哈希值除以指定的模数将产生指定的余数。

PostgreSQL 10 版本之前只能通过表继承来实现分区表。 而PostgreSQL 10 版本之后支持声明式分区，使用相应的DDL语句就可以直接创建分区表， 但内部原理仍是表继承。

判断当前PostgreSQL是否支持声明式分区？

select version();

show enable\_partition\_pruning;

**分区表定义语法个数**

使用create table语句定义分区表和分区：

* 创建分区表：create table tablename (…) partition by (…)
* 创建分区： create table partitionname partition of tablename for values (…);

partition by (…)：定义分区的列和算法

for values (…)：定义分区的取值范围

# 创建继承式分区

1.创建主表，所有的子表都从主表继承，主表不包含数据，不在主表上定义任何检查约束。

create table log\_history(id int not null,logdate date not null,info text);

2.创建子表

create table log\_history\_2013(check (logdate >= date'2013-01-01' and logdate < date'2014-01-01')) inherits(log\_history);

create table log\_history\_2014(check (logdate >= date'2014-01-01' and logdate < date'2015-01-01')) inherits(log\_history);

create table log\_history\_2015(check (logdate >= date'2015-01-01' and logdate < date'2016-01-01')) inherits(log\_history);

create table log\_history\_2016(check (logdate >= date'2016-01-01' and logdate < date'2017-01-01')) inherits(log\_history);

create table log\_history\_2017(check (logdate >= date'2017-01-01' and logdate < date'2018-01-01')) inherits(log\_history);

create table log\_history\_2018(check (logdate >= date'2018-01-01' and logdate < date'2019-01-01')) inherits(log\_history);

create table log\_history\_2019(check (logdate >= date'2019-01-01' and logdate < date'2020-01-01')) inherits(log\_history);

create table log\_history\_2020(check (logdate >= date'2020-01-01' and logdate < date'2021-01-01')) inherits(log\_history);

create table log\_history\_2021(check (logdate >= date'2021-01-01' and logdate < date'2022-01-01')) inherits(log\_history);

create table log\_history\_2022(check (logdate >= date'2022-01-01' and logdate < date'2023-01-01')) inherits(log\_history);

查看继承分区

select inhrelid::regclass,inhparent::regclass,inhseqno from pg\_inherits;

3.分区表创建后，往主表插入数据并不会将数据重定向到合适的分区，因此需要创建合适的触发器函数来实现这一点。

insert into log\_history values(1,'2021-09-01','xxx');

select \* from log\_history;--有数据

select \* from log\_history\_2021;--无数据

4.创建函数

CREATE OR REPLACE FUNCTION log\_history\_insert\_function()

RETURNS TRIGGER AS $$

BEGIN

IF ( NEW.logdate >= DATE '2013-01-01' AND NEW.logdate < DATE '2014-01-01' ) THEN

INSERT INTO log\_history\_2013 VALUES (NEW.);ELSIF ( NEW.logdate >= DATE '2014-01-01' ANDNEW.logdate < DATE '2015-01-01' ) THENINSERT INTO log\_history\_2014 VALUES (NEW.);

ELSIF ( NEW.logdate >= DATE '2015-01-01' AND NEW.logdate < DATE '2016-01-01' ) THEN

INSERT INTO log\_history\_2015 VALUES (NEW.);ELSIF ( NEW.logdate >= DATE '2016-01-01' ANDNEW.logdate < DATE '2017-01-01' ) THENINSERT INTO log\_history\_2016 VALUES (NEW.);

ELSIF ( NEW.logdate >= DATE '2017-01-01' AND NEW.logdate < DATE '2018-01-01' ) THEN

INSERT INTO log\_history\_2017 VALUES (NEW.);ELSIF ( NEW.logdate >= DATE '2018-01-01' ANDNEW.logdate < DATE '2019-01-01' ) THENINSERT INTO log\_history\_2018 VALUES (NEW.);

ELSIF ( NEW.logdate >= DATE '2019-01-01' AND NEW.logdate < DATE '2020-01-01' ) THEN

INSERT INTO log\_history\_2019 VALUES (NEW.);ELSIF ( NEW.logdate >= DATE '2020-01-01' ANDNEW.logdate < DATE '2021-01-01' ) THENINSERT INTO log\_history\_2020 VALUES (NEW.);

ELSIF ( NEW.logdate >= DATE '2021-01-01' AND NEW.logdate < DATE '2022-01-01' ) THEN

INSERT INTO log\_history\_2021 VALUES (NEW.);ELSIF ( NEW.logdate >= DATE '2022-01-01' ANDNEW.logdate < DATE '2023-01-01' ) THENINSERT INTO log\_history\_2022 VALUES (NEW.);

ELSE

RAISE EXCEPTION 'Date out of range. Fix the log\_history\_insert\_trigger() function!';

END IF;

RETURN NULL;

END;

$$

LANGUAGE plpgsql;

5.创建触发器

CREATE TRIGGER log\_history\_insert\_trigger

BEFORE INSERT ON log\_history

FOR EACH ROW EXECUTE PROCEDURE log\_history\_insert\_function();

注意：分区表中只包括了2013年1月到2022年12月的分区表， 如果插入其他日期的数据会报错，需要添加新的分区表，同时修改触发器的内容。

insert into log\_history select random()\*120,n,md5(random()::text) from generate\_series('2013-01-01'::date,'2022-12-31'::date,'1 month') n;

6.创建索引（子表不会继承主表的索引）

create index index\_log\_history\_logdate on log\_history(logdate);

create index index\_log\_history\_2013\_logdate on log\_history\_2013(logdate);

create index index\_log\_history\_2014\_logdate on log\_history\_2014(logdate);

create index index\_log\_history\_2015\_logdate on log\_history\_2015(logdate);

create index index\_log\_history\_2016\_logdate on log\_history\_2016(logdate);

create index index\_log\_history\_2017\_logdate on log\_history\_2017(logdate);

create index index\_log\_history\_2018\_logdate on log\_history\_2018(logdate);

create index index\_log\_history\_2019\_logdate on log\_history\_2019(logdate);

create index index\_log\_history\_2020\_logdate on log\_history\_2020(logdate);

create index index\_log\_history\_2021\_logdate on log\_history\_2021(logdate);

create index index\_log\_history\_2022\_logdate on log\_history\_2022(logdate);

**分区优化技巧**

constraint\_exclusion参数可以提升声明式分区表性能的查询优化技术。

select \* from log\_history where logdate = date'2020-09-01';

如果启用constraint\_exclusion参数，上面的查询将会扫描log\_history表的每一个分区。如果启用了此参数，规划器将会检查每个分区的定义并且检验该分区是否因为不包含符合查询WHERE子句的行而无需扫描。当规划器可以证实这一点时，它会把分区从查询计划中排除。

启用constraint\_exclusion = partition参数（默认启用partition），指定计划只会扫描需要的分区

set constraint\_exclusion = partition;

explain select \* from log\_history where logdate=date'2020-09-01';

如果未启用constraint\_exclusion参数，指定计划只会扫描需要的分区

set constraint\_exclusion = off;

explain select \* from log\_history where logdate=date'2020-09-01';

# 声明式分区

**声明式分区的特点**

* 在分区表上建立索引，相应的所有分区都能自动建立索引，以后创建或附加的任何分区也将包含该索引。也可以为分区单独建立索引。
* 可以根据需要，卸载或增加一个分区。
* 分区可以指定单独的表空间，能充分利用多个磁盘。
* 分区可以指向一个PG外表，即FDW表。
* 分区表可以根据多个列的值来分区。
* 分区可以再次分区。

# 范围分区

根据范围分区，范围应该连续但是不重叠，使用PARTITION BY RANGE, FOR VALUES FROM关键字。

RANGE分区适用分区键为日期或者时间类型，数据分布均衡，容易归档。

**根据时间范围**

当往分区列中插入null值RANG 分区会将其当作最小值来处理即插入最小的分区中

1.创建分区表并指定分区方式

create table log\_history(id int not null,logdate date not null,info text) partition by range(logdate);

2.创建分区

create table log\_history\_2018 partition of log\_history for values from ('2018-01-01') to ('2019-01-01');

create table log\_history\_2019 partition of log\_history for values from ('2019-01-01') to ('2020-01-01');

create table log\_history\_2020 partition of log\_history for values from ('2020-01-01') to ('2021-01-01');

create table log\_history\_2021 partition of log\_history for values from ('2021-01-01') to ('2022-01-01');

create table log\_history\_2022 partition of log\_history for values from ('2022-01-01') to ('2023-01-01');

注意：前后时间范围分配衔接

查看分区

\d+ log\_history;

\d+ log\_history\_2022;

insert into log\_history values(1, '2018-05-20','success');

insert into log\_history values(2, '2019-07-03','success');

insert into log\_history values(3, '2020-02-06','fail');

insert into log\_history values(4, '2021-09-30','success');

insert into log\_history values(5, '2022-02-14','success');

insert into log\_history values(6, '2023-11-22','fail');--ERROR

create table log\_history\_default partition of log\_history default;--默认分区

insert into log\_history values(6, '2023-11-22','fail');--ERROR

**根据数值范围分区**

创建一张表带年龄的主表，然后根据年龄分段来进行分区：

CREATE TABLE person (

name varchar not null,

age int not null,

city varchar not null

) PARTITION BY RANGE (age);

创建四张分区表，分别对应年龄是11到20岁、21到30岁、31到40岁、41岁到50岁。

create table person\_p1 partition of person for values from (11) to (21);

create table person\_p2 partition of person for values from (21) to (31);

create table person\_p3 partition of person for values from (31) to (41);

create table person\_p4 partition of person for values from (41) to (51);

插入测试数据：

insert into person(age, city) VALUES ('wangwu',21, 'SZ');

insert into person(name,age, city) VALUES ('zhaoliu',13, 'BJ');

insert into person( name,age, city) VALUES ('zhouba',28, 'HK');

insert into person(name,age, city) VALUES ('sunqi',43, 'SH');

insert into person(name,age, city) VALUES ('lisi',2, 'SZ'); --ERROR

create table person\_p0 partition of person for values from (MINVALUE) to (11);

create table person\_p5 partition of person for values from (51) to (MAXVALUE);

**指定分区表空间**

-- 创建主表

create table student(

id int not null,

name varchar,

age int

)partition by range(id);

-- 创建分区表

create table student\_p0 partition of student for values from (1) to (20001) tablespace ts\_p0;

create table student\_p1 partition of student for values from (20001) to (40001) tablespace ts\_p1;

create table student\_p2 partition of student for values from (40001) to (60001) tablespace ts\_p2;

create table student\_p3 partition of student for values from (60001) to (80001) tablespace ts\_p3;

create table student\_p4 partition of student for values from (80001) to (100001) tablespace ts\_p4;

-- 插入测试数据

insert into student(id,name,age) select n,n\_||'user',random()\*10+20 from generate\_series(1,100000);

# 列表分区

列表分区是按特定的值来分区，每个分区值不重叠，使用PARTITION BY LIST、FOR VALUES IN关键字。

类似于按RANGE分区，区别在于LIST分区是基于列值匹配一个离散值集合中的某个值来进行选择。

**根据字符串列表分区：**

假如以地区列表来进行分区

-- 创建主表

create table person (

name varchar not null,

age int not null,

city varchar not null

) partition by list (city);

-- 创建分区表

CREATE TABLE person\_p1 PARTITION OF person FOR VALUES IN ('sc','yn','gz');

CREATE TABLE person\_p2 PARTITION OF person FOR VALUES IN ('gd','gx');

CREATE TABLE person\_p3 PARTITION OF person FOR VALUES IN ('bj','sh','sz');

CREATE TABLE person\_p4 PARTITION OF person DEFAULT;

-- 插入测试数据

insert into person VALUES ('zhangsan',22,'sc');

insert into person VALUES ('lisi',18,'gx');

insert into person VALUES ('wangwu',20,'bj');

insert into person VALUES ('zhaoliu',24,'SC');

**根据数值列表分区：**假定有20个音像店，分布在4个有经销权的地区，如下表所示：

地区      商店ID号

北区      3, 5, 6, 9, 17

东区      1, 2, 10, 11, 19, 20

西区      4, 12, 13, 14, 18

中心区  7, 8, 15, 16

create table staff(

id int not null,

name varchar(30),

age int,

shop\_id int not null default 0

)partition by list(id);

CREATE TABLE staff\_north PARTITION OF staff FOR VALUES IN (3,5,6,9,17);

CREATE TABLE staff\_east PARTITION OF staff FOR VALUES IN (1,2,10,11,19,20);

CREATE TABLE staff\_west PARTITION OF staff FOR VALUES IN (4,12,13,14,18);

CREATE TABLE staff\_center PARTITION OF staff FOR VALUES IN (7,8,15,16);

这使得在表中增加或删除指定地区的员工记录变得容易起来。例如，假定西区的所有音像店都卖给了其他公司。那么与在西区音像店工作员工相关的所有记录（行）可以使用“drop table staff\_west；”来进行删除，它与具有同样作用的DELETE（删除）“DELETE FROM staff WHERE shop\_id IN (4,12,13,14,18)；”比起来，要有效得多。

# 哈希分区

哈希分区主要用来确保数据在预先确定数目的分区中平均分布，Hash分区支几乎支持的所有数据类型。

要使用HASH分区来分割一个表，要在CREATE TABLE 语句上添加一个“PARTITION BY HASH”子句和“for values with”。

哈希分区是指按字段取哈希值后再分区。

**根据数值类型来分区**

-- 创建主表

create table person (

name varchar not null,

age int not null,

city text not null

) partition by hash (age);

-- 创建分区表

create table person\_p0 partition of person for values with (modulus 4, remainder 0);

create table person\_p1 partition of person for values with (modulus 4, remainder 1);

create table person\_p2 partition of person for values with (modulus 4, remainder 2);

create table person\_p3 partition of person for values with (modulus 4, remainder 3);

insert into person select substring(md5(n::text),1,5),random()\*100, md5(n::text) from generate\_series(1,10000) n;

select (hashint4extended(int4, 8816678312871386365)::numeric + 5305509591434766563) %32;--hash算法

**根据字符类型分区**

-- 创建主表

create table person (

name varchar not null,

age int not null,

city text not null

) partition by hash (city);

-- 创建分区表

create table person\_p0 partition of person for values with (modulus 4, remainder 0);

create table person\_p1 partition of person for values with (modulus 4, remainder 1);

create table person\_p2 partition of person for values with (modulus 4, remainder 2);

create table person\_p3 partition of person for values with (modulus 4, remainder 3);

-- 插入测试数据

insert into person select md5(n::text),random()\*100,substring(md5(n::text),1,5) from generate\_series(1,10000) n;

SELECT (hashtextextended('value', 8816678312871386365)::numeric + 5305509591434766563) % 8;--hash算法

# 组合分区

组合分区可以结合range、list和hash，根据业务需要提供灵活的玩法。

**range与hash组合**

-- 创建range分区主表

create table student(

id int not null,

name varchar(255),

age int not null

) partition by range(id);

--创建二级分区主表

create table student\_r1 partition of student for values from (1) to (10001) partition by hash(age);

create table student\_r2 partition of student for values from (10001) to (20001) partition by hash(age);

create table student\_r3 partition of student for values from (20001) to (30001) partition by hash(age);

--创建分区

create table student\_r1\_h0 partition of student\_r1 for values with (modulus 4, remainder 0);

create table student\_r1\_h1 partition of student\_r1 for values with (modulus 4, remainder 1);

create table student\_r1\_h2 partition of student\_r1 for values with (modulus 4, remainder 2);

create table student\_r1\_h3 partition of student\_r1 for values with (modulus 4, remainder 3);

create table student\_r2\_h0 partition of student\_r2 for values with (modulus 4, remainder 0);

create table student\_r2\_h1 partition of student\_r2 for values with (modulus 4, remainder 1);

create table student\_r2\_h2 partition of student\_r2 for values with (modulus 4, remainder 2);

create table student\_r2\_h3 partition of student\_r2 for values with (modulus 4, remainder 3);

create table student\_r3\_h0 partition of student\_r3 for values with (modulus 4, remainder 0);

create table student\_r3\_h1 partition of student\_r3 for values with (modulus 4, remainder 1);

create table student\_r3\_h2 partition of student\_r3 for values with (modulus 4, remainder 2);

create table student\_r3\_h3 partition of student\_r3 for values with (modulus 4, remainder 3);

-- 插入数据

insert into student select n,n||'\_user',random()\*100 from generate\_series(1,30000) n;

select \* from student;

**list与range组合**

-- 创建list分区主表

create table student(

id int not null,

name varchar(255),

age int not null,

city text not null

) partition by list(city);

--创建二级分区主表

create table student\_l1 partition of student for values in ('yn','gz','sc') partition by range(id);

create table student\_l2 partition of student for values in ('gd','gx') partition by range(id);

create table student\_l3 partition of student for values in ('bj','sh') partition by range(id);

--创建分区

create table student\_l1\_r1 partition of student\_l1 for values from (1) to (10001);

create table student\_l1\_r2 partition of student\_l1 for values from (10001) to (20001);

create table student\_l1\_r3 partition of student\_l1 for values from (20001) to (30001);

create table student\_l2\_r1 partition of student\_l2 for values from (1) to (10001);

create table student\_l2\_r2 partition of student\_l2 for values from (10001) to (20001);

create table student\_l2\_r3 partition of student\_l2 for values from (20001) to (30001);

create table student\_l3\_r1 partition of student\_l3 for values from (1) to (10001);

create table student\_l3\_r2 partition of student\_l3 for values from (10001) to (20001);

create table student\_l3\_r3 partition of student\_l3 for values from (20001) to (30001);

-- 插入数据

insert into student values(1,'zhangsan',22,'sc');

insert into student values(15000,'lisi',18,'gx');

insert into student values(22000,'wangwu',20,'sh');

select \* from student;

**hash与list组合**

-- 创建hash分区主表

create table student(

id int not null,

name varchar(255),

age int not null,

city text not null

) partition by hash(id);

--创建二级分区主表

create table student\_h1 partition of student for values with (modulus 3, remainder 0) partition by list(city);

create table student\_h2 partition of student for values with (modulus 3, remainder 1) partition by list(city);

create table student\_h3 partition of student for values with (modulus 3, remainder 2) partition by list(city);

--创建分区

create table student\_h1\_l1 partition of student\_h1 for values in ('yn','gz','sc');

create table student\_h1\_l2 partition of student\_h1 for values in ('gd','gx');

create table student\_h1\_l3 partition of student\_h1 for values in ('bj','sh');

create table student\_h2\_l1 partition of student\_h2 for values in ('yn','gz','sc');

create table student\_h2\_l2 partition of student\_h2 for values in ('gd','gx');

create table student\_h2\_l3 partition of student\_h2 for values in ('bj','sh');

create table student\_h3\_l1 partition of student\_h3 for values in ('yn','gz','sc');

create table student\_h3\_l2 partition of student\_h3 for values in ('gd','gx');

create table student\_h3\_l3 partition of student\_h3 for values in ('bj','sh');

-- 插入数据

insert into student values(1,'zhangsan',22,'sc');

insert into student values(15000,'lisi',18,'gx');

insert into student values(22000,'wangwu',20,'sh');

select \* from student;

**指定分区表空间**

-- 创建主表

create table student(

id int not null,

name varchar,

age int

)partition by range(id);

-- 创建分区表

create table student\_p0 partition of student for values from (1) to (20001) tablespace ts\_p0;

create table student\_p1 partition of student for values from (20001) to (40001) tablespace ts\_p1;

create table student\_p2 partition of student for values from (40001) to (60001) tablespace ts\_p2;

create table student\_p3 partition of student for values from (60001) to (80001) tablespace ts\_p3;

create table student\_p4 partition of student for values from (80001) to (100001) tablespace ts\_p4;

-- 插入测试数据

insert into student(id,name,age) select n,n\_||'user',random()\*10+20 from generate\_series(1,100000);

# 分区表的管理与维护

**查看分区表定义**

\d+ log\_history;

\d+ log\_history\_2022;

**查看分区**

查看有哪些分区表（不查看子分区）

select partrelid::regclass,\* from pg\_partitioned\_table;

\dP

**普通表转换为分区表**

方法一：

alter table student add check (id <= 10000);

alter table student\_all ATTACH PARTITION student for values from (minvalues) to (10001);

方法二：

create table student\_new(like student including defaults including constraints) partition by hash(id);

create table student\_p0 partition of student\_new for values with (modulus 5, remainder 0);

create table student\_p1 partition of student\_new for values with (modulus 5, remainder 1);

create table student\_p2 partition of student\_new for values with (modulus 5, remainder 2);

create table student\_p3 partition of student\_new for values with (modulus 5, remainder 3);

create table student\_p4 partition of student\_new for values with (modulus 5, remainder 4);

insert into student\_new select \* from student;

**分区表操作**

**1.增加分区**

create table log\_history\_2023 partition of log\_history for values from ('2023-01-01') to ('2024-01-01');

**2.删除分区**

直接删除子表删除分区

drop table log\_history\_2022;

提示：删除主表也会删除所包含的分区。

使用DETACH将分区从分区表中移除，成为一个独立的表

alter table log\_history DETACH PARTITION log\_history\_2021;

drop table log\_history\_2021;

**3.截断分区**

truncate student\_p0;

**4.数据转移**

分区键之间的数据转移(PG11后支持)

update log\_history set logdate='2022-01-15' where logdate='2020-01-01';

select \* from log\_history\_2022;

默认分区数据转移

update log\_history set logdate='2023-09-15' where logdate='2015-01-01';

select \* from log\_history\_default;

**5.VACUUM或ANALYZE**

VACUUM或ANALYZE 分区表会对其子表起作用。

查看分区表最后一次VACUUM和ANALYZE时间

select relname,last\_vacuum,last\_analyze from pg\_stat\_all\_tables where relname like 'log\_history%';

vacuum主表

vacuum log\_history;

select relname,last\_vacuum,last\_analyze from pg\_stat\_all\_tables where relname like 'log\_history%';

analyze主表

analyze log\_history;

select relname,last\_vacuum,last\_analyze from pg\_stat\_all\_tables where relname like 'log\_history%';

# 分区优化技巧

enable\_partition\_pruning参数可以提升声明式分区表性能的查询优化技术。

select \* from log\_history where logdate=date'2022-01-01';

如果启用enable\_partition\_pruning参数，上面的查询将会扫描log\_history表的每一个分区。如果启用了此参数，规划器将会检查每个分区的定义并且检验该分区是否因为不包含符合查询WHERE子句的行而无需扫描。当规划器可以证实这一点时，它会把分区从查询计划中排除。

启用enable\_partition\_pruning（默认启用此参数），查看执行计划，只扫描需要用到的分区

set enable\_partition\_pruning = on;

explain select \* from log\_history where logdate=date'2022-01-01';

未启用enable\_partition\_pruning，查看执行计划，会扫描全部分区

set enable\_partition\_pruning = off;

explain select \* from log\_history where logdate=date'2022-01-01';