# cqlsh代码流程

## start入口

bin/cqlsh

-main-

->main(\*read\_options(sys.argv[1:], os.environ))

->def main(options, hostname, port):

->shell.cmdloop()

->cmdloop(self): //进入了cmd loop

## select入口

bin/cqlsh

1. def do\_select(self, parsed):

 tracing\_was\_enabled = self.tracing\_enabled

      ksname = parsed.get\_binding('ksname')

        stop\_tracing = ksname == 'system\_traces' or (ksname is None and self.current\_keyspace == 'system\_traces')

        self.tracing\_enabled = self.tracing\_enabled and not stop\_tracing

        statement = parsed.extract\_orig()

        with\_default\_limit = parsed.get\_binding('limit') is None

        if with\_default\_limit:

            statement = "%s LIMIT %d;" % (statement[:-1], DEFAULT\_SELECT\_LIMIT)

        self.perform\_statement(statement, with\_default\_limit=with\_default\_limit) #进入查询过程

        self.tracing\_enabled = tracing\_was\_enabled

可以使用tracing 开关，在shell命令行通过如下命令打开

![](data:image/png;base64,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)

1. self.perform\_statement(statement, decoder=ErrorHandlingSchemaDecoder, with\_default\_limit=with\_default\_limit)；
2. perform\_statement\_untraced(self, statement, decoder=None, with\_default\_limit=False)

untraced 的状态下解析代码；

1. self.cursor.execute(statement, decoder=decoder) #执行代码；

->self.cursor = self.conn.cursor()

-> self.conn = cql.connect(hostname, port, user=username, password=password,

                       cql\_version=cqlver, transport=transport); #cqlsh打开的时候连接集群

1. import cql 是在 lib/cql-internal-only-1.4.1.zip 模块里面实现的；
2. open  connection.py ；

-> def cursor(self):

        if not self.open\_socket:

            raise ProgrammingError("Connection has been closed.")

        curs = self.cursorclass(self)

        curs.compression = self.compression

        curs.consistency\_level = self.consistency\_level

        return curs

1. open cursor.py

-> def execute(self, cql\_query, params={}, decoder=None, consistency\_level=None):

        # note that 'decoder' here is actually the decoder class, not the

        # instance to be used for decoding. bad naming, but it's in use now.

        if isinstance(cql\_query, unicode):

            raise ValueError("CQL query must be bytes, not unicode")

        self.pre\_execution\_setup() #执行环节设置

        prepared\_q = self.prepare\_inline(cql\_query, params)

        cl = consistency\_level or self.consistency\_level

        response = self.get\_response(prepared\_q, cl) #获得执行结果

        return self.process\_execution\_results(response, decoder=decoder)

1. 下载代码需要深入分析

查找.get\_response的分析过程

1. $ grep 'get\_response' ./\*   
   ./cursor.py: response = self.get\_response(prepared\_q, cl)   
   ./cursor.py: response = self.get\_response\_prepared(prepared\_query, params, cl)   
   ./native.py: def get\_response(self, query, consistency\_level):   
   ./native.py: def get\_response\_prepared(self, prepared\_query, params, consistency\_level):   
   ./thrifteries.py: def get\_response(self, cql\_query, consistency\_level):  # 经过测试，该文件实现了前面的功能；  
   ./thrifteries.py: def get\_response\_prepared(self, prepared\_query, params, consistency\_level):
2. ./thrifteries.py: def get\_response(self, cql\_query, consistency\_level):

 def get\_response(self, cql\_query, consistency\_level):

        compressed\_q, compress = self.compress\_query\_text(cql\_query)  //语句进行了压缩

        print "thrift\_getresponse"

        cl = getattr(ConsistencyLevel, consistency\_level)

        if **self.use\_cql3\_methods: #cassandra 默认为cql3.0**

            doquery = self.\_connection.client.execute\_cql3\_query #获得执行方法

            return self.handle\_cql\_execution\_errors(doquery, compressed\_q, compress, cl)  //

        else: #查看方法执行过程

            doquery = self.\_connection.client.execute\_cql\_query

            return self.handle\_cql\_execution\_errors(doquery, compressed\_q, compress)

1. def handle\_cql\_execution\_errors(self, executor, \*args, \*\*kwargs):

        try:

            return executor(\*args, \*\*kwargs) //调用executor方法执行出来结果，所有需要关注executor方法

        except InvalidRequestException, ire:

            raise cql.ProgrammingError("Bad Request: %s" % ire.why)

        except SchemaDisagreementException, sde:

            raise cql.IntegrityError("Schema versions disagree, (try again later).")

        except UnavailableException:

            raise cql.OperationalError("Unable to complete request: one or "

                                       "more nodes were unavailable.")

        except TimedOutException:

            raise cql.OperationalError("Request did not complete within rpc\_timeout.")

        except TApplicationException, tapp:

1. doquery = self.\_connection.client.execute\_prepared\_cql3\_query

[ lib]$ grep -r 'prepare\_cql3\_query' ./cql-1.4.1/\*   
./cql-1.4.1/cql/thrifteries.py: doquery = self.\_connection.client.prepare\_cql3\_query   
./cql-1.4.1/cql/cassandra/Cassandra.py: def prepare\_cql3\_query(self, query, compression):   
./cql-1.4.1/cql/cassandra/Cassandra.py: def prepare\_cql3\_query(self, query, compression):   
./cql-1.4.1/cql/cassandra/Cassandra.py: self.send\_prepare\_cql3\_query(query, compression)   
./cql-1.4.1/cql/cassandra/Cassandra.py: return self.recv\_prepare\_cql3\_query()   
./cql-1.4.1/cql/cassandra/Cassandra.py: def send\_prepare\_cql3\_query(self, query, compression):   
./cql-1.4.1/cql/cassandra/Cassandra.py: self.\_oprot.writeMessageBegin('prepare\_cql3\_query', TMessageType.CALL, self.\_seqid)   
./cql-1.4.1/cql/cassandra/Cassandra.py: args = prepare\_cql3\_query\_args()   
./cql-1.4.1/cql/cassandra/Cassandra.py: def recv\_prepare\_cql3\_query(self, ):   
./cql-1.4.1/cql/cassandra/Cassandra.py: result = prepare\_cql3\_query\_result()   
./cql-1.4.1/cql/cassandra/Cassandra.py: raise TApplicationException(TApplicationException.MISSING\_RESULT, "prepare\_cql3\_query failed: unknown result");   
./cql-1.4.1/cql/cassandra/Cassandra.py: self.\_processMap["prepare\_cql3\_query"] = Processor.process\_prepare\_cql3\_query   
./cql-1.4.1/cql/cassandra/Cassandra.py: def process\_prepare\_cql3\_query(self, seqid, iprot, oprot):   
./cql-1.4.1/cql/cassandra/Cassandra.py: args = prepare\_cql3\_query\_args()   
./cql-1.4.1/cql/cassandra/Cassandra.py: result = prepare\_cql3\_query\_result()   
./cql-1.4.1/cql/cassandra/Cassandra.py: result.success = self.\_handler.prepare\_cql3\_query(args.query, args.compression)   
./cql-1.4.1/cql/cassandra/Cassandra.py: oprot.writeMessageBegin("prepare\_cql3\_query", TMessageType.REPLY, seqid)   
./cql-1.4.1/cql/cassandra/Cassandra.py:class prepare\_cql3\_query\_args:   
./cql-1.4.1/cql/cassandra/Cassandra.py: oprot.writeStructBegin('prepare\_cql3\_query\_args')   
./cql-1.4.1/cql/cassandra/Cassandra.py:class prepare\_cql3\_query\_result:   
./cql-1.4.1/cql/cassandra/Cassandra.py: oprot.writeStructBegin('prepare\_cql3\_query\_result')

1. open cql-1.4.1/cql/cassandra/Cassandra.py

 def execute\_cql3\_query(self, query, compression, consistency):

    """

    Parameters:

     - query

     - compression

     - consistency

    """

    print "execute\_cql3\_query(self, query, compression, consistency)"

    self.send\_execute\_cql3\_query(query, compression, consistency)  #发送请求

    return self.recv\_execute\_cql3\_query()  #接受请求

1. def send\_execute\_cql3\_query(self, query, compression, consistency):

    self.\_oprot.writeMessageBegin('execute\_cql3\_query', TMessageType.CALL, self.\_seqid)

    args = execute\_cql3\_query\_args()

    args.query = query

    args.compression = compression

    args.consistency = consistency

    args.write(self.\_oprot)

    self.\_oprot.writeMessageEnd()

    self.\_oprot.trans.flush()

消息内容如下

| string | 32bit | 32bit |

| execute\_cql3\_query'| TMessageType.CAL| self.\_seqid |

-------------------args----------------------------------

end

将请求类型发送到thrift端口，有固定的通信协议。

1. grep -r 'writeMessage' ./\*

./lib/thrift/protocol/TProtocol.py: def writeMessageBegin(self, name, ttype, seqid):

./lib/thrift/protocol/TProtocol.py: def writeMessageEnd(self):

./lib/thrift/protocol/TJSONProtocol.py: def writeMessageBegin(self, name, request\_type, seqid):

./lib/thrift/protocol/TJSONProtocol.py: def writeMessageEnd(self):

./lib/thrift/protocol/TJSONProtocol.py: def writeMessageBegin(self, name, request\_type, seqid):

./lib/thrift/protocol/TJSONProtocol.py: def writeMessageEnd(self):

./lib/thrift/protocol/TBinaryProtocol.py: def writeMessageBegin(self, name, type, seqid):

./lib/thrift/protocol/TBinaryProtocol.py: def writeMessageEnd(self):

使用了thrift接口写入端口信息

1. vim ./lib/thrift/protocol/TBinaryProtocol.py

def writeMessageBegin(self, name, type, seqid):

if self.strictWrite:

self.writeI32(TBinaryProtocol.VERSION\_1 | type)

self.writeString(name)

self.writeI32(seqid)

else:

self.writeString(name)

self.writeByte(type)

self.writeI32(seqid)

1. vim lib/cql-1.4.1/cql/cassandra/Cassandra.py

def write(self, oprot):

if oprot.\_\_class\_\_ == TBinaryProtocol.TBinaryProtocolAccelerated and self.thrift\_spec is not None and fastbinary is n

ot None:

oprot.trans.write(fastbinary.encode\_binary(self, (self.\_\_class\_\_, self.thrift\_spec)))

return

oprot.writeStructBegin('execute\_cql3\_query\_args')

if self.query is not None:

oprot.writeFieldBegin('query', TType.STRING, 1)

oprot.writeString(self.query)

oprot.writeFieldEnd()

if self.compression is not None:

oprot.writeFieldBegin('compression', TType.I32, 2)

oprot.writeI32(self.compression)

oprot.writeFieldEnd()

if self.consistency is not None:

oprot.writeFieldBegin('consistency', TType.I32, 3)

oprot.writeI32(self.consistency)

oprot.writeFieldEnd()

oprot.writeFieldStop()

oprot.writeStructEnd()

# thrift 研究

## Hello.thrift

1. namespace java service.demo

service Hello{

string helloString(1:string para)

i32 helloInt(1:i32 para)

bool helloBoolean(1:bool para)

void helloVoid()

string helloNull()

}

1. thrift --gen java Hello.thrift

使用 Thrift 工具编译 Hello.thrift，就会生成相应的 Hello.java 文件。

该文件包含:

1. Hello.thrift 文件中描述的服务 Hello 的接口定义，即 Hello.Iface 接口;
2. 服务调用的底层通信细节;
3. 客户端的调用逻辑 Hello.Client ;
4. 服务器端的处理逻辑 Hello.Processor.
5. HelloServiceImpl.java

创建服务器端实现代码，将 HelloServiceImpl 作为具体的处理器传递给 Thrift 服务器，代码如下:

import org.apache.thrift.TException;

public class HelloServiceImpl implements Hello.Iface {

@Override

public boolean helloBoolean(boolean para) throws TException {

return para;

}

@Override

public int helloInt(int para) throws TException {

try {

Thread.sleep(20000);

} catch (InterruptedException e) {

e.printStackTrace();

}

return para;

}

@Override

public String helloNull() throws TException {

return null;

}

@Override

public String helloString(String para) throws TException {

return para;

}

@Override

public void helloVoid() throws TException {

System.out.println("Hello World");

}

}

1. HelloServiceServer.java

创建服务器端实现代码，将 HelloServiceImpl 作为具体的处理器传递给 Thrift 服务器，代码如下：package service.server;

import org.apache.thrift.TProcessor;

import org.apache.thrift.protocol.TBinaryProtocol;

import org.apache.thrift.protocol.TBinaryProtocol.Factory;

import org.apache.thrift.server.TServer;

import org.apache.thrift.server.TThreadPoolServer;

import org.apache.thrift.transport.TServerSocket;

import org.apache.thrift.transport.TTransportException;

import service.demo.Hello;

import service.demo.HelloServiceImpl;

public class HelloServiceServer {

/\*\*

\* 启动 Thrift 服务器

\* @param args

\*/

public static void main(String[] args) {

try {

// 设置服务端口为 7911

TServerSocket serverTransport = new TServerSocket(7911);

// 设置协议工厂为 TBinaryProtocol.Factory

Factory proFactory = new TBinaryProtocol.Factory();

// 关联处理器与 Hello 服务的实现

TProcessor processor = new Hello.Processor(new HelloServiceImpl());

TServer server = new TThreadPoolServer(processor, serverTransport,

proFactory);

System.out.println("Start server on port 7911...");

server.serve();

} catch (TTransportException e) {

e.printStackTrace();

}

}

}

1. HelloServiceClient.java

package service.client;

import org.apache.thrift.TException;

import org.apache.thrift.protocol.TBinaryProtocol;

import org.apache.thrift.protocol.TProtocol;

import org.apache.thrift.transport.TSocket;

import org.apache.thrift.transport.TTransport;

import org.apache.thrift.transport.TTransportException;

import service.demo.Hello;

public class HelloServiceClient {

/\*\*

\* 调用 Hello 服务

\* @param args

\*/

public static void main(String[] args) {

try {

// 设置调用的服务地址为本地，端口为 7911

TTransport transport = new TSocket("localhost", 7911);

transport.open();

// 设置传输协议为 TBinaryProtocol

TProtocol protocol = new TBinaryProtocol(transport);

Hello.Client client = new Hello.Client(protocol);

// 调用服务的 helloVoid 方法

client.helloVoid();

transport.close();

} catch (TTransportException e) {

e.printStackTrace();

} catch (TException e) {

e.printStackTrace();

}

}

}
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Thrift 服务器包含用于绑定协议和传输层的基础架构，它提供阻塞、非阻塞、单线程和多线程的模式运行在服务器上，可以配合服务器 / 容器一起运行，可以和现有的 J2EE 服务器 /Web 容器无缝的结合。

## Server 端启动、服务时序图
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## Client 端调用服务时序图

![](data:image/x-emf;base64,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)

# cassandra thrift

定义的文件为：interface/ cassandra.thrift ，使用

thrift --gen py cassandra.thrift

thrift --gen Java cassandra.thrift

生成了相关代码如下：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvcAAABSCAIAAABfU2yYAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAHwNJREFUeF7tXT122zyzpu9aKBc5WYG9AllNqrRvJ5VSky5lujRSKXVpU7mRtQJ7BTkuLO3luwOABPGP4Y8p2Xp43vtdRxzMz4MBMBgARFHgAQJAAAgAASAABIAAEAACQAAIAAEgAASAABAAAkAACAABIAAEgAAQAAIXhMD86X/H9V0fhfpyWB//Vz89NSmKO8nsuPbtUW/U8zTvYy/KAgEgAASAABAAAheKwP9dml6ryY18Fofemq3/LIvTKRjiPM/2SgwJKrYIdHpjDQZAAAgAASAABC4PgYuLcgaDaP60LA+/fx89hvOfy2Lz36r+ffewOEy/IZ8zGPBgBASAABAAAkDgQhDQUQ6tNNGznRbl8lkv5gTWcxRdaLGHxcEq3nd1LIXh+sf0tPm1Y8I8+cIkBBkQAAJAAAgAASDwQRHI7KoRu1mMbSwiZHF3vbTZlyN3x0S2xbTh44MtS4uf9R8GjcO6n6QPWtFQGwgAASAABIDA1SGQGvFFTOKFJF6BdjFDkKdEvR0fp6IaTUNRDhEbm4+x/fjqvBwGAwEgAASAwJUg0GJfzvdZeXh0l4B2j4dy9v2iwKLIiTbePCQWq+ZPs/19vfuYth//6Hes7KKshzJAAAgAASAABIBAhQA/ypnflqe3f72BszfmPC/L3hwdBrS5mHYdr+Js50/byf7viybYPR6XP7H7eOh6AD8gAASAABAAAudGgB/l7N5O5e3XXvqK9antZNOkUW7uN4GT3v1kfJkUxXRb74+W26mtRak7Iji+NkFOUfx7O2H3cS/QURgIAAEgAASAwCUiwI9yir/7k3/iev5tetr/ZVom1rwWk5UZYTBL8sle6g/u6M/unDY3N8b61curf7iczx6UQAAIAAEgAASAwEdFwD71JJeXjFNU9Nb8ILHIzXhfFk5wEOyM/cvVFuDwIateu48b9EO7j50tz6FN1R+1+qA3EAACQAAIAAEgkEDA2jjjX7JgnU4KXZ4gj0c1j8PBLE6v6psWqkjHvHjB/GhPl7seTC08Pe2Xva60gDMBASAABIAAEAACQAAIAAEgAASAABAAAkAACAABIAAEgAAQAAJAAAgAASAABIAAEAACQAAIAAEgAASAABAAAkAACAABIAAEgAAQAAJAAAgAASAABIAAEAACQAAIAAEgAASAABAAAkAACAABIAAEgAAQAAJAAAgAASAABIAAEAACQAAIAAEgAASAABAAAkAACAABIAAEgAAQ+EgIyLsBulwE8JGMfAddW9zW+Q7Sr52lumgifJFXH2yqCyzO2h5G0GEEEdlaGE4H63qTkE+YBCmfMa8vsen6c8jicQkEppnhNmBQdG4krMYbr4s8UHElIzfhDN+R5JW8KArnwqDxdIvfujhc/8CzxrpeyQ6JBroakqcHqK4eAd1LPT3ZF5gOiMwl+PQIOowgIlsp/XVwrsWV//QDlOY6Nufe20ZDeU9ceLSz79btwiENhNO/+vf4ZnEchMDGLoBkoYCoL69bH1vGOezGm6iLvKVpJcksp5Kj9ZkX9ckoznH7croH6N8/cKvIuU7bLjaeGlx1QXcdCLyf570fZ37NjKDDCCKy9r6DDmKQM8cxT4Q/zqlrcqPz+f4csjhIAjU8z5P9LY9TFyo7OJAcXMNd5KhI+NbhrPxUvfeMOtoqaYewWc0/M8EVRzmXEmxdmnu1WbHSkxjVKdRzN9mvNhM5c2bUZFaZ/UhKxEDQjSBiIE3TbKzL4asL3AOz0obMG//sybdd1sj9pirRWQKJZIwTOmShuhIzszgECCZfrB/v1j8mm5uHXQtW/Tl4wu6+z8rTfrVb7U/l7HudMGl6CO1m2vuSi2pt1yBeVpObyerFVGv3dipvv+pf5t+mh0cTpJfXYznTqZ0W6CVIeXVR+Xagb2ytpET9b2vlrS7gaW0HCKn+oZZkNs+neSD0ThMM0AUZQ08gxmf09hwz48Cq0ttpUS6fq15Y/r/AbCPaDTKUNGAMph6DajhtjaVkaxf6nAVUvChQlxXZTDojsxd3VspAJSqCUZZJMoIIlibd0wDOlMWDWXA+Gql5XWNhvZoabd4LEU+iutVPLgd73iyqXwh0MxAtdAhpdiVmOqb7leU4iu83MiVhRBUemP05cDxa53BC2QVPa8dr8x7FUcGmCYhwR6Cus/9o483WhVRRD69evYX6zJSSgQxWHigp3oBCqRPLBUb6B4M+UN5247QANZS48hldkKOC2wdVSIfHLA+lkA55KL18oV2E1xWzhqQ+2ZruYw0DgU9Gonw1lJsJoxiI73OIxEXkSrLfjyCCpctAnifZeE3L7jNy4ab/3t1YYFP43a7bb6p+3Ow3czpkMPv0ZuqBLzTYWGmtUGaOenIjuZZM7IXGM+WLaQ6ZCjKH28DQm4lyGB7FalQGUS6uqsP3Tht3o42XiWRV235f2jLKCQWUOaBCItKtM9g/pAPrtsuWbbugwNjidTlNPMlbT+jURWWDD0Y3yBqSsoISFTLQWJPzrAt836xYGb2bmXkLHlw7LCYr35h/OjVsuBrlXk9v/xRxfxFZDlkCQ+2wFVkOWYKxq5kU2hahGjltfrVZvwjpfVhElkDu1rPSzvwXxe7x4PEYQIeK5zWYuXu4Ec/iMN263dX8aba/l28lRfHDSdx8mRTF7M/zstgoqvv97Nnm0Z9DzrOr5Sq1YPTiLVqli3M9KqdE8566IdkwrAUsfvHulPm6kLyr2g71pa1kd1iuEjXlNl+qsUmrFU8iJydrRgsvVMwScMyMdkGFt64nMd2cglzDvT1HgSFomN3geZUcwtCL5NFEOcLFQ0+gkzi9BQdPWuAu5Eo/eR/97/SbWNGiBn98rbqZAUTklLwsEWNU+fzpmYa/VtsxarV05kB2VM/Lsq++FOf2ZRErfyVmKvNp+Fscl3+MOGb+tJ3s/zbD9e7xuPwp2pf5lCWFOHV7pZZAgU5D059DtmrnP5fl4fdK0/2Ve3OyxVIE3T1KhTitRu1emrapiyEFUXd7WzZ9LJP119tSTz6jRRj9g9kfL4qtv+CVIWCIiKp3J4JJ7hMZs0TxPjpwxfPoEkryGIAqiECb3cdZCGkuX97OZZBzOBxkmEMt0JsyZPmAgI1AlcZpP1sVGantpJr3q8l/ZBLE1qUoqO9sQd2C9ErMNBCRbUnvmRUdup4sSCoa/u29wzTFKGjbr+kJVB2apj+HbHXJyc1028ztRdzcc2NvN4+Szh0OcdRUzNq/RH1UfsTPWm8SZOoiy6uVkrK7tfZTZ/lL9zG3ZPslOvQPFJtvJtvE2p9D0EGEpadAqe/TV4e+8lF+DAQGjXIKOs4w+bKWre6BVi/k34hP360eqS/vmsYpRMa6TzJfrEeobF3zqBze4M+VmGnjZmPJ6NB3vzaUObGWsWgoO75WbPtzyNWrHG0XTjpY6GSetEowGcqjaGouspuxLI4dPpI+Yk3djg5zlmbfZ+qiLh8/Y9VCyU5BTiHcwW2+lln5/iGwSc5xYX+zYEsRGaAJJc+G+VOrlHTezFqH6CaqrDeA4NwIDBvlFHQoc7lUUwvRUGczMQU9t42fUz61OurLzfXEVkdFnF6OyrZdsVr9RzO3ZueH2DYzOQ2+YnUVZrpbJsVqy9Taj0DjpjVNXv9ZHo21IeHiL1QhBS1zVe5O9UGDfbMxqz+HdDsKj7b2opV9qFtoaA1JA3hUtU5lLbM77WL3QEsrTcZBnL//bzVwH5GpCyVNrDSJJ5TuYivZLcgRi6Ji85e9wmS6Iat/KJfmoQeqT9oVZq2dJwlYIpIVI33aPmPVsg9i61DPOsK5SeHYxgqyBJK32Xlgx0ux+xBKjohHUJS9fFnnpUNfu6h+C253T1rBEdEThhFEMDTsr0WSg/FShSHmjmldY+aZHeNwjf5AgFXFQQ4WX2rV5vkEng45rK7ETDHmybOL8Q8f2RSxoxTpE1KmjG4cwvUV1N3apV9Lc34UHw+0zy+bBI5H5XzF8fPU10s852Tw1iTcxpuui6bKY8MhR0lB0+l8mLTGPUhhc0r1D0r76nh247UWjFkC9XEKw+drfdp0Qd73ckyX4lRVxszapFwuJ9J+Gd1gVsn8eZcwhe8Y+U6mTUMALRC4QgQ6ncL8eDhdiZmXUDGA+hJqAToAgY+MwMArVh8ZCujeGwF5cqPv4fXeWrw7gysx891xZAgA1AyQQAIEgAAQAAIjICDSoS1vPhxBq8FFXImZg+PWgSGg7gAaigABIAAEgMBQCNhLyt03CAylzzvxuRIz3wm9VmwBdSu4QAwEgAAQAAJAAAgAASAABIAAEAACQAAIAAEgAASAABAAAkAACAABIAAEgAAQAAJAAAgAASAABIAAEAACQAAIAAEgAASAABAAAkAACAABIAAEgAAQAAJAAAgAgS4IWF/b7sIAZdIIWF/lHvYQtv4auXX38rgVMoIOI4jIYja+DspvgtcCcO8UsC9V8G00j3MP65lZPIcgsG+JiLeBfmaq0hl43lME18whIH1nHnTr7/+Kov8V4++sJth/SgRaXQD5KRF4H6Nk59cMVPKfAw8n6haZ91Gfy3UEHUYQkbV2VB2oSR6P9H9rVy0x6DU1vj56tW99Yy96AZKMobr4onsdz5luK7TbUrRldTazufzp6Sl9idS7imCamfXdyyBAlHMZ9XCdWiDKGaneh7+vZ9ShN4LSCDqMICLrAiPqoIITKdBRi36zYhPyKJvG09ItQQyjsU8WA02ggi1xDec5gmw71JNKBWpnADMjnDUM7yuCZya/0kAJBD4xAs49VskEq86Qqt6zppV9a1PQ7NuanKos0tz+6lw6q7vjM4tgVXTeChabvkTmVbqJq6wdbU2p9uTbHpOM9UqnEi29nZvKI6ucCR2yKFyJmVkcFMH6x/S0+RW6KWz+bXp4NF+8vB7LmZnM+zIpjq8vhqDd42H6TTTe+rlb/5hsbh56XUR2931Wnvar3Wp/KmffjVxi5W3azbT32XkjnkdF4XpZTW4mK9PKYvd2Km+/Dmxmpr54SFa+3SHpxTEz71LUJ9M6kfqP/qYFI/X3k3YIg4B+N32FaHRBzUcXzMuWFFqiVoP+cPLP5itTB1N5XcpkqNe/YhyYSoLsMyEg+5emy5H5bUqNu8lrNTXStE0SIjJ7sbMUzhRPzUlcFM8pglWjLCtYnCoiG3pWSSfN5iWDBIhyZaPqNTIinNpXYyrVPmXl6wpyOdgTypC/tNQhZPeVmMmqcp3C8XM5oVygA52fXfHduH/6RfMMNW0vreKonfcoFk4WkYeMTHINspQbzeHxROg4L6EOO03YOhmswxQnCNBRTpBAxzH6rUPWKtDJRjlqJSsYpjCjnASH9r6EEh8dgUj+OhTlRDY/hlukxzfZD0oUVfMPTXFGEMGsx7wVHEaRCS2nqEXjD3sKRDNEzfWD/nt3Y4EXsDoRsCeytQ4Zw6/EzAgKTdTSKcqRHlEPqDKopSjYHGBV4zKSKe2DATNM4ayqtPaoti0j0GEMYGalRTQEYYqoWn8ql8OMcphkGj099utoT0cSiia4UUYFJTqjo+MMh4mWEgukYiGmok8EoEorM5ByVCLRypAYE59DW48C/cdDQK9YeRlvsmX3sDkFTTosJiv/xT+dGjZGN+J7evtnElNOeT97pg72eban7HIEs7OJMFPm9UqQCrqslsOzIucQu4cb8SwO0237IaVmThpvi1CNRBY3ckqZ7w+LyALG3XpW2ksk5C+PB4/3ADpUPK/EzEjtkPXLYtNrNYmcbXFcPkunfl4eFzf/7QtzLYeWtIrZn2cScy+98l4001ZZj2q5Si0YvXiLVmnH43oU332pG5INw1rAKvqbmdWAKaJq/dE+MCunikiCZiYLf5NvF1RJNdm9Ta8ISjuPQv+kR73Sz8ZgokaLQfJkmv/a0GHrGfVb/vKj/l1FYNQLmVWe5uCxxA+fDoE6yrkTDZP7nN6CS/e0E6CYfCEmFNnQ/6o1f283gBCy+n0oy/LwexWVeEYRFL+EHrez5FjBBVSNP39ajSi6YT9RtHjfafjTmaRq4FO9WI+H4twepZNF59dhZgyD+c9lsr0wYa/GVeHf5DFfb0tnBlKWFOLUnk6bPyjQ+WnuxkiLcZX8K/fmMFULk3X3KBXihHcZ9TOTZdAIIqQeKTPjiqrO3px82pFg0WI0iEt5KIqb0H+OrASelLZZJuGmgYi6HOq4VGilwp1fRpEsB1ZtguhDI1BHOSJC6f3QXL68ncsg53A4yDBnfuvN+OuGuSi27U+sjiCCCUPVvXSyIiBCGmbukeSpUaVx+P1GzVakrLaTataupu6RxB1PEUlFw2YL6hakV2JmFBE5CZlu69zidlqUS2s9Us0wrFk0NT0nhnHYizTr/m/jOqILoI3Dpi9Rhcp5C+uRk5tGSZEwKgt7BzSLj0nUzaOkc8dCnL5mMmwYQYTQImlmUk3V2Vtbsm16RUDJHj9ModhlnIfCazFbNnQgffxnL3/6KQMd6n4o6NEezOQwjjmQcjYE9IqVd+CCVJo/UTfV5qHjDJMvaxHkPD7Q6oX828nKiHUHGlxpJikSGO0DnRFEMCzua4UvQuW/2j3Ul3dN4xR0FEYsCrYPjyoVxXqEfUKnzuG1s4FBfSVmppAQZ2qMZ3EoThuZjtGPFyXLGCZRv3QMaErZVMMBdr82lHuxEoqUSjm+MqpIkMjJzcJJgwqO5kmrBK+hPIqmHyK7GT0r1tNMDhpMEd3PWMnOOW1mUs9H+ZYWgHRc/GzT+wT0Xu2bWXMQGI7GXAT3V6xIzkrKot7zj/xDrWGZT5bDcMqC06Uj4JyykXsVY2esYrZUayD14XK3vL8hMbBFsfrCxRlFZGqKaUWCi7sr19uly/AVf8OhfabGe2/v9BQijc3DVYdrbyd2DunIuaNBYeMg/+X4S0YHhpWBr518SjM5UDQ0gV3Y9JJ+bWonfZBIbUT2hVoHo4JtM6qo41AVncVQndrTK2DVDrhWHpXDKaSF68YqCWJ9vaLd9qNaidSeX4YIvWDc/owVz8wkWLGtwbpQjEBt/jXfql/Mk1D8VU5TR8XTTEj6B6z0LyYZebL63V+QYHLI+RXefyIEzJ0aovcxBz97F0edPA997aL6zRm7vcMb5j5fVeRCRKQqlGEFzx8sW9v3skmojJeKsw81/VhVrqxJ43CN8y2jKhgKcrD40rBhhkE8HXJYXYmZORj0exOP4CcY4p9OsqCMf9zYc3CGbkFftrbxW2e7Gh3FxwPtexLMUo5HMRSJHR3wze1iZqUAp5cSpFkRFaNAuJkRwTcziZkODszv5ZglqFN2ogQdW4wT5ZjBE0Uwpj7Bz+oEoyttQpoDw71AAgSAwLUj4CR7PiscV2LmJVQfoB6vFlQ0cMZHHQsf9ojWGc2B6EtBwPn28aWoBT0+JALy0E6vT+d+CLOvxMxLqAtAPVItqCzIux2RzFuh9g7T03mrYF4GKIAAEAACfRBQmz0+/VTsSszs4wlDlQXUQyEZ5OPvvOm2n6azkv63j9edeaEgEAACQOAdELD3D3S5yfodlBqe5ZWYOTxw7TkC6vaYdS3hRDkjhziktRPljK9AV+RQDggAASAABIAAEAACQAAIAAEgAASAABAAAkAACAABIAAEgAAQAAJAAAgAASAABIAAEAACQAAIAAEgAASAABAAAkAACAABIAAEgAAQAAJAAAgAASAABIDAh0eg/or4pz0efO4asj7TPizK+tPxZ/x4zQg6jCAi6yTj66D8JnQLFftOAftSBd9G96KXLAqXRWDfEhFvA/3MVKUzDbePCO4NEQw1Lqt+oA0QuCQE/IvuLkm7j6uL7Pyagcq58WsQu4jn2T/RN4IOI4jIVseoOlSXovpRjn25ZuC2Tusbe+IfwRFaxlBdgm737qVgHJbFsjeB3ZaiLauzmU0o+fQUw1AZ0V0EFR6oNnvDCQZA4LMjgChnpBoe/r6eUYfeCEoj6DCCiKwLjKiDCk6kQEct+s2KTcijbBpPS7cEMYzGPlkMNIEansU1nOcIsgP3qAdqZwAzhb2peu8pYpDa5FcaKIHAJ0bAuccqmWDVGVTVe9a0sm9tCpp9W5NzlUWaS7Cde691d3xmEayKzlvBYtOXyLxRPH4RtYu5KdWefNtjkrFe6VSipbdzU3lkldNBrJXlV2ImE5P1j+lp8yt0U9j82/TwaL54eT2WM/O+jS+T4vhqXhK0ezxMv5nfm71b/5hsbh56XUR2931Wnvar3Wp/KmffjdWiytu0m2nvs/NGPI+KwvWymtxMVtZVSLu3U3n71SgxhJmZ+uKJqHw7dCf5ALWZdynqk/V93fS3/hIxfRNZPVR95p3kpq/o7yZTQc1HF8zKNkWbN42TDvoxRasfzV/OuBiftQ4EF4uA7F+aLkfmt49HL3mtJjCatklCRGYvdpbCmeKpqZcLyTlFsKqHZQWLU0VkQ88q6aTZvGSQAJGqT48qGRFO7UsVhAjKytcV5HKw580hf2mpQ8juKzGTVeU6hePnckK5QAc6P7viu3H/9IvmGWraXvLDUTvvUSycLCIPGZnkGmSMjOZyeCJ0nOepM0Rt5pDyL7HSMYQKVoIEOo7Rbx0yZqBjRjlm7GLei44oJ1eHeN8WgUj+OhTlRDY/hhu9xzfZD0qtVfMPreuPIIKJW94KDqPIhJZT1KLxhz0FojlPzi2K+e/djQVewOps3/BEttYhY/iVmBlBoYlaOkU50iPqAVUGtRQFmwOsalxGMqV9MGCGKZzFo9Ye1bZlBDqMAcystIhGOUwRVesPb7Fyt0a5mwdytZlESqdPdLSnQwpVThGYmRX6USV7dEZHRyoOEy05Fkj5QvUvSoQKlXQmyQxJlZ6DBKltfQn0HxUBvWLlZbzJot3D5hQ07LCYrPwX/3Rq2BjdiO/p7Z9JTDnl/eyZOtjn2Z6yyxHkzibCTJnXK0Eq6LKaFs+KnFvsHm7EszhMt+2HlJo5abwtQjUSWdzIKWW+PywiCxh361lpL5GQvzwePN4D6FDxvBIzI7VD1i+LTa/VJHK2xXH5LJ36eXlc3Py3L8y1HFrSKmZ/nknMvfTKe9FMW2U9quUqtWD04i1apR2P61F896VuSDYMawGr6G9mVgOmiKr1R/vApJxcbSYLf5NvF1RJNdm9Ta8ISnuRiP5Jj3qln43BRI0WbUMQUw1yQXqmkgnppvqTn7WwtfyDfrRr1FYI/wICDgJ1lHMnGib3Ob0Fl+5pJ0Ax+UJMKLIRrirX/L3dAELI6vehLMvD71VU4hlFUPwSetzOkmMFF1DVY/1pNaLUvOdPFC3edxr+dCapGvhUL9bjoTi3R+lk0SsxM4bB/Ocy2V6YsFfjqvBv8pivt6UzAylLCnFqT6c9LhTo/OTfFO0q+VfuzWGqFibr7lEqxAnvMupnJsugEUTQLFR3VMHajCuqOntz8unEDS1Gg7iUh6K4Cf3nyHIGE3Om9EsyF6OJfJbyf9WPeIAAF4E6yhERSu+H5vLl7VwGOYfDQYY581tvxi8y56L/WRTb9idWRxDBhKGPFQER0jBzjyRPjSqN035uI1JW20k1a1dT90jijqeIpKJhswV1C9IrMTOKiJyETLd1bnE7LcqltR6pZhjWLJqanhPDOOxFmnX/t3Ed0QXQxmHTl6hC5byF9cjJTaOkSBiVhb0DmsXHJOrmUdK5YyFOXzMZNvQVMURtJtVUnb21JdumVwSUZfHDFIpdhn2c3I8ZYOl0zrpeKUMiZ1jwr4KbXrHyDlyQ+fMn6qbaPHScYfJlLYKcxwdavZB/O1kZse5AgyvNPUQCo32gM4IIhsV9rfBFqPxXu4f68q5pnIKOwohFwfbhUaWiWI+wT+jUObx2NjCor8TMFBLi6JDxLA7FaSPTMfrxomQZwyTql44BTSmbajjA7teGci9WQpFSKcdXRhUJEjm5WThpUMHRPGmV4DWUR9H0Q2Q3o2fFeprJQYMpIn7GaoDaTOr5KN9ujdWlZ5veJ6D3ap8NBRzDPqZoiq5oyKGMsPZLlbmhLM4P+QcSOcOCf23c2pyximFTrYHUh8vdM1r+hsTAFsXqOxRnFJGpeaYVCS7urlxvly7D9/ytj/b+RO+9vdNTiDQ2OFYdrr3l0d3wmDwRI1FxzuRldGBYGfgmyac0kwNFQxPYhS3CDPOLOemDRGrrqi/UOhgVbJtRRR2Hquick1ZW3VU74AyfsyWGPCqHU0gL143rT+5ZKrbdTCIKR3cf0zsGknrBOLj5aYDaTIIV2xqsC8UI/BNY6pfYmfOEFv7pquDmYq3JAOsNOQfC+8+PgLlTQ/Q+5uBn7+Kok+ehr11Uvzljt3d4w9znq4pciIhUPTOs4LmJZWu7TZ5ZqAzeirMPNf1YVa6sSeNwjfMtoyoYCnKw+NKoaYZBPB1yWCU9gifiI5iZg0G/N/EIfoIh/ukkC8r4x427nLEK+rK1jd8629XoKD4eaF9QYJZyPIoBUuzogG9uFzMrBTi9lCDNiqgYxT4S7bm3CQCzNpOYrUPfy7GE2LGLebjJjIF6RjnqPJf6LxjH6MNW/C1iDF8BCRAAAkCgNQJOsqd1+Q9S4ErMvITaANTj1YL5rZpxpDIlqjAIiZxxKuUTSvl/xXewG1JfED0AAAAASUVORK5CYII=)

Java 端作为服务器端代码，Python端作为客户端代码。实现了thrift接口实现过程。现在需要查看服务端的读数据请求过程，通过上文知道，py端最后发送的请求如下：

self.send\_execute\_cql3\_query(query, compression, consistency)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

self.\_oprot.writeMessageBegin('execute\_cql3\_query', TMessageType.CALL, self.\_seqid)

现在需要查看execute\_cql3\_query在cassandra-server的实现过程,具体过程如下：

## execute\_cql3\_query

1. \src\java\org\apache\cassandra\thrift\CassandraServer.java 相当于上文中的 HelloServiceImpl.java，请求在该处具体的实现过程：

public CqlResult execute\_cql3\_query(ByteBuffer query, Compression compression, ConsistencyLevel cLevel)

{

validateCQLVersion(3);

try

{

String queryString = uncompress(query, compression); //解压了查询语句

if (startSessionIfRequested())

{

Tracing.instance.begin("execute\_cql3\_query",

ImmutableMap.of("query", queryString)); //重新建立了连接

}

else

{

logger.debug("execute\_cql3\_query");

}

ThriftClientState cState = state();

return cState.getCQLQueryHandler().process(queryString,

cState.getQueryState(),

new QueryOptions(ThriftConversion.fromThrift(cLevel),

Collections.<ByteBuffer>emptyList())).toThriftResult();

// process实现了处理过程，

}

catch (RequestExecutionException e)

{

throw ThriftConversion.rethrow(e);

}

catch (RequestValidationException e)

{

throw ThriftConversion.toThrift(e);

}

finally

{

Tracing.instance.stopSession();

}

}

## QueryProcessor.java

\src\java\org\apache\cassandra\cql3\QueryProcessor.java 实现了处理过程

public ResultMessage process(String queryString, QueryState queryState, QueryOptions options)

throws RequestExecutionException, RequestValidationException

{

CQLStatement prepared = getStatement(queryString, queryState.getClientState()).statement; //将查询语句转换为statement

if (prepared.getBoundTerms() != options.getValues().size())

throw new InvalidRequestException("Invalid amount of bind variables");

return processStatement(prepared, queryState, options); //此处处理

}

public static ResultMessage processStatement(CQLStatement statement, QueryState queryState,QueryOptions options)

throws RequestExecutionException, RequestValidationException

{

logger.trace("Process {} @CL.{}", statement, options.getConsistency());

ClientState clientState = queryState.getClientState();　　//获得执行状态

statement.checkAccess(clientState); //检查权限

statement.validate(clientState); //

ResultMessage result = statement.execute(queryState, options); #提交执行语句

return result == null ? new ResultMessage.Void() : result; //返回执行结果

}

## SelectStatement.java

src\java\org\apache\cassandra\cql3\statements\SelectStatement.java

public ResultMessage.Rows execute(QueryState state, QueryOptions options) throws RequestExecutionException, RequestValidationException

{

QueryPager pager = QueryPagers.pager(command, cl, options.getPagingState());

if (parameters.isCount)

return pageCountQuery(pager, variables, pageSize, now, limit); //count(\*) 处理count\*

List<Row> page = pager.fetchPage(pageSize);

ResultMessage.Rows msg = processResults(page, variables, limit, now); //一般的执行结果

if (!pager.isExhausted())

msg.result.metadata.setHasMorePages(pager.state());

return msg;

}

## SelectStatement.java

public static List<Row> read(List<ReadCommand> commands, ConsistencyLevel consistency\_level)//读数据流程