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## URL-encoding variables using only AngularJS services

With AngularJS 1.4 and up, two services can handle the process of url-encoding data for POST requests, eliminating the need to manipulate the data with transformRequest or using external dependencies like jQuery:

1. [**$httpParamSerializerJQLike**](https://code.angularjs.org/1.4.1/docs/api/ng/service/$httpParamSerializerJQLike) - a serializer inspired by jQuery's [.param()](http://api.jquery.com/jquery.param/) (recommended)
2. [**$httpParamSerializer**](https://code.angularjs.org/1.4.1/docs/api/ng/service/$httpParamSerializer) - a serializer used by Angular itself for GET requests

**Example usage**

$http({

url: 'some/api/endpoint',

method: 'POST',

data: $httpParamSerializerJQLike($scope.appForm.data), // Make sure to inject the service you choose to the controller

headers: {

'Content-Type': 'application/x-www-form-urlencoded' // Note the appropriate header

}

}).success(function(response) { /\* do something here \*/ });

## [See a more verbose Plunker demo](http://plnkr.co/edit/UJRolpqzxWDBBNtlEChD?p=preview)

## How are $httpParamSerializerJQLike and $httpParamSerializerdifferent

In general, it seems $httpParamSerializer uses less "traditional" url-encoding format than $httpParamSerializerJQLike when it comes to complex data structures.

For example (ignoring percent encoding of brackets):

• **Encoding an array**

{sites:['google', 'Facebook']} // Object with array property

sites[]=google&sites[]=facebook // Result with $httpParamSerializerJQLike

sites=google&sites=facebook // Result with $httpParamSerializer

• **Encoding an object**

{address: {city: 'LA', country: 'USA'}} // Object with object property

address[city]=LA&address[country]=USA // Result with $httpParamSerializerJQLike

address={"city": "LA", country: "USA"} // Result with $httpParamSerializer

$http.post(loginUrl, "userName=" + encodeURIComponent(email) +

"&password=" + encodeURIComponent(password) +

"&grant\_type=password"

).success(function (data) {