# 算符优先语法分析设计

## 程序功能描述

输入算符优先文法，根据算符优先文法的特点构造firstvt集、lastvt集和算符优先矩阵。给定词法分析输出的中间文件，根据算符优先分析法判断是否符合语法规则。

## 数据结构描述

本实验的数据结构与专题3的数据结构十分接近，如下所示。

本实验包含如下数据结构：firstvt集、lastvt集、文法集合、算符优先矩阵、非终结符号集和终结符号集。

首先说明firstvt集与lastvt集的类型是Set。在OpFirst.h中定义此类型如下，

typedef map<char, set<char>> Set;

这里的map是C++的映射类型，采用key-value结构存储数据，这里的含义是以非终结符号作为key去寻找此非终结符号的firstvt集或lastvt集，而集合用set类型描述。

文法集合grammar的类型是NODES，定义如下，

typedef unordered\_map<char, set<string>> NODES;

这里使用了C++的无序映射类型，通过非终结符号找到其所有产生式右部，这些产生式用set<string>来存储。set<string>是一个集合类型，里面每一个元素类型均为string，即产生式的右部。

算符优先矩阵matrix的类型为OpFirstMatrix，定义如下，

typedef map<Query, int, compareQuery> LL1\_table;

这里的含义是通过Query类型的变量去查询两个终结符号的优先关系。Query类型定义如下，

typedef struct query {

char end1;//终结符号1

char end2;//终结符号2

}Query;

含义是通过终结符号1与终结符号2连接的查询二者之间的优先关系。若查询的结果为1，说明end1 > end2; 若结果为0，则end1 = end2; 若结果为-1，则end1 < end2。compareQuery是一个仿函数，用于map类型排序的方式，属于C++的语言规范，这里不展开讨论。

分析栈opFirst\_stack类型是vector<char>，采用C++的容器类型，每一个元素类型为char。

非终结符号集nonTerminate与终结符号集Terminate的类型是set<char>，分别用于存储符号。

此外还有一个类型为NODE，定义如下，

//产生式

typedef struct node {

char left;//产生式左部

string right;//产生式右部

}NODE;

这里数据结构的定义充分体现了在利用算符优先矩阵进行归约的特点。

## 程序结构描述

## 3.1设计方法

程序遵循算符优先分析方法设计，分为三步走。1. 根据文法构造firstvt、lastvt集；2.根据上述两个集合构造算符优先矩阵；3. 利用算符优先矩阵和分析栈进行算符优先分析。文法如下所示，

G[E]:

E->E+T

E->E-T

E->T

T->T\*F

T->T/F

T->F

F->(E)

F->i

## 3.2程序模块

程序包含OpFirst.cpp、OpFirst.h、main.cpp、utility.cpp、lex.h。其中OpFirst.cpp负责算符优先分析，OpFirst.h定义了相关数据结构，main.cpp负责调用OpFirst.cpp的相关函数以及实施OpFirst分析。utility.cpp包含辅助函数。lex.h中定义了各种符号的宏。

## 3.3函数说明

OpFirst.cpp中主要包含getCurrent、splitGeneration、setGrammar、genFirstvt、genLastvt、genOpFirstMatrix、showFirstvt、showLastvt、showGrammar、showOpFirstMatrix、OpFirst这些函数。下面一一介绍。

getCurrent函数在第二次实验中用到，作用是从词法分析输出的中间文件提取出当前的单词符号，这里不再赘述。

splitGeneration函数的作用是分解产生式，传入参数是string类型的产生式generation，格式为E->AX，函数的返回值是NODE类型，将E->AX结构分解为E和AX，装入一个NODE变量返回。分解的方法是取generation的首字符作为左部，’->’之后的以首个非空字符作为首字符的子串为右部。

setGrammar函数的作用是设置文法NODES，同时收集非终结符号与终结符号。当用户在终端上输入一个’E->AX’结构后，setGrammar函数会先调用splitGeneration函数分解产生式(注：这里为了简单起见，输入产生式之间不允许有空格)。接下来，以产生式左部作为key，将相应的右部插入grammar中，写法如下，

grammar[gram.left].insert(gram.right);

然后将左部放入非终极符号集nonTerminate中，右部中的终结符号放入终结符号集Terminate中，写法如下，

nonTerminate.insert(gram.left);

genFirstvt函数负责生成非终结符号的firstvt集。分为两种情况：1). U -> b... 或 U -> Vb..., 则b 属于 firstvt(U)；2). U -> V..., 则firstvt(V) 在 firstvt(U)中。首先设立一个标志位change，作为firstvt集是否还增大的标志，若change为true则循环进行求解，否则退出。在循环里遍历文法，找出非终结符号的所有右部，针对某一个右部，判断首字符是否为终结符号，若是则满足第一种情况，将其加入当前非终结符号的firstvt集中。否则判断第二个符号是否为终结符号(如果有的话)，若是则同样满足第一种情况，将其加入firstvt集，否则将首字符的firstvt集加入到firstvt集中。

genLastvt函数负责生成非终结符号的lastvt集。分为两种情况：1). U -> ...a or U -> ...aQ；2). U -> ...Q, lastvt(Q) -> lastvt(U)。首先设立一个标志位change，作为lastvt集是否还增大的标志，若change为true则循环进行求解，否则退出。在循环里遍历文法，找出非终结符号的所有右部，针对某一个右部，首先判断末尾字符是否为终结符号，若是则符合第一种情况，将其加入lastvt集中；否则判断倒数第二个字符是否为终结符号，若是则同样符合第一种情况，将其加入lastvt集中。否则，将末尾非终结符号的lastvt集加入lastvt集中。

genOpFirstMatrix函数负责生成算符优先矩阵。首先处理#，# < firstvt(E), lastvt(E) > #，处理的方式很简单，用#和集合中的元素组合成一个Query变量q，将matrix[q]设立为-1、0、1三者之一。分为U -> ...ab...、U -> ...aA..、U -> ...aAb...、U -> ...Ab...这四种情况讨论。第一种情况，a与b的优先级相同；第二种情况，a小于firstvt(A)；第三种情况，a与b的优先级相同；第四种情况，lastvt(A)大于a。另外，#与#的优先级相同。

OpFirst函数负责算符优先分析。在函数开始定义了四个重要的变量：topEnd、topEndPos、inputCh和reduceCh。topEnd的含义是当前栈中最靠前的终结符号(归约串的最右边的终结符号)，topEndPos记录topEnd在栈中的位置，inputCh为当前输入符号，redeuceCh是归约符号。接下来进入循环，首先判断当前输入符号与topEnd的优先级，如果topEnd的优先级低，则将输入符号入栈，同时更新topEnd及topEndPos，输入串后移一位；否则，说明句柄已经在栈顶形成，首先判断栈顶符号是否为topEnd，若是则直接将其传入reduce函数获取归约符号，然后删除栈顶符号同时将新符号入栈，输入串后移一位；若栈顶符号不是topEnd，意味着句柄的左边界仍需要去找。方法是从topEnd的左边位置向前搜索第一个且满足优先级小于其后一个终结符号的终结符号，将找到的终结符号的右边作为句柄传入reduce函数，剩下的过程同上面一样。

在算符优先分析中用到了reduce函数，这个函数的作用是给定字符串，遍历文法找出符合条件的产生式左部。这里，符合条件指的是相同位置上的字符要么是相同的终结符号，要么均为非终结符号，同时长度一样，不能有其余情况。实现匹配的函数为match。

关于显示firstvt、lastvt、算符优先矩阵的函数与上一个实验类似，这里不再赘述。

## 程序测试

首先输入文法，获取firstvt、lastvt集和算符优先矩阵，如下所示，
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然后根据中间文件(opFirst\_input.txt)给出是否符合语法规则的判断，第一个例子(i+i)\*i/(i\*i/i)/#，不符合语法规则，给出结果如下，

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAV4AAAArCAYAAAAws+DcAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAS/SURBVHhe7dy9jhxFEMDx2ZWQpQtMyr3NwdM4cE5Agl/FEQmxI8uXkBL6I7LIOBEgCCxZBAeFtqRSUf093bvc/X/SyDM9XdU1s92t1fl0h+vr6/urq6vt7u5uE7e3t9vNzc2/58Jfow3vD+fE/Bsz6/0dT/9iEvnQ5MMDzoH5N2bW+/vPN14AwFx84wWAxdh4AWAxNl4AWKxq441+uFz7A+dUP2nXw1/b9pLafjOUxh69X9ITn4qRdj38tW3v1RM/OuaIc46Nh6/qP9dkEvpfqYjaUkp9W3J5I7FC4nMkd65PamyNyd0fqVv05ijFteat6d9TaxQjbTnRGCMxrTUDNZZsvCLVf2SCr1gcrc+ptDYh8bXXtWP5+FYSH8W11qFS+VTpfiSK6ak7F5OqKZdP1fQBIhfxM97RiSsLoPZo0dpfSZw8kx4t1y1s/J5a63go5D3u/S6BSPiNVzcC5a9F1NaiNMFLuXvGb43ZawzbVrpfY48cnsTn1Oa2dZRyiug5UqSvz+/H8vlEqp9tF7X5VE0fILLbN16ZhDoRa8hk1Qmr57Ytp2WcXjpGy1jS19e/d63RGELaRsay717PbVukNJ7PYa9tu+Xv+es97JkL6FG98coi08PTtmhC5+JGrF48NfWnarLtvo/krX2WUl+5V3rXej/Xp5aOp+S89lmAx6x645UFpYfSBezbrdy9Hjqejp06Rki8r1nHbBHl6WGfSc9Th4rahNSzR02q570Aj92yn/Ha/q0L1caV6hKt7ZbWJv3suarJIXysXtfoGS+Si7X3WmoTpZw+X9Rm2XylfjqG8OfC5lK5GNu/Np+q6QNEzrLx7iWVs7VdyX2hffy1SrVbNX1EqaZZ9h43l6/2XXhRTtumea1oDB8TnYsod5TP8jmAGhfx62SXoHahCb84vdRiTPV/DGZuTpp75hgp5xgT/39n23h1E5J/U0eN3jhLYmQBtSyiVF/NFZH2nvqUPl/p6KFxPpc9UuRe7n300Jw+XsfxY6bGBy5R88bbu5Aiuniio9ZIrPALeNSeuSL2OaNjRM/nUTMfbHzr/JHY1phVpK5LrQ2XrfnXyUYW4Z4TNVdLrkar9DwlI7GXYI/PozQf/H257hl3pE6tQevRXFFtwArJjVcXh05WPUbtNblb8+his/aqpcU5xsyZVY/Om5zoMxE+1ufJ5U7ltCRW+tX0BWY4fv3V6ewffjLKBE1N8JTcZI5y6Zj+mKH1WR66PT6P6J622Xh79Mwr7a/xrXyczddLcvTUAhxePP/m/uWrX7J/nSySm7A1k1HjU317F5iK6mvNV6qxJPUMvrba/NEzRXrqLT1r6lmEv5fra0X9UrHSLqL+nq9FpOrx49l8qRhg1OHbF8/vX798tb1v3HhH+Qk/S2nh5YzGluJa89fmnFXvbKkazvFMl/A+8HAdnn3/3f3bH3/Yfv64duMFgMfquH3xdHvy5HQFAJjuuP315/b58+kKADDd8cvDH9unT6crAMB0x6vf3m6/ny4AAPMdP/z07nQKAFjh+ObX0xkAYAn+LCQALMbGCwCLsfECwGJsvACwGBsvACzGxgsAi7HxAsBibLwAsBgbLwAsxsYLAIux8QLAYmy8ALDUtv0NzlpjQ+vu9LYAAAAASUVORK5CYII=)

第二个例子i+i\*i\*i+i/i\*i#，符合语法规则，

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANwAAAAoCAYAAACVWZSOAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAPZSURBVHhe7Zs9b1UxDIbbKz5GFvYO3Tuy0oWB38xSiQ2Jv9AVFVFGJKYWi/OC5dqJk5OTe2/v+0jRTXzi145zrH6p5xdX7x/ub7+eEUK2Z7d8EkImwIYjZCJsOEImsvvw7u0y9bm5uVlm//FsHtE+sWPYtbbXyO7LUNNaG6vHP/IRO4Zda3svPf5rY65hn7FbOb+4+vhwf/t5WT5FDnN9fb2s/uLZImp7W7Qsa3w1oiNEWiPi9GrU/Fp1M/t7cvV8xFbCi7HGpzXnffDnW8pfy3QbpAhREWvFLbHGNwKa8okB9No+q6H9Whldv5LeFkg8O2pEPvg8Zvb+M9zaIsrLkx0eYtcX27JuQfuPpDWP54LUcXQtZ/Dk73B4oYBdC56thVqhato98bPn0LasT4kRGhbxL5HV1nnUNAXvHBGy1+rbWFZPiPZpu5DVOzSGfIWTA+PQGaQwKA7m2laiJU4JfWFglDbwYghiWxNL1wpzbfOoxbMaeq3tGvvMrkcwUusQqP6WUpDLwrDA5hWm5LeGEZcQaWi73SPnyMau7ZVntdrgeWlPFsQDMs+ehYxj9+nLj2UaIxeDAfAiWLum9KwHxEPsaPQgfiNy1TlgHg3g2YTR9UPtyP6Y8jOc3t964dqvlpfQaheQk46VJZNThlp+PbkJNU2r59k0Wq+2DzEEOxe0Fij56P1ZvUNjesONItJstQvyTKjluMU5MoyOO6IWFk9T26Cr8WJYH28ueNqe3qGxe/3yxTI9TexFAlziKbLliwvtY2iOLdi9efV7mc4DL7N8RiNDrx+Q/dHFi71VT6NzKo0e4Ge19IiQZ9GZS34loGn9EcfGjOKfAruf378t0zq9F+KBS/BGljW+Quv+Vmxudqyhp36Z+9P+rfctviPfkedI6u9wUkRccESt0NAYQSmXUo7HzIj61e7PPpd1T9w1eSIH5AMtL7djxG04FBmHxljLqCK16uDSWhmV7yi2ygf3XCKqofW1OiXtzL2Ir+zL7D0G/jWcPZQcNCpURKkonhZi2rEFrWc5NEbUz3sGm/bXo+c9wH74t2L9tN6xc355eflwd3e3LHOUDp4pMPyjvb0XBbz8anpRTKuVzcvLwaPnnNCOfKOzCPZZaa/G2xf5il3w9ltsLkKUj42n9SKfQ6Or4dZiC7cVtQsEmXyyWiCr2VOHXr+RRDns40yHUI8se2k4Qk6Vvf8/HCGnBBuOkImw4QiZCBuOkImw4QiZCBuOkImw4QiZCBuOkImw4QiZCBuOkImw4QiZCBuOkImw4QiZCBuOkImw4QiZCBuOkImw4QiZxtnZI2uwzLD8cEUGAAAAAElFTkSuQmCC)

# 源代码附录

下面给出生成firstvt、lastvt、算符优先矩阵和算符优先分析的源代码。

首先是生成firstvt集,

void genFirstvt() {//生成firstvt集

    bool change = true;//作为firstvt集是否还增大的标志

    while (change) {

        change = false;

        for (NODES::iterator it = grammar.begin(); it != grammar.end(); ++it) {

            char left = it->first;//产生式左部

            for (set<string>::iterator vit = it->second.begin(); vit != it->second.end(); ++vit) {

                string right = \*vit;//产生式右部

                int len = right.size();//右部长度

                if (Terminate.find(right[0]) != Terminate.end()) {//右部首字符属于终结符号

                    if (firstvt[left].find(right[0]) == firstvt[left].end()) {//不在才加入

                        firstvt[left].insert(right[0]);

                        change = true;

                    }

                }

                else if (len >= 2 && Terminate.find(right[1]) != Terminate.end()) {//右部首字符属于非终结符号，第二个属于终结符号

                    if (firstvt[left].find(right[1]) == firstvt[left].end()) {//不在才加入

                        firstvt[left].insert(right[1]);

                        change = true;

                    }

                }

                else{//右部首字符属于非终结符号，第二个也属于非终结符号

                    for (set<char>::iterator iter = firstvt[right[0]].begin(); iter != firstvt[right[0]].end(); ++iter) {

                        if (firstvt[left].find(\*iter) == firstvt[left].end()) {//不在left的firstvt集

                            firstvt[left].insert(\*iter);

                            change = true;

                        }

                    }

                }

            }

        }

    }

}

生成lastvt集，

void genLastvt() {//生成lastvt集

    bool change = true;

    while (change) {

        change = false;

        for (NODES::iterator it = grammar.begin(); it != grammar.end(); ++it) {

            char left = it->first;//产生式左部

            for (set<string>::iterator vit = it->second.begin(); vit != it->second.end(); ++vit) {

                string right = \*vit;//产生式右部

                int len = right.size();//右部长度

                if (Terminate.find(right[len - 1]) != Terminate.end()) {//U -> ...a

                    if (lastvt[left].find(right[len - 1]) == lastvt[left].end()) {

                        lastvt[left].insert(right[len - 1]);

                        change = true;

                    }

                }

                else if ((len >= 2 && nonTerminate.find(right[len-2]) != nonTerminate.end()) || (len == 1 && nonTerminate.find(right[len - 1]) != nonTerminate.end())) {//U -> ...Q

                    for (set<char>::iterator iter = lastvt[right[len - 1]].begin(); iter != lastvt[right[len - 1]].end(); ++iter) {

                        if (lastvt[left].find(\*iter) == lastvt[left].end()) {

                            lastvt[left].insert(\*iter);

                            change = true;

                        }

                    }

                }

                else if(len >= 2){

                    if (lastvt[left].find(right[len - 2]) == lastvt[left].end()) {//U -> ...aQ

                        lastvt[left].insert(right[len - 2]);

                        change = true;

                    }

                }

            }

        }

    }

}

生成算符优先矩阵，

void genOpFirstMatrix() {//生成算符优先矩阵

    //首先处理#，# < firstvt(E), lastvt(E) > #

    for (set<char>::iterator it = firstvt['E'].begin(); it != firstvt['E'].end(); ++it) {

        Query q;

        q.end1 = '#';

        q.end2 = \*it;

        matrix[q] = -1;

    }

    for (set<char>::iterator it = lastvt['E'].begin(); it != lastvt['E'].end(); ++it) {

        Query q;

        q.end1 = \*it;

        q.end2 = '#';

        matrix[q] = 1;

    }

    Query q = { '#','#' };

    matrix[q] = 0;

    for (NODES::iterator it = grammar.begin(); it != grammar.end(); ++it) {

        char left = it->first;

        for (set<string>::iterator vit = it->second.begin(); vit != it->second.end(); ++vit) {

            string right = \*vit;//产生式右部

            int len = right.size();//右部长度

            for (int i = 0; i < len; ++i) {

                if (Terminate.find(right[i]) != Terminate.end()) {

                    if (i + 1 < len && (Terminate.find(right[i + 1]) != Terminate.end())) {//U -> ...ab...

                        Query q = { right[i],right[i + 1] };

                        matrix[q] = 0;

                    }

                    else if (i + 1 < len && (nonTerminate.find(right[i + 1]) != nonTerminate.end())) {//U -> ...aA...

                        for (set<char>::iterator iter = firstvt[right[i + 1]].begin(); iter != firstvt[right[i + 1]].end(); ++iter) {

                            Query q = { right[i],\*iter };

                            matrix[q] = -1;

                        }

                        if (i + 2 < len && (Terminate.find(right[i + 2]) != Terminate.end())) {//U -> ...aAb...

                            Query q = { right[i],right[i+2] };

                            matrix[q] = 0;

                        }

                    }

                    if (i > 0 && (nonTerminate.find(right[i - 1]) != nonTerminate.end())) {//U -> ...Ab...

                        for (set<char>::iterator it = lastvt[right[i-1]].begin(); it != lastvt[right[i-1]].end(); ++it) {

                            Query q;

                            q.end1 = \*it;

                            q.end2 = right[i];

                            matrix[q] = 1;

                        }

                    }

                }

            }

        }

    }

}

算符优先分析，

//传入中间文件，判断语句是否合法

bool opFirst(FILE\* fp) {

    opFirst\_stack.push\_back('#');

    char topEnd = '#';//当前栈中最靠前的终结符号(归约串的最右边的终结符号)

    int topEndPos = 0;

    char inputCh;//输入符号

    char reduceCh;//归约符号

    current = getCurrent(fp);

    while (!feof(fp)) {

        if (current.id == -1)

            break;

        if (current.id == ID) {

            inputCh = current.word[0];

            if (inputCh != 'i') {

                cout << "出现未定义标识符!" << endl;

                return false;

            }

        }

        else inputCh = convertion[current.id][0];

        Query q = { topEnd,inputCh };

        if (matrix.find(q) == matrix.end())

            return false;

        int priorRes = matrix[q];//优先级比较结果

        if (priorRes <= 0) {//topEnd 的优先级不大于输入符号的优先级

            opFirst\_stack.push\_back(inputCh);//将输入符号入栈

            topEnd = inputCh;//更新topEnd

            topEndPos = opFirst\_stack.size() - 1;

            current = getCurrent(fp);//输入串后移一位

        }

        else {//topEnd 的优先级大于输入符号的优先级

            //首先确定归约串

            while (matrix[{topEnd, inputCh}] == 1) {

                if (topEnd == opFirst\_stack.back()) {//归约串就是topEnd

                    string toBeReduced = "";

                    toBeReduced += topEnd;

                    reduceCh = reduce(toBeReduced);//归约符号

                    if (reduceCh == '0')

                        return false;

                    //更新topEnd及topEndPos

                    topEndPos--;

                    while (topEndPos >= 0 && Terminate.find(opFirst\_stack[topEndPos]) == Terminate.end())

                        topEndPos--;

                    if (topEndPos == -1)

                        topEndPos = 0;

                    topEnd = opFirst\_stack[topEndPos];

                    opFirst\_stack.pop\_back();//去除被归约的符号

                    opFirst\_stack.push\_back(reduceCh);//推入归约符号

                }

                else {

                    int nextPos = topEndPos;

                    for (int i = topEndPos - 1; i >= 0; i--)

                        if (i == 0 || (Terminate.find(opFirst\_stack[i]) != Terminate.end() && matrix[{opFirst\_stack[i], opFirst\_stack[nextPos]}] == -1)) {

                            string toBeReduced = "";//待归约串

                            int len = opFirst\_stack.size();

                            for (int k = i + 1; k < len; ++k)

                                toBeReduced += opFirst\_stack[k];

                            reduceCh = reduce(toBeReduced);

                            if (reduceCh == '0')

                                return false;

                            //更新topEnd

                            topEndPos = i;

                            topEnd = opFirst\_stack[topEndPos];

                            for (int t = len - 1; t != i; t--)//删除被归约串

                                opFirst\_stack.pop\_back();

                            opFirst\_stack.push\_back(reduceCh);

                            break;

                        }

                        else if(Terminate.find(opFirst\_stack[i]) != Terminate.end() ){

                            nextPos = i;

                        }

                }

            }

            opFirst\_stack.push\_back(inputCh);

            topEnd = inputCh;//更新topEnd

            topEndPos = opFirst\_stack.size() - 1;

            if (current.id == EOF)

                break;

            current = getCurrent(fp);//输入串后移一位

        }

    }

    return true;

}