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# Summary

Our objective was to predict the acidity or alkalinity of samples as closely as possible to actual values based on data provided from a food and beverage manufacturing company. Each sample must fit within a critical range. With 7 being neutral and pH set on a logarithm scale from 1 -10, each sample leaned towards higher alkalinity (basicness) with an average ‘PH’ of about 8.5. There were roughly 2571 samples and 33 potential predictors with measurements of those samples. We found that a nonparametric random forest model performed best based on the mean absolute error (MAE), root mean squared error (RMSE) and coefficient of determination (Rsquared). We also discovered that the samples were already generally bounded within a concise range of ‘PH’ values having 99.84% of samples between 8.0 and 9.0. We were not given a specific critical range, but this one appears to occur naturally. There are also regular variations in the target variable ‘PH,’ resembling an eb and flow during the manufacturing process. Measurements of ‘PH,’ including those missing, were randomly distributed and data required pre-processing for analysis.

# Data Exploration

Our data consists of 33 variables from a food and beverage manufacturing company. Our goal is to predict the hydronium ion concentration, or pH, which is a measure of acidity or alkalinity. This ‘PH’ measure, as shown in the data, is a Key Performance Indicator (KPI) and must conform to a critical range.

## Initial Observations

The data is loaded, and all packages used throughout the report are provided. We view a random sample of the data to inspect initial observations. It shows the randomly selected data as 1 – 5 denoting the first, second, third, fourth, and fifth observation for each variable.

library(utils)  
library(psych)  
library(pls)  
library(tidyverse)  
library(corrplot)  
library(elasticnet)  
library(kernlab)  
library(plotrix)  
library(ggcorrplot)  
library(ggpubr)  
library(party)  
library(MASS)  
library(mice)  
library(mboost)  
library(VIM)  
library(rpart)  
library(caret)  
library(zoo)  
library(rpart)  
library(rpart.plot)  
library(naniar)  
library(partykit)  
library(flextable)  
library(bestNormalize)  
library(doParallel) # Used for computation  
library(earth) # Package necessary for marsModel  
registerDoParallel(cores=2)  
theme\_set(theme\_minimal())  
set.seed(004)  
ph <- read.csv(  
 "https://raw.githubusercontent.com/palmorezm/msds/main/624/Projects/Project2/StudentData%20-%20TO%20MODEL.csv")  
obs.sample <- as.data.frame(t(head(sample\_n(ph[1:33], 5), 5)))  
obs.sample <- as.data.frame(lapply(obs.sample[2:33,],   
function(x) round(as.numeric(as.character(x)),1)))  
obs.sample <- rbind(ph$ï..Brand.Code, obs.sample)  
obs.sample <- obs.sample %>%   
 mutate(Variable = colnames(ph)) %>%  
 dplyr::select(Variable, X1, X2, X3, X4, X5)  
flextable(obs.sample) %>%   
 theme\_vanilla() %>%   
 set\_table\_properties(layout = "autofit")

| **Variable** | **X1** | **X2** | **X3** | **X4** | **X5** |
| --- | --- | --- | --- | --- | --- |
| ï..Brand.Code | B | A | B | A | A |
| Carb.Volume | 5 | 5.4 | 5.2 | 5.3 | 5.3 |
| Fill.Ounces | 24.2 | 24.1 | 24 | 24 | 24.1 |
| PC.Volume | 0.1 | 0.3 | 0.2 | 0.2 | 0.3 |
| Carb.Pressure | 61.2 | 68.4 | 63 | 75.4 | 66.2 |
| Carb.Temp | 139.2 | 141.8 | 135.4 | 152.2 | 138.8 |
| PSC | 0 | 0.1 | 0.2 | 0.1 | 0.1 |
| PSC.Fill |  | 0.2 | 0.4 | 0.3 | 0.1 |
| PSC.CO2 | 0.1 | 0 | 0.2 | 0 | 0.1 |
| Mnf.Flow | 0.2 | -100.2 | 0.2 | -100 | -100.2 |
| Carb.Pressure1 | 122.4 | 111.8 | 125.8 | 117.6 | 114.4 |
| Fill.Pressure |  | 46 | 43.8 | 46.6 | 46.2 |
| Hyd.Pressure1 | 0 | 0 | 0.2 | 0 | 0 |
| Hyd.Pressure2 | 0.2 | 0 | 0.2 | 0 | 0 |
| Hyd.Pressure3 | -1.2 | 0 | -1.2 | 0 | 0 |
| Hyd.Pressure4 | 98 | 74 | 126 | 88 | 94 |
| Filler.Level |  | 120 | 128.2 | 119.4 | 120 |
| Filler.Speed | 1010 | 4010 | 1010 | 4010 | 3978 |
| Temperature | 67 | 64.4 | 71.6 | 66 | 65.4 |
| Usage.cont | 24.4 | 16.8 | 23.8 | 19.2 | 16.7 |
| Carb.Flow | 3014 | 2980 | 40 | 3110 | 2984 |
| Density | 0.8 | 1.7 | 0.7 | 0.9 | 0.9 |
| MFR | 466.4 | 732.6 |  | 730.6 | 726.8 |
| Balling | 1.3 | 3.4 | 0.8 | 1.4 | 1.3 |
| Pressure.Vacuum | -5 | -5 | -5.6 | -4.4 | -4.6 |
| PH | 8.5 | 8.8 | 8.5 | 8.6 | 8.8 |
| Oxygen.Filler | 0 | 0 | 0 | 0 | 0.1 |
| Bowl.Setpoint | 90 | 120 | 90 | 120 | 120 |
| Pressure.Setpoint | 48 | 46 | 50 | 46 | 46 |
| Air.Pressurer | 142.4 | 142.4 | 142.6 | 146.6 | 142.6 |
| Alch.Rel | 6.5 | 7.1 | 6.5 | 6.5 | 6.5 |
| Carb.Rel | 5.5 | 5.5 | 5.2 | 5.3 | 5.4 |
| Balling.Lvl | 1.6 | 3.3 | 1.4 | 1.4 | 1.5 |

From these initial observations, we notice that data is missing. These appear as empty spots on the table. Some data points are also zero or negative, but it is unclear if this is intentional. For example, variable ‘Pressure.Vacuum’ is negative as one might expect when holding pressure in a vacuum, but the variables ‘Mnf.Flow,’ ‘PSC,’ ‘Hyd.Pressure1,’ ‘Hyd.Pressure2,’ ‘Hyd.Pressure3,’ and others are less intuitive.

Our table also displays differences in the scale of the variables’ raw values. This will need to be reviewed to ensure it does not harm the model’s predictive capabilities. It also appears that due to the conversion of the spreadsheet format from excel to ‘csv’ when hosting the data remotely, our first column variable name is legible but needs the “i..” symbol removed. None of the other 33 variables need to be renamed. We take a closer look at these variables with some descriptive statistics.

## Inferential Statistics

Our target variable, PH, appears to be on a scale between 1 and 10, as it should be, while the others vary widely between -100 (Mnf.Flow) and greater than 4000 (Filler.Speed). For this reason, we review each variable’s statistics individually. We calculate their total observations (obs), percent missing (pm), mean, median (med), standard deviation (sd), minimum value (min), maximum value (max), skewness (skew), and standard error (se) and combine them into a table by variable.

ph.desc <- ph %>%   
 describe() %>%  
 mutate("pm" = round(((2571 - n)/2571)\*100, 2),   
 obs = n,   
 med = median) %>%   
 round(digits = 1) %>%   
 mutate(var = colnames(ph)) %>%  
 dplyr::select(var, obs, pm, mean, med,  
 sd, min, max, skew, se)  
flextable::flextable(ph.desc) %>%   
 theme\_vanilla() %>%   
 set\_table\_properties(layout = "autofit")

| **var** | **obs** | **pm** | **mean** | **med** | **sd** | **min** | **max** | **skew** | **se** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ï..Brand.Code | 2,571 | 0.0 | 3.4 | 3.0 | 1.1 | 1.0 | 5.0 | 0.0 | 0.0 |
| Carb.Volume | 2,561 | 0.4 | 5.4 | 5.3 | 0.1 | 5.0 | 5.7 | 0.4 | 0.0 |
| Fill.Ounces | 2,533 | 1.5 | 24.0 | 24.0 | 0.1 | 23.6 | 24.3 | 0.0 | 0.0 |
| PC.Volume | 2,532 | 1.5 | 0.3 | 0.3 | 0.1 | 0.1 | 0.5 | 0.3 | 0.0 |
| Carb.Pressure | 2,544 | 1.0 | 68.2 | 68.2 | 3.5 | 57.0 | 79.4 | 0.2 | 0.1 |
| Carb.Temp | 2,545 | 1.0 | 141.1 | 140.8 | 4.0 | 128.6 | 154.0 | 0.2 | 0.1 |
| PSC | 2,538 | 1.3 | 0.1 | 0.1 | 0.0 | 0.0 | 0.3 | 0.8 | 0.0 |
| PSC.Fill | 2,548 | 0.9 | 0.2 | 0.2 | 0.1 | 0.0 | 0.6 | 0.9 | 0.0 |
| PSC.CO2 | 2,532 | 1.5 | 0.1 | 0.0 | 0.0 | 0.0 | 0.2 | 1.7 | 0.0 |
| Mnf.Flow | 2,569 | 0.1 | 24.6 | 65.2 | 119.5 | -100.2 | 229.4 | 0.0 | 2.4 |
| Carb.Pressure1 | 2,539 | 1.2 | 122.6 | 123.2 | 4.7 | 105.6 | 140.2 | 0.1 | 0.1 |
| Fill.Pressure | 2,549 | 0.9 | 47.9 | 46.4 | 3.2 | 34.6 | 60.4 | 0.5 | 0.1 |
| Hyd.Pressure1 | 2,560 | 0.4 | 12.4 | 11.4 | 12.4 | -0.8 | 58.0 | 0.8 | 0.2 |
| Hyd.Pressure2 | 2,556 | 0.6 | 21.0 | 28.6 | 16.4 | 0.0 | 59.4 | -0.3 | 0.3 |
| Hyd.Pressure3 | 2,556 | 0.6 | 20.5 | 27.6 | 16.0 | -1.2 | 50.0 | -0.3 | 0.3 |
| Hyd.Pressure4 | 2,541 | 1.2 | 96.3 | 96.0 | 13.1 | 52.0 | 142.0 | 0.5 | 0.3 |
| Filler.Level | 2,551 | 0.8 | 109.3 | 118.4 | 15.7 | 55.8 | 161.2 | -0.8 | 0.3 |
| Filler.Speed | 2,514 | 2.2 | 3,687.2 | 3,982.0 | 770.8 | 998.0 | 4,030.0 | -2.9 | 15.4 |
| Temperature | 2,557 | 0.5 | 66.0 | 65.6 | 1.4 | 63.6 | 76.2 | 2.4 | 0.0 |
| Usage.cont | 2,566 | 0.2 | 21.0 | 21.8 | 3.0 | 12.1 | 25.9 | -0.5 | 0.1 |
| Carb.Flow | 2,569 | 0.1 | 2,468.4 | 3,028.0 | 1,073.7 | 26.0 | 5,104.0 | -1.0 | 21.2 |
| Density | 2,570 | 0.0 | 1.2 | 1.0 | 0.4 | 0.2 | 1.9 | 0.5 | 0.0 |
| MFR | 2,359 | 8.2 | 704.0 | 724.0 | 73.9 | 31.4 | 868.6 | -5.1 | 1.5 |
| Balling | 2,570 | 0.0 | 2.2 | 1.6 | 0.9 | -0.2 | 4.0 | 0.6 | 0.0 |
| Pressure.Vacuum | 2,571 | 0.0 | -5.2 | -5.4 | 0.6 | -6.6 | -3.6 | 0.5 | 0.0 |
| PH | 2,567 | 0.2 | 8.5 | 8.5 | 0.2 | 7.9 | 9.4 | -0.3 | 0.0 |
| Oxygen.Filler | 2,559 | 0.5 | 0.0 | 0.0 | 0.0 | 0.0 | 0.4 | 2.7 | 0.0 |
| Bowl.Setpoint | 2,569 | 0.1 | 109.3 | 120.0 | 15.3 | 70.0 | 140.0 | -1.0 | 0.3 |
| Pressure.Setpoint | 2,559 | 0.5 | 47.6 | 46.0 | 2.0 | 44.0 | 52.0 | 0.2 | 0.0 |
| Air.Pressurer | 2,571 | 0.0 | 142.8 | 142.6 | 1.2 | 140.8 | 148.2 | 2.3 | 0.0 |
| Alch.Rel | 2,562 | 0.3 | 6.9 | 6.6 | 0.5 | 5.3 | 8.6 | 0.9 | 0.0 |
| Carb.Rel | 2,561 | 0.4 | 5.4 | 5.4 | 0.1 | 5.0 | 6.1 | 0.5 | 0.0 |
| Balling.Lvl | 2,570 | 0.0 | 2.1 | 1.5 | 0.9 | 0.0 | 3.7 | 0.6 | 0.0 |

No variable is missing greater than 8.2% (MFR) of its cases with 25 of the 33 variables at or under 1% missing. Our target ‘PH,’ is only missing 0.2%. A simple imputation should fix this without issue, as long as the errors are randomly dispersed.

The standard deviations inform us that the spread of each variable is also wide in several cases like ‘Filler.Speed’ and ‘Carb.Flow,’ while extremely narrow or even 0 for variables ‘Oxygen.Filler,’ ‘PSC,’ PSC.CO2,’ ‘PSC.Fill,’ ‘Carb.Volume,’ and several more. These statistics confirm that we will be working with data objects of completely different scales each centered around their own averages. Our target ‘PH,’ has very little deviation as well, but in this case, it is to be expected since by nature it follows a logarithmic pattern, and we are only seeing values between 7.9 and 9.4.

There is some skewness among the variables and thereby potential outliers. This is most pronounced in the variables, ‘MFR,’ and ‘Filler.Speed,’ where the data has skewed left from its averages. Fortunately, all but two variables (Carb.Flow and Filler.Speed) have low standard errors indicating that nearly all variables will serve as good reference data sets for prediction due to low variation in spread from their means. To learn how good these variables may be at predicting, we need to see the relationship of each with our target ‘PH,’ interpret, and apply the results during modeling.

## Variable Relationships

To gain a better understanding of the relationships between our variables and the target ‘PH,’ we visualize the points as scatterplots with fitted regression lines. Before we make our first plot, we create an index value for ‘PH’ in the order it was read. This shows the pattern in individual measures of acidity or alkalinity as they were taken. We call this index value the ‘Position’ given its purpose of describing measurement position for each ‘PH’ value.

# Bounds estimates  
cap99 <- (length(ph$PH) - 4) / length(ph$PH)  
# Plot of Target PH  
ph %>%   
 dplyr::select(PH, Oxygen.Filler) %>%   
 mutate(Index = 1:length(ph$PH)) %>%   
 ggplot(aes(Index, PH, color = PH, alpha=.01)) +   
 geom\_point(aes()) +   
 geom\_smooth(method = "loess",   
 color="goldenrod2",   
 lty = "solid",   
 fill = "yellow1") +  
 geom\_smooth(method = "lm",   
 color="grey34",   
 lty = "dotted",   
 fill = "grey13") +  
 labs(subtitle = "PH Patterns by Position",  
 x = "Position", y = "PH") +  
 theme(legend.position = "none")

![](data:image/png;base64,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)

Interestingly, the pattern appears to fit an almost perfect sinusoidal curve, as demonstrated by the yellow line which is a closely fit locally weighted scatterplot smoothing (LOESS). For contrast, the black line attempts to fit a linear trend to the data. The shade of blue of each point indicates PH level and clustering. The lighter the point, the more alkaline and more solitary the measurement while darker points are more acidic and grouped together. A good example of the lightest point is the lone outlier plotted well above a pH of 9 just past position 1000.

A greater number of blue points (pH measurements) fall onto and around the yellow line than the black linear line and the pH shades do not show any big clusters or groups of pH values. From this we can be confident in two principles about this data. First, that the data measurements are random with no obvious pH clusters and secondly, that the data’s collection process was not random, it was more sinusoidal.

From this perspective, it is likely that there is a give and take of pH in each beverage. They are likely bounded by pH levels and the fluctuations in each beverage were accurately captured by the machine or device measuring pH. At this stage, we can also estimate the bounds as 99.84% of the measurements fall between 8.0 and 9.0 while over 75% are between 8.25 and 8.75. This should not have a tremendous effect on all models, but it would certainly affect any business decisions related to our predictions.

We continue to visualize the relationship of our target ‘PH,’ with the variables. For ease of viewing, we plot these variables in 4 sets each given a linear black line of best fit using ‘PH,’ as the response.

# 1st set of variables - excluding brand code (categorical)  
ph[c(2:9,26)] %>%  
 gather(variable, value, -PH) %>%   
 ggplot(., aes(value, PH)) +   
 labs(  
 subtitle =  
 "Variable Relationships with Yield Set 1") +   
 geom\_point(fill = "white",  
 size=1,   
 shape=1,   
 color="light sky blue") +   
 geom\_smooth(formula = y~x,   
 method = "lm",   
 size=1,  
 se = TRUE,  
 color = "grey24",   
 linetype = "dotdash",   
 alpha=0.25) +   
 facet\_wrap(~variable,   
 scales ="free",  
 ncol = 4) +   
 theme(axis.text.x = element\_blank(),   
 axis.text.y = element\_blank(),   
 axis.ticks = element\_blank())
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# 2nd set of variables  
ph[c(10:17,26)] %>%  
 gather(variable, value, -PH) %>%   
 ggplot(., aes(value, PH)) +   
 labs(  
 subtitle =  
 "Variable Relationships with Yield Set 2") +  
 geom\_point(fill = "white",  
 size=1,   
 shape=1,   
 color="light sky blue") +   
 geom\_smooth(formula = y~x,   
 method = "lm",   
 size=1,  
 se = TRUE,  
 color = "grey24",   
 lty = "dotdash",   
 alpha=0.25) +   
 facet\_wrap(~variable,   
 scales ="free",  
 ncol = 4)
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# 3rd set of variables   
ph[c(18:26)] %>%  
 gather(variable, value, -PH) %>%   
 ggplot(., aes(value, PH)) +   
 labs(  
 subtitle =  
 "Variable Relationships with Yield Set 3") +  
 geom\_point(fill = "white",  
 size=1,   
 shape=1,   
 color="light sky blue") +   
 geom\_smooth(formula = y~x,   
 method = "lm",   
 size=1,  
 se = TRUE,  
 color = "grey24",   
 linetype = "dotdash",   
 alpha=0.25,   
 fill="white") +   
 facet\_wrap(~variable,   
 scales ="free",  
 ncol = 4)
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# last 8 variables  
ph[c(27:33,26)] %>%   
 mutate(pH = PH) %>%   
 gather(variable, value, -PH) %>%   
 ggplot(., aes(value, PH)) +   
 labs(  
 subtitle =  
 "Variable Relationships with Yield Set 4") +  
 labs(subtitle = ) +  
 geom\_point(fill = "white",  
 size=1,   
 shape=1,   
 color="light sky blue") +   
 geom\_smooth(formula = y~x,   
 method = "lm",   
 size=1,  
 se = TRUE,  
 color = "grey24",   
 linetype = "dotdash",   
 alpha=0.25) +   
 facet\_wrap(~variable,   
 scales ="free",  
 ncol = 4)
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None of the variables appear to follow a linear relationship with ‘PH.’ If they were, it would look similar to the plot of ‘PH,’ with itself. Most variables are continuous. Excluding a handful of seemingly discrete numerical values such as ‘Pressure.Setpoint,’ ‘Bowl.Setpoint,’ and ‘Alch.Rel,’ there is an inherent randomness to all relationships with ‘PH.’ We repeat the visualization process to create histograms of each variable to review their distributions.

ph %>%  
 gather(variable, value) %>%   
 ggplot(., aes(value)) +   
 ggtitle("Linearity of Values") +   
 geom\_histogram(stat="count",   
 binwidth = 10,   
 fill = "white",   
 color="light sky blue") +   
 facet\_wrap(~variable,   
 scales ="free",  
 ncol = 4) +  
 theme(axis.text.x = element\_blank(),   
 axis.text.y = element\_blank(),   
 plot.title = element\_blank())
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At a binwidth of 10, ‘PH’ appears normally distributed. However, many variables have two modes (biomodal) and are skewed. Temperature is skewed right due to a suspected outlier. We will need to fix this before modeling.

Additionally, the discrete numeric values formed by ‘Pressure.Setpoint,’ and ‘Bowl.Setpoint,’ in our scatterplots are confirmed. They can be spotted easily this way since they look more like our categorical variable “Brand.Code” than a continuous variable like ‘Temperature.’ Given these results, we must consider skew more closely. We use a point range function and visual to explore further.

# Function to calculate and set pointrange  
xysdu <- function(x) {  
 m <- mean(x)  
 ymin <- m - sd(x)  
 ymax <- m + sd(x)  
 return(c(y = m, ymin = ymin, ymax = ymax))  
}  
# Full picture point range   
ptrng.full <- ph %>%   
 dplyr::select(where(is.numeric)) %>%   
 gather(variable, value) %>%   
 ggplot(aes(variable, value)) + coord\_flip() +  
 stat\_summary(fun.data=xysdu, geom = "Pointrange", shape=16, size=.5, color="black") +  
 stat\_summary(fun.y=median, geom="point", shape=16, size=2, color="red") +   
 theme(legend.position = "None", axis.title.x = element\_blank(), axis.title.y = element\_blank())  
# Similar point ranges (smaller)  
ptrng.small <- ph %>%   
 dplyr::select(where(is.numeric)) %>%   
 dplyr::select(-MFR, -Filler.Speed, -Carb.Flow, -Mnf.Flow) %>%   
 gather(variable, value) %>%   
 ggplot(aes(variable, value)) + coord\_flip() +  
 stat\_summary(fun.data=xysdu, geom = "Pointrange", shape=16, size=.5, color="black") +  
 stat\_summary(fun.y=median, geom="point", shape=16, size=2, color="red") +   
 theme(legend.position = "None", axis.title.x = element\_blank(), axis.title.y = element\_blank())  
# Similar point ranges (Medium)  
ptrng.med <- ph %>%   
 dplyr::select(where(is.numeric)) %>%   
 dplyr::select(MFR, Mnf.Flow) %>%   
 gather(variable, value) %>%   
 ggplot(aes(variable, value)) + coord\_flip() +  
 stat\_summary(fun.data=xysdu, geom = "Pointrange", shape=16, size=.5, color="black") +  
 stat\_summary(fun.y=median, geom="point", shape=16, size=2, color="red") +   
 theme(legend.position = "None", axis.title.x = element\_blank(), axis.title.y = element\_blank())  
# Similar point ranges (larger)  
ptrng.lrg <- ph %>%   
 dplyr::select(where(is.numeric)) %>%   
 dplyr::select(Filler.Speed, Carb.Flow) %>%   
 gather(variable, value) %>%   
 ggplot(aes(variable, value)) + coord\_flip() +  
 stat\_summary(fun.data=xysdu, geom = "Pointrange", shape=16, size=.5, color="black") +  
 stat\_summary(fun.y=median, geom="point", shape=16, size=2, color="red") +   
 theme(legend.position = "None", axis.title.x = element\_blank(), axis.title.y = element\_blank())  
ggarrange(ptrng.small,   
 ggarrange(ptrng.lrg, ptrng.med, ncol = 1, labels = c("B", "C")), nrow = 1, labels = "A"  
 )
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The red dot on each variable range is its median while the black dot is its mean. The more of the black dot we see, the more skewed that distribution is. Here, we label three parts A, B, and C to denote a corresponding group of variables on similar scales with centers of their distribution closer together than other groups. It is best to simply think of these labels as A being the small-scale group, B showing the large-scale group, and C as a middle or medium scale group.

Using a point range visualization like this lets us check the magnitude of outliers by exploiting the difference in robustness between median and mean. It also helps us pick out exactly which variables are best for modeling by sighting variables with many points that influence their distribution more than other variables. Unfortunately, we are still not sure if any of the seemingly outlier points were intentional so a fair bit of intuition is used to identify what should and should not be influencing the distribution.

When considering variable relationships, we also need to consider their correlations. In this final correlation plot we examine not only the variable’s correlation with ‘PH’ but all variables’ correlations with one another.

# Correlation Plot  
order <- ph %>%   
 dplyr::select(where(is.numeric)) %>%  
 arrange() %>%   
 gather(variable, value) %>%   
 pivot\_wider(id\_cols = variable, names\_from = variable, values\_from = value) %>%  
 unnest()  
order <- order[,order(colnames(order),decreasing=TRUE)]  
cors <- cor(order, use = "complete.obs")  
p.mat <- ggcorrplot::cor\_pmat(cors, sig.level = 0.05)  
sum(p.mat > .05)

## [1] 670

ggcorrplot(cors, "square", "lower",   
 colors = c("#6D9EC1", "white", "#E46726"),   
 outline.color = "white",   
 digits = 1,   
 p.mat=p.mat,  
 hc.order = FALSE,   
 hc.method = "complete") +   
 coord\_flip() +   
 labs(title = "Corrlation Matrix with Significance Label 0.05")
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Although computed and shown for reference, we ignore insignificantly correlated variables with p-values greater than or equal to 0.05. Those we ignore have an ‘X’ drawn through its box. Variables directly measuring pressure and flow exhibit more negative control over ‘PH’ shown in darker blue. The only significant exception to this is ‘Carb.Flow.’ Meanwhile, ‘Bowl.Setpoint,’ ‘Filler.Level,’ ‘Oxygen.Filler,’ and ‘Usage.Count’ are the only remaining significantly correlated variables.

# Data Preparation

## Imputation

Before imputing, we check for patterns in the missing data. According to the mice method used in the md.pattern() function, there is no clear pattern. The errors are randomly dispersed. However, since we discovered some natural eb and flow in the collection process we double check with our own eyes.

# Check for missing data patterns with mice  
na.pattern.mice <- md.pattern(ph) # No clear pattern
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# Double check with hist and plot   
aggr(ph, col=c('navyblue','red'),   
 numbers=TRUE, sortVars=TRUE,   
 labels=names(ph), cex.axis=.7,   
 gap=3, ylab=c("Histogram","Pattern"))
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##   
## Variables sorted by number of missings:   
## Variable Count  
## MFR 0.0824581875  
## Filler.Speed 0.0221703617  
## PC.Volume 0.0151691949  
## PSC.CO2 0.0151691949  
## Fill.Ounces 0.0147802412  
## PSC 0.0128354726  
## Carb.Pressure1 0.0124465189  
## Hyd.Pressure4 0.0116686114  
## Carb.Pressure 0.0105017503  
## Carb.Temp 0.0101127966  
## PSC.Fill 0.0089459354  
## Fill.Pressure 0.0085569817  
## Filler.Level 0.0077790743  
## Hyd.Pressure2 0.0058343057  
## Hyd.Pressure3 0.0058343057  
## Temperature 0.0054453520  
## Oxygen.Filler 0.0046674446  
## Pressure.Setpoint 0.0046674446  
## Hyd.Pressure1 0.0042784909  
## Carb.Volume 0.0038895371  
## Carb.Rel 0.0038895371  
## Alch.Rel 0.0035005834  
## Usage.cont 0.0019447686  
## PH 0.0015558149  
## Mnf.Flow 0.0007779074  
## Carb.Flow 0.0007779074  
## Bowl.Setpoint 0.0007779074  
## Density 0.0003889537  
## Balling 0.0003889537  
## Balling.Lvl 0.0003889537  
## ï..Brand.Code 0.0000000000  
## Pressure.Vacuum 0.0000000000  
## Air.Pressurer 0.0000000000

# Small amount missing - simple median will do  
obs.missing.perc <-   
 (sum(ph.desc$obs) / (33\*2571)\*100)  
# replaces NA with median (given a removal of missing values in calculation)  
for (i in colnames(ph)) {  
 ph[[i]][is.na(ph[[i]])] <- median(ph[[i]], na.rm=TRUE)  
}  
# Confirm none are missing  
sum(is.na(ph))

## [1] 0

The histogram distributes the missing data as expected from our inferential statistics. The lion’s share of missing values (8.2%) is concentrated under variable ‘MFR’ dwarfing the next variables by comparison. Our pattern plot also randomly spreads red pixelated rectangles on a dark blue background, indicating completely random missing values. Since the quantity of missing values is quite small (less than 1%) we perform a simple imputation by the median of each variable using a for loop.

## Outlier Extraction

To extract and remove outliers, we first identify which variables contain the outliers. Variable ‘Brand.Code’ is categorical and has no missing values so we exclude it by selecting all numeric variables (which includes everything else). We then identify and replace those outliers using a formula with upper and lower bounds to extract nonoutlier data, leaving the rest as outliers. Thus, we conveniently quantify these outliers as greater than or less than 1.5 times each variable’s interquartile range.

# select numeric variables  
ph.numerics <- ph %>%   
 dplyr::select(where(is.numeric))  
# remove outliers based on IQR  
for (i in colnames(ph.numerics)) {  
 iqr <- IQR(ph.numerics[[i]])  
 q <- quantile(ph.numerics[[i]], probs = c(0.25, 0.75), na.rm = FALSE)  
 qupper <- q[2]+1.5\*iqr  
 qlower <- q[1]+1.5\*iqr  
 outlier\_free <- subset(ph.numerics, ph.numerics[[i]] > (q[1] - 1.5\*iqr) & ph.numerics[[i]] < (q[2]+1.5\*iqr) )  
}  
ph.numerics <- outlier\_free  
# join outlier free numerics with categorical   
Brand.Code <- ph$ï..Brand.Code  
df <- cbind(Brand.Code, ph.numerics)  
df.summary <- summary(df)

After identifying and replacing outliers by looping through each variable in the data, we join the outlier free numeric data with the excluded ‘Brand.Code’ variable. This retains the data types as read in and is complete with a binding function for data frames. We then check for missing data in ‘Brand.Code’ to ensure it all transferred appropriately and review the results to see that very few outliers were present.

## Transformations

Although the data did not exhibit linear trends, nor fit a typically gaussian pattern in its isolation, we consider transformations that would best normalize each variable’s distribution. Using a function in the bestNormalize package we store the chosen transformations of each variable in a data frame named ‘best.norms’ along with corresponding metrics to transform them.

# Produce recommended transformations  
df.nums <- df %>%   
 dplyr::select(where(is.numeric))  
best.norms <- df.nums[1:11,1:10]  
for (i in colnames(df.nums)) {  
 best.norms[[i]] <- bestNormalize(df.nums[[i]],  
 allow\_orderNorm = FALSE,  
 out\_of\_sample =FALSE)  
}  
best.norms$Carb.Volume$chosen\_transform

## Standardized Yeo-Johnson Transformation with 2571 nonmissing obs.:  
## Estimated statistics:  
## - lambda = -4.99994   
## - mean (before standardization) = 0.1999832   
## - sd (before standardization) = 1.568536e-06

From this data frame, we can call upon the desired variables to know which transformation is best at a specific time. The ideal transformation to normalize the ‘Carb.Volume’ variable is shown in the code as an example. These will be used in conjunction with model importance when building models.

## Split and Selections

We split the data set giving 70% to training and 30% to testing data frames. Using a forward and backward traveling stepwise regression that considered Akaike information criterion (AIC) to evaluate model fit, we determined the best variables. Quite intuitively, any coefficient in the model that had a p-value lower than 0.05 was used. This indicated a significant coefficient to us and was the basis for our selection-based models.

# Split 70-30 training/test  
set.seed(1102)  
index <- createDataPartition(  
 df$PH, p = .7,   
 list = FALSE, times = 1)  
train <- df[index,]  
test <- df[-index,]  
# Create train x and y  
trainx <- train %>%  
 dplyr::select(-PH)  
trainy <- train$PH  
testx <- test %>%  
 dplyr::select(-PH)  
testy <- test$PH

# StepAIC Model Selectors  
df.selected <- df %>%   
 dplyr::select(Brand.Code,   
 Carb.Volume,  
 Fill.Ounces,  
 PC.Volume,  
 Carb.Temp,  
 PSC,   
 PSC.Fill,   
 PSC.CO2,  
 PH,  
 Mnf.Flow,   
 Carb.Pressure1,   
 Fill.Pressure,   
 Hyd.Pressure2,   
 Hyd.Pressure3,   
 Filler.Level,  
 Temperature,   
 Usage.cont,  
 Carb.Flow,  
 Density,  
 Balling,  
 Pressure.Vacuum,   
 Oxygen.Filler,   
 Bowl.Setpoint,   
 Pressure.Setpoint,   
 Alch.Rel,  
 Balling.Lvl)  
set.seed(1102)  
index <- createDataPartition(  
 df.selected$PH, p = .7,   
 list = FALSE, times = 1)  
train.selected <- df.selected[index,]  
test.selected <- df.selected[-index,]  
# Create selected variation of train x and y  
trainx.selected <- train.selected %>%  
 dplyr::select(-PH)  
trainy.selected <- train.selected$PH  
testx.selected <- test.selected %>%  
 dplyr::select(-PH)  
testy.selected <- test.selected$PH

# Model Building

Given a clean data set and options of using transformed and down selected data, we can begin to build models for predicting our target variable, ‘PH.’ There are 17 models, so we organize them into three categories: parametric, nonparametric, and specialized. We refrain from explaining why the models are selected until the ‘model selection’ section but include importance values for each predictor used in the models.

For a quick reference, in parametric models the parameters used to generate predictions are fixed. Whereas nonparametric models tend to change parameters with the size of data. To further generalize, if the model has a predetermined outcome between predictor and response, then it is parametric (Ex: linear, multiple regression). All others are nonparametric. Specialized models can be either type but use the down-selected data with a slightly different cleaning process to adapt to their chosen transformations as mentioned previously.

## Parametric Models

We begin with a stepwise regression model that travels forwards and backwards through the parameters to select the best ones. It uses Akaike information criterion (AIC) to evaluate model fit. This model was used to generate the previously selected parameters in our ‘Select and Split’ section.

model.pm <- lm(PH~.,train)  
pm <- stepAIC(model.pm,   
 trace = F,   
 direction = "both")  
p <- summary(pm)$call  
pm <- lm(p[2], df)  
pmPred <- predict(model.pm, newdata = test)  
pm\_test <- data.frame(  
 postResample(pred = pmPred, obs = test$PH))   
summary(pm)

##   
## Call:  
## lm(formula = p[2], data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.52505 -0.07555 0.00974 0.08777 0.75646   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.047e+01 8.180e-01 12.795 < 2e-16 \*\*\*  
## Brand.CodeA -3.429e-03 2.445e-02 -0.140 0.88847   
## Brand.CodeB 7.337e-02 1.356e-02 5.412 6.80e-08 \*\*\*  
## Brand.CodeC -7.203e-02 1.477e-02 -4.877 1.14e-06 \*\*\*  
## Brand.CodeD 5.176e-02 2.770e-02 1.869 0.06176 .   
## Carb.Volume -6.370e-02 4.546e-02 -1.401 0.16123   
## Fill.Ounces -7.976e-02 3.178e-02 -2.510 0.01213 \*   
## Carb.Temp 1.023e-03 6.715e-04 1.523 0.12785   
## PSC -1.418e-01 5.428e-02 -2.612 0.00906 \*\*   
## Mnf.Flow -7.100e-04 4.519e-05 -15.711 < 2e-16 \*\*\*  
## Carb.Pressure1 6.678e-03 6.832e-04 9.774 < 2e-16 \*\*\*  
## Fill.Pressure 2.691e-03 1.178e-03 2.284 0.02246 \*   
## Hyd.Pressure2 -8.118e-04 4.676e-04 -1.736 0.08265 .   
## Hyd.Pressure3 2.853e-03 5.667e-04 5.035 5.11e-07 \*\*\*  
## Hyd.Pressure4 -1.881e-04 2.831e-04 -0.664 0.50643   
## Filler.Level -8.855e-04 4.979e-04 -1.778 0.07547 .   
## Temperature -1.421e-02 2.229e-03 -6.372 2.20e-10 \*\*\*  
## Usage.cont -6.488e-03 1.114e-03 -5.825 6.42e-09 \*\*\*  
## Carb.Flow 9.474e-06 3.295e-06 2.875 0.00407 \*\*   
## Density -1.251e-01 2.768e-02 -4.518 6.52e-06 \*\*\*  
## Balling -6.365e-02 2.180e-02 -2.920 0.00353 \*\*   
## Pressure.Vacuum -1.760e-02 6.979e-03 -2.522 0.01174 \*   
## Oxygen.Filler -2.835e-01 6.738e-02 -4.207 2.68e-05 \*\*\*  
## Bowl.Setpoint 2.957e-03 5.174e-04 5.715 1.23e-08 \*\*\*  
## Pressure.Setpoint -8.948e-03 1.912e-03 -4.680 3.02e-06 \*\*\*  
## Alch.Rel 6.630e-02 2.066e-02 3.209 0.00135 \*\*   
## Balling.Lvl 1.022e-01 2.054e-02 4.979 6.83e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1327 on 2544 degrees of freedom  
## Multiple R-squared: 0.4134, Adjusted R-squared: 0.4074   
## F-statistic: 68.95 on 26 and 2544 DF, p-value: < 2.2e-16

caret::varImp(model.pm) %>%   
 dplyr::arrange(desc(Overall))

## Overall  
## Mnf.Flow 12.90552066  
## Carb.Pressure1 8.46144560  
## Temperature 5.91895482  
## Usage.cont 5.28392577  
## Brand.CodeB 5.06446945  
## Bowl.Setpoint 4.63529384  
## Balling.Lvl 4.58220778  
## Oxygen.Filler 4.27226520  
## Hyd.Pressure3 4.15673945  
## Pressure.Setpoint 4.11096992  
## Balling 2.96562686  
## Density 2.75035127  
## Pressure.Vacuum 2.63457991  
## Brand.CodeC 2.55784872  
## Alch.Rel 2.41598768  
## Fill.Pressure 2.41161929  
## Carb.Flow 2.29517315  
## Fill.Ounces 1.92700494  
## Carb.Temp 1.63740336  
## PSC 1.57143255  
## Hyd.Pressure4 1.53898269  
## Hyd.Pressure2 1.52357509  
## Carb.Volume 1.49035900  
## Filler.Level 1.47081618  
## Brand.CodeD 1.32956678  
## PSC.Fill 1.24950798  
## Filler.Speed 0.98706190  
## Air.Pressurer 0.90918827  
## Carb.Pressure 0.90346164  
## PSC.CO2 0.86633297  
## PC.Volume 0.55040489  
## MFR 0.40486454  
## Carb.Rel 0.35254386  
## Hyd.Pressure1 0.09522975  
## Brand.CodeA 0.05736799

With the stepwise regression complete, we try another method colloquially known as the ’kitchen sink’ or KS model. This will throw everything but the kitchen sink into the model as parameters and return significance values to us in the form of p-values. Performing this model helps to evaluate the selection of the previous model.

model.ks <- lm(PH~., train)  
ksPred <- predict(model.ks, newdata = test)  
ks\_test <- data.frame(  
 postResample(pred = ksPred, obs = test$PH))   
summary(model.ks)

##   
## Call:  
## lm(formula = PH ~ ., data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.52964 -0.07675 0.00804 0.08685 0.77027   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.071e+01 1.117e+00 9.585 < 2e-16 \*\*\*  
## Brand.CodeA -1.705e-03 2.972e-02 -0.057 0.95426   
## Brand.CodeB 8.759e-02 1.730e-02 5.064 4.52e-07 \*\*\*  
## Brand.CodeC -4.790e-02 1.872e-02 -2.558 0.01062 \*   
## Brand.CodeD 4.526e-02 3.404e-02 1.330 0.18383   
## Carb.Volume -9.996e-02 6.707e-02 -1.490 0.13631   
## Fill.Ounces -7.456e-02 3.869e-02 -1.927 0.05414 .   
## PC.Volume -3.482e-02 6.325e-02 -0.550 0.58211   
## Carb.Pressure -2.222e-03 2.459e-03 -0.903 0.36640   
## Carb.Temp 3.247e-03 1.983e-03 1.637 0.10172   
## PSC -1.097e-01 6.978e-02 -1.571 0.11626   
## PSC.Fill -3.461e-02 2.770e-02 -1.250 0.21165   
## PSC.CO2 -6.503e-02 7.506e-02 -0.866 0.38643   
## Mnf.Flow -7.201e-04 5.580e-05 -12.906 < 2e-16 \*\*\*  
## Carb.Pressure1 7.063e-03 8.347e-04 8.461 < 2e-16 \*\*\*  
## Fill.Pressure 3.490e-03 1.447e-03 2.412 0.01598 \*   
## Hyd.Pressure1 4.179e-05 4.388e-04 0.095 0.92414   
## Hyd.Pressure2 -9.955e-04 6.534e-04 -1.524 0.12779   
## Hyd.Pressure3 2.938e-03 7.069e-04 4.157 3.38e-05 \*\*\*  
## Hyd.Pressure4 -5.453e-04 3.543e-04 -1.539 0.12399   
## Filler.Level -8.596e-04 5.844e-04 -1.471 0.14152   
## Filler.Speed -6.050e-06 6.129e-06 -0.987 0.32375   
## Temperature -1.598e-02 2.700e-03 -5.919 3.88e-09 \*\*\*  
## Usage.cont -7.221e-03 1.367e-03 -5.284 1.42e-07 \*\*\*  
## Carb.Flow 9.879e-06 4.304e-06 2.295 0.02184 \*   
## Density -9.350e-02 3.400e-02 -2.750 0.00601 \*\*   
## MFR 2.131e-05 5.264e-05 0.405 0.68563   
## Balling -8.026e-02 2.706e-02 -2.966 0.00306 \*\*   
## Pressure.Vacuum -2.293e-02 8.703e-03 -2.635 0.00850 \*\*   
## Oxygen.Filler -3.533e-01 8.271e-02 -4.272 2.04e-05 \*\*\*  
## Bowl.Setpoint 2.861e-03 6.173e-04 4.635 3.83e-06 \*\*\*  
## Pressure.Setpoint -9.619e-03 2.340e-03 -4.111 4.12e-05 \*\*\*  
## Air.Pressurer -2.563e-03 2.819e-03 -0.909 0.36337   
## Alch.Rel 6.718e-02 2.781e-02 2.416 0.01579 \*   
## Carb.Rel 1.964e-02 5.571e-02 0.353 0.72447   
## Balling.Lvl 1.169e-01 2.551e-02 4.582 4.92e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1332 on 1765 degrees of freedom  
## Multiple R-squared: 0.4119, Adjusted R-squared: 0.4002   
## F-statistic: 35.32 on 35 and 1765 DF, p-value: < 2.2e-16

caret::varImp(model.ks) %>%   
 dplyr::arrange(desc(Overall))

## Overall  
## Mnf.Flow 12.90552066  
## Carb.Pressure1 8.46144560  
## Temperature 5.91895482  
## Usage.cont 5.28392577  
## Brand.CodeB 5.06446945  
## Bowl.Setpoint 4.63529384  
## Balling.Lvl 4.58220778  
## Oxygen.Filler 4.27226520  
## Hyd.Pressure3 4.15673945  
## Pressure.Setpoint 4.11096992  
## Balling 2.96562686  
## Density 2.75035127  
## Pressure.Vacuum 2.63457991  
## Brand.CodeC 2.55784872  
## Alch.Rel 2.41598768  
## Fill.Pressure 2.41161929  
## Carb.Flow 2.29517315  
## Fill.Ounces 1.92700494  
## Carb.Temp 1.63740336  
## PSC 1.57143255  
## Hyd.Pressure4 1.53898269  
## Hyd.Pressure2 1.52357509  
## Carb.Volume 1.49035900  
## Filler.Level 1.47081618  
## Brand.CodeD 1.32956678  
## PSC.Fill 1.24950798  
## Filler.Speed 0.98706190  
## Air.Pressurer 0.90918827  
## Carb.Pressure 0.90346164  
## PSC.CO2 0.86633297  
## PC.Volume 0.55040489  
## MFR 0.40486454  
## Carb.Rel 0.35254386  
## Hyd.Pressure1 0.09522975  
## Brand.CodeA 0.05736799

We begin with a stepwise regression model that travels forwards and backwards through the parameters to select the best ones. It uses Akaike information criterion (AIC) to evaluate model fit. This model was used to generate the previously selected parameters in our ‘Select and Split’ section.

trctrl<- trainControl(method="repeatedcv",   
 number=3,   
 repeats=2)  
model.rr <- caret::train(PH~., data=train,  
 method="ridge",  
 trControl=trctrl)  
rrPred <- predict(model.rr, newdata = test)  
rr\_test <-data.frame(  
 postResample(pred = rrPred,   
 obs = test$PH))   
model.rr

## Ridge Regression   
##   
## 1801 samples  
## 32 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1200, 1201, 1201, 1200, 1200, 1202, ...   
## Resampling results across tuning parameters:  
##   
## lambda RMSE Rsquared MAE   
## 0e+00 0.1359779 0.3786719 0.1048789  
## 1e-04 0.1359618 0.3787656 0.1048805  
## 1e-01 0.1364600 0.3722408 0.1068864  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was lambda = 1e-04.

caret::varImp(model.rr)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 32)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.70  
## Balling 65.91  
## Mnf.Flow 62.57  
## Filler.Speed 61.87  
## Hyd.Pressure3 53.20  
## Bowl.Setpoint 52.97  
## Hyd.Pressure2 52.40  
## Hyd.Pressure1 51.54  
## Fill.Pressure 50.10  
## Usage.cont 44.60  
## Pressure.Setpoint 44.60  
## Carb.Pressure1 43.33  
## Balling.Lvl 33.79  
## Carb.Rel 33.55  
## Density 31.96  
## Brand.Code 30.22  
## Carb.Flow 27.01  
## Temperature 25.59  
## PSC 25.49

With the stepwise regression complete, we try another method colloquially known as the ’kitchen sink’ or KS model. This will throw everything but the kitchen sink into the model as parameters and return significance values to us in the form of p-values. Performing this model helps to evaluate the selection of the previous model.

model.glmb <- train(x = trainx,   
 y = trainy,   
 method = "glmboost",   
 preProcess = c("center", "scale"),  
 tuneLength = 10)  
glmbPred <- predict(model.glmb, newdata = test)  
glmb\_test <- data.frame(  
 postResample(pred = glmbPred, obs = test$PH))   
model.glmb

## Boosted Generalized Linear Model   
##   
## 1801 samples  
## 32 predictor  
##   
## Pre-processing: centered (31), scaled (31), ignore (1)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 1801, 1801, 1801, 1801, 1801, 1801, ...   
## Resampling results across tuning parameters:  
##   
## mstop RMSE Rsquared MAE   
## 50 0.1438774 0.3222270 0.1137794  
## 100 0.1404775 0.3453766 0.1110714  
## 150 0.1390293 0.3556490 0.1097430  
## 200 0.1381310 0.3621603 0.1088404  
## 250 0.1375588 0.3662475 0.1082176  
## 300 0.1371918 0.3688031 0.1077793  
## 350 0.1369452 0.3705247 0.1074655  
## 400 0.1367734 0.3717465 0.1072303  
## 450 0.1366391 0.3727334 0.1070371  
## 500 0.1365224 0.3736747 0.1068703  
##   
## Tuning parameter 'prune' was held constant at a value of no  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were mstop = 500 and prune = no.

caret::varImp(model.glmb)

## glmboost variable importance  
##   
## only 20 most important variables shown (out of 36)  
##   
## Overall  
## Brand.CodeC 100.000  
## Mnf.Flow 74.113  
## Brand.CodeB 36.937  
## Bowl.Setpoint 28.245  
## Brand.CodeD 27.377  
## Carb.Pressure1 27.198  
## Brand.CodeA 26.197  
## Hyd.Pressure3 23.468  
## Usage.cont 21.754  
## Temperature 20.672  
## Pressure.Setpoint 12.951  
## Alch.Rel 11.730  
## Oxygen.Filler 8.287  
## Fill.Ounces 6.770  
## Fill.Pressure 5.947  
## PSC 5.661  
## Carb.Temp 4.879  
## Carb.Volume 4.867  
## Density 4.691  
## Balling.Lvl 4.433

A ridge regression is performed next. While this model was not expected to be the best model, it set up a framework to understand how well the standard error of the predictors influences our response. Since ridge regression acts to limit standard error, we would expect that if the model turned out to be one of the best, there would be significant standard error in our predictors. From this model we also refine the level of importance we could assign to each predictor.

model.pls <- train(x = trainx,   
 y = trainy,   
 method = "pls",   
 preProcess = c("center", "scale"),  
 tuneLength = 10)  
plsPred <- predict(model.pls, newdata = test)  
pls\_test <- data.frame(  
 postResample(pred = plsPred, obs = test$PH))   
model.pls

## Partial Least Squares   
##   
## 1801 samples  
## 32 predictor  
##   
## Pre-processing: centered (31), scaled (31), ignore (1)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 1801, 1801, 1801, 1801, 1801, 1801, ...   
## Resampling results across tuning parameters:  
##   
## ncomp RMSE Rsquared MAE   
## 1 0.1543979 0.2075986 0.1226774  
## 2 0.1457227 0.2935975 0.1146515  
## 3 0.1429901 0.3202799 0.1127463  
## 4 0.1413624 0.3359289 0.1107825  
## 5 0.1387176 0.3606534 0.1077492  
## 6 0.1376388 0.3708057 0.1073084  
## 7 0.1369509 0.3770225 0.1063951  
## 8 0.1368718 0.3778315 0.1063153  
## 9 0.1368008 0.3785119 0.1060149  
## 10 0.1368091 0.3785562 0.1058738  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was ncomp = 9.

caret::varImp(model.pls)

## pls variable importance  
##   
## only 20 most important variables shown (out of 35)  
##   
## Overall  
## Mnf.Flow 100.00  
## Temperature 64.89  
## Usage.cont 63.02  
## Bowl.Setpoint 54.69  
## Hyd.Pressure3 49.75  
## Brand.CodeB 48.03  
## Filler.Level 44.25  
## Pressure.Setpoint 43.27  
## Hyd.Pressure2 41.58  
## Brand.CodeC 39.63  
## Carb.Pressure1 39.41  
## Fill.Pressure 38.53  
## Pressure.Vacuum 30.48  
## PSC 28.42  
## Carb.Flow 28.27  
## Hyd.Pressure4 27.91  
## Fill.Ounces 27.54  
## Oxygen.Filler 27.35  
## Density 21.56  
## Balling.Lvl 21.46

From previous plots, we can infer that the data is not linear and thus linear models are likely moot. The next model is called generalized linear modeling (GLM) and we give a boost (GLMB). In it, we accept that fact but attempt to form a link between predictors and response. This is fulfilled by a link function that reviews many potential distributions to assess which has the best fit. The boost is present to support the model in its search for the best link. Results provide another perspective on our predictor relationships so that hopefully, we can pick the best ones.

## Nonparametric Models

For the final distinctly parametric model on nonspecialized data, we have a partial least squares (PLS) regression. With this, the dimensions of the model are reduced to focus the model on the least harmful set of predictors. This subset of predictors could be used to enhance other models as well. We give close attention to level of importance of each predictor in these models as they will inform the models we think will perform best.

marsGrid <- expand.grid(.degree=1:2,   
 .nprune=2:10)  
model.mar <- train(x = trainx,   
 y = trainy,   
 method = "earth",  
 preProcess = c("center", "scale"),  
 tuneGrid = marsGrid)  
marPred <- predict(model.mar, newdata = test)  
mar\_test <- data.frame(  
 postResample(pred = marPred, obs = test$PH))   
model.mar

## Multivariate Adaptive Regression Spline   
##   
## 1801 samples  
## 32 predictor  
##   
## Pre-processing: centered (31), scaled (31), ignore (1)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 1801, 1801, 1801, 1801, 1801, 1801, ...   
## Resampling results across tuning parameters:  
##   
## degree nprune RMSE Rsquared MAE   
## 1 2 0.1532229 0.2187284 0.1199211  
## 1 3 0.1466596 0.2840057 0.1147312  
## 1 4 0.1447724 0.3022666 0.1126522  
## 1 5 0.1434345 0.3149132 0.1115407  
## 1 6 0.1420530 0.3282894 0.1101166  
## 1 7 0.1402804 0.3452835 0.1085698  
## 1 8 0.1389846 0.3573650 0.1071394  
## 1 9 0.1380323 0.3661995 0.1061904  
## 1 10 0.1366826 0.3785272 0.1050132  
## 2 2 0.1533283 0.2174148 0.1198591  
## 2 3 0.1475293 0.2753429 0.1152093  
## 2 4 0.1460076 0.2910286 0.1132334  
## 2 5 0.1451231 0.3014407 0.1121105  
## 2 6 0.1443553 0.3108761 0.1106718  
## 2 7 0.1431601 0.3244186 0.1089932  
## 2 8 0.1426790 0.3309937 0.1080873  
## 2 9 0.1407302 0.3482979 0.1067805  
## 2 10 0.1403491 0.3529197 0.1057961  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were nprune = 10 and degree = 1.

caret::varImp(model.mar)

## earth variable importance  
##   
## Overall  
## Mnf.Flow 100.000  
## Brand.CodeC 61.415  
## Pressure.Vacuum 38.055  
## Usage.cont 37.324  
## Temperature 37.324  
## Balling 22.914  
## Alch.Rel 17.472  
## Carb.Pressure1 8.656  
## Bowl.Setpoint 0.000

A multivariate adaptive regression spline (MARS) models nonlinearity among predictors and their outcome. This is partly why it was selected for our first parametric model. It also works well at discovering patterns in interactions better than linear regression models by using hinge functions. It is best to think of these as drawing a straight line through points with slight kinks when the data changes direction. These kinks can make a MARS model highly accurate in prediction. We center and scale the data prior to processing.

ctl <- trainControl(method='repeatedcv',   
 number=10,   
 repeats=3)  
mtry <- sqrt(ncol(train))  
tunegrid <- expand.grid(.mtry=mtry)  
model.rf <- train(PH~.,   
 data=train,   
 method='rf',  
 tuneGrid=tunegrid,   
 preProcess = c("center", "scale"),  
 trControl=ctl)  
rfPred <- predict(model.rf, newdata = test)  
rf\_test <- data.frame(  
 postResample(pred = rfPred, obs = test$PH))   
model.rf

## Random Forest   
##   
## 1801 samples  
## 32 predictor  
##   
## Pre-processing: centered (35), scaled (35)   
## Resampling: Cross-Validated (10 fold, repeated 3 times)   
## Summary of sample sizes: 1622, 1621, 1619, 1621, 1621, 1619, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.1050206 0.6552789 0.07749893  
##   
## Tuning parameter 'mtry' was held constant at a value of 5.744563

caret::varImp(model.rf)

## rf variable importance  
##   
## only 20 most important variables shown (out of 35)  
##   
## Overall  
## Mnf.Flow 100.00  
## Usage.cont 60.32  
## Filler.Level 44.23  
## Bowl.Setpoint 34.54  
## Temperature 34.40  
## Oxygen.Filler 34.03  
## Carb.Rel 32.22  
## Brand.CodeC 30.01  
## Balling.Lvl 29.66  
## Pressure.Vacuum 28.53  
## Balling 25.97  
## Alch.Rel 24.45  
## Carb.Pressure1 24.37  
## Carb.Flow 22.54  
## Filler.Speed 22.44  
## Air.Pressurer 21.14  
## Density 21.13  
## Fill.Pressure 20.48  
## Hyd.Pressure3 20.02  
## Carb.Volume 16.92

Another common nonparametric model generally good at prediction is the random forest (RF) model. This kind of model is built on decision trees that can merge limbs to form more accurate predictions than simple regression. It also adds some degree of randomness while growing its trees to improve performance. Here, again the data is centered and scaled since many of the predictors were not close to the same magnitude and some were far from one another’s average in their distributions.

# Neural net may take several minutes to run  
nnet\_grid <- expand.grid(.decay =   
 c(0, 0.01, .1),   
 .size = c(1:10),   
 .bag = FALSE)  
nnet\_maxnwts <- 5 \* ncol(train) + 5 + 1  
model.nnet <- train(  
 PH ~ ., data = train, method = "avNNet",  
 center = TRUE,  
 scale = TRUE,  
 tuneGrid = nnet\_grid,  
 trControl = trainControl(method = "cv"),  
 linout = TRUE,  
 trace = FALSE,  
 MaxNWts = nnet\_maxnwts,  
 maxit = 500  
)  
nnetPred <- predict(model.nnet, newdata = test)  
nnet\_test <- data.frame(  
 postResample(pred = nnetPred, obs = test$PH))   
model.nnet

## Model Averaged Neural Network   
##   
## 1801 samples  
## 32 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1622, 1621, 1621, 1622, 1621, 1621, ...   
## Resampling results across tuning parameters:  
##   
## decay size RMSE Rsquared MAE   
## 0.00 1 0.1717531 0.01138139 0.13782752  
## 0.00 2 0.1710501 0.04241839 0.13715615  
## 0.00 3 0.1702651 0.05393671 0.13642940  
## 0.00 4 0.1710365 0.02714215 0.13729792  
## 0.00 5 NaN NaN NaN  
## 0.00 6 NaN NaN NaN  
## 0.00 7 NaN NaN NaN  
## 0.00 8 NaN NaN NaN  
## 0.00 9 NaN NaN NaN  
## 0.00 10 NaN NaN NaN  
## 0.01 1 0.1425242 0.39555388 0.11204711  
## 0.01 2 0.1381662 0.36730544 0.10415747  
## 0.01 3 0.1401005 0.38522521 0.10231663  
## 0.01 4 0.1342702 0.40157581 0.09957351  
## 0.01 5 NaN NaN NaN  
## 0.01 6 NaN NaN NaN  
## 0.01 7 NaN NaN NaN  
## 0.01 8 NaN NaN NaN  
## 0.01 9 NaN NaN NaN  
## 0.01 10 NaN NaN NaN  
## 0.10 1 0.1388339 0.37985203 0.10869935  
## 0.10 2 0.1331443 0.40524911 0.10211626  
## 0.10 3 0.1302313 0.42826566 0.09872251  
## 0.10 4 0.1311139 0.42790598 0.09774633  
## 0.10 5 NaN NaN NaN  
## 0.10 6 NaN NaN NaN  
## 0.10 7 NaN NaN NaN  
## 0.10 8 NaN NaN NaN  
## 0.10 9 NaN NaN NaN  
## 0.10 10 NaN NaN NaN  
##   
## Tuning parameter 'bag' was held constant at a value of FALSE  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were size = 3, decay = 0.1 and bag = FALSE.

caret::varImp(model.nnet)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 32)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.70  
## Balling 65.91  
## Mnf.Flow 62.57  
## Filler.Speed 61.87  
## Hyd.Pressure3 53.20  
## Bowl.Setpoint 52.97  
## Hyd.Pressure2 52.40  
## Hyd.Pressure1 51.54  
## Fill.Pressure 50.10  
## Usage.cont 44.60  
## Pressure.Setpoint 44.60  
## Carb.Pressure1 43.33  
## Balling.Lvl 33.79  
## Carb.Rel 33.55  
## Density 31.96  
## Brand.Code 30.22  
## Carb.Flow 27.01  
## Temperature 25.59  
## PSC 25.49

Inspired by the human brain, neural networks (NNET) have become popular for discovering patterns in data. It works by training or adjusting an input with a weighted value based on the performance of previous inputs. When the output is correct, additional weight is given to that input. For this reason, neural networks a principally limited by the number of neurons available for inputs and the time required to train them. Many problems benefit from the use of NNETs because the algorithm can produce highly accurate results as long as the data going into in is capable.

model.cf <- train(PH~.,   
 data=train,   
 method="cforest",   
 trControl=trctrl,  
 preProcess = c("center", "scale"),  
 tuneLength =2)  
cfPred <- predict(model.cf, newdata = test)  
cf\_test <- data.frame(postResample(pred = cfPred, obs = test$PH))   
model.cf

## Conditional Inference Random Forest   
##   
## 1801 samples  
## 32 predictor  
##   
## Pre-processing: centered (35), scaled (35)   
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1200, 1201, 1201, 1201, 1201, 1200, ...   
## Resampling results across tuning parameters:  
##   
## mtry RMSE Rsquared MAE   
## 2 0.1383423 0.4268640 0.10883377  
## 35 0.1104986 0.5930356 0.08160401  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was mtry = 35.

caret::varImp(model.cf)

## cforest variable importance  
##   
## only 20 most important variables shown (out of 35)  
##   
## Overall  
## Mnf.Flow 100.000  
## Brand.CodeC 20.473  
## Brand.CodeD 18.028  
## Air.Pressurer 11.641  
## Usage.cont 10.664  
## Pressure.Vacuum 9.037  
## Bowl.Setpoint 8.089  
## Brand.CodeB 7.602  
## Oxygen.Filler 7.546  
## Carb.Rel 4.138  
## Hyd.Pressure3 3.916  
## Temperature 3.265  
## Carb.Pressure1 3.260  
## Alch.Rel 3.222  
## Carb.Flow 3.090  
## Balling.Lvl 2.153  
## Carb.Volume 2.133  
## Density 1.968  
## Filler.Level 1.794  
## Fill.Pressure 1.621

Conditional forests (CF) are popular as well since they can generally handle smaller amounts of data with little significance better than other nonparametric and tree-based methods. Because of the ability of this model to conditionally build trees with data inputs complex interactions and predictors that share highly, potentially overly correlated relationships are not an issue for the model. We center and scale here again in hopes of improving accuracy. Through this model we expect to have the best performance overall.

Support Vector

svm\_grid <- expand.grid(C = c(1,1000))  
model.svm <- train(PH~., data = train,   
 method = 'svmRadialCost',   
 trControl = trctrl,   
 tuneGrid = svm\_grid)  
svmPred <- predict(model.svm, newdata = test)  
svm\_test <- data.frame(  
 postResample(pred = svmPred, obs = test$PH))   
model.svm

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 1801 samples  
## 32 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1201, 1201, 1200, 1200, 1201, 1201, ...   
## Resampling results across tuning parameters:  
##   
## C RMSE Rsquared MAE   
## 1 0.1248444 0.4759631 0.09273919  
## 1000 0.1515189 0.3805857 0.11270597  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was C = 1.

caret::varImp(model.svm)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 32)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.70  
## Balling 65.91  
## Mnf.Flow 62.57  
## Filler.Speed 61.87  
## Hyd.Pressure3 53.20  
## Bowl.Setpoint 52.97  
## Hyd.Pressure2 52.40  
## Hyd.Pressure1 51.54  
## Fill.Pressure 50.10  
## Usage.cont 44.60  
## Pressure.Setpoint 44.60  
## Carb.Pressure1 43.33  
## Balling.Lvl 33.79  
## Carb.Rel 33.55  
## Density 31.96  
## Brand.Code 30.22  
## Carb.Flow 27.01  
## Temperature 25.59  
## PSC 25.49

Support vector machines (SVM) are particularly great at working in higher dimensions and detecting outliers. While we are uncertain if any predictor-response relationships exist in higher dimensions, it would be best practice to include the option. This supervised learning method can specify whether dimensionality should be a greater consideration since we already know outliers are no longer an issue.

model.knn <- preProcess(train, "knnImpute")  
model.knn <- train(  
 PH ~ ., data = train,   
 method = "knn",  
 center = TRUE,  
 scale = TRUE,  
 trControl = trainControl("cv", number = 10),  
 tuneLength = 25  
)  
knnPred <- predict(model.knn, newdata = test)  
knn\_test <- data.frame(  
 postResample(pred = knnPred, obs = test$PH))   
model.knn

## k-Nearest Neighbors   
##   
## 1801 samples  
## 32 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1621, 1619, 1622, 1622, 1619, 1621, ...   
## Resampling results across tuning parameters:  
##   
## k RMSE Rsquared MAE   
## 5 0.1365543 0.3847445 0.1007528  
## 7 0.1370810 0.3742582 0.1031809  
## 9 0.1374473 0.3687643 0.1050557  
## 11 0.1372849 0.3667824 0.1054488  
## 13 0.1385088 0.3543693 0.1068265  
## 15 0.1390987 0.3477235 0.1077093  
## 17 0.1405252 0.3345124 0.1090354  
## 19 0.1413955 0.3255549 0.1096964  
## 21 0.1420692 0.3186610 0.1103664  
## 23 0.1424281 0.3148531 0.1107553  
## 25 0.1432065 0.3075185 0.1115795  
## 27 0.1437513 0.3024491 0.1121990  
## 29 0.1442905 0.2973534 0.1130440  
## 31 0.1451483 0.2887273 0.1138900  
## 33 0.1455937 0.2843154 0.1142210  
## 35 0.1463210 0.2771883 0.1148668  
## 37 0.1467295 0.2733518 0.1154371  
## 39 0.1471055 0.2697105 0.1158210  
## 41 0.1475226 0.2656709 0.1163044  
## 43 0.1480806 0.2601238 0.1168119  
## 45 0.1485197 0.2560251 0.1172089  
## 47 0.1490975 0.2503300 0.1177612  
## 49 0.1495323 0.2462947 0.1180793  
## 51 0.1499724 0.2417183 0.1184579  
## 53 0.1503598 0.2376845 0.1187488  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was k = 5.

caret::varImp(model.knn)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 32)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.70  
## Balling 65.91  
## Mnf.Flow 62.57  
## Filler.Speed 61.87  
## Hyd.Pressure3 53.20  
## Bowl.Setpoint 52.97  
## Hyd.Pressure2 52.40  
## Hyd.Pressure1 51.54  
## Fill.Pressure 50.10  
## Usage.cont 44.60  
## Pressure.Setpoint 44.60  
## Carb.Pressure1 43.33  
## Balling.Lvl 33.79  
## Carb.Rel 33.55  
## Density 31.96  
## Brand.Code 30.22  
## Carb.Flow 27.01  
## Temperature 25.59  
## PSC 25.49

For our last nonparametric model, we consider a k-nearest neighbor (KNN). It is one of the simplest algorithms and its main purpose is to classify clusters of sample points into groups for prediction. It is likely not the best model to use in our randomly scattered ‘PH’ measurements but there is a chance we are interpreting this data wrong. Having this may prove useful in widening the net of potential models capable of making the best predictions.

## Specialists

This next set of models builds on the most important predictors and models of the previous parametric and nonparametric models. They are repeated model types executed with new, specialized data to each model. Our main takeaway is the down-selection of the data by stepwise regression from the first model. The remaining models added information to confirm our assumptions about predictor importance and provide estimates of which models would perform best. We begin with another KS model.

model.ks.sel <- lm(PH~., train.selected)  
ksPred.sel <- predict(model.ks.sel, newdata = test.selected)  
ks\_sel\_test <- data.frame(  
 postResample(pred = ksPred.sel, obs = test.selected$PH))   
summary(model.ks.sel)

##   
## Call:  
## lm(formula = PH ~ ., data = train.selected)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.52630 -0.07659 0.00976 0.08744 0.77580   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.061e+01 9.740e-01 10.898 < 2e-16 \*\*\*  
## Brand.CodeA -9.272e-03 2.899e-02 -0.320 0.74915   
## Brand.CodeB 8.428e-02 1.710e-02 4.928 9.07e-07 \*\*\*  
## Brand.CodeC -5.254e-02 1.850e-02 -2.840 0.00456 \*\*   
## Brand.CodeD 4.577e-02 3.393e-02 1.349 0.17747   
## Carb.Volume -1.291e-01 5.362e-02 -2.408 0.01615 \*   
## Fill.Ounces -7.582e-02 3.823e-02 -1.983 0.04753 \*   
## PC.Volume -3.165e-02 6.126e-02 -0.517 0.60543   
## Carb.Temp 1.611e-03 8.208e-04 1.962 0.04988 \*   
## PSC -1.160e-01 6.954e-02 -1.668 0.09551 .   
## PSC.Fill -3.246e-02 2.764e-02 -1.174 0.24039   
## PSC.CO2 -6.483e-02 7.499e-02 -0.865 0.38740   
## Mnf.Flow -7.216e-04 5.511e-05 -13.095 < 2e-16 \*\*\*  
## Carb.Pressure1 7.085e-03 8.201e-04 8.638 < 2e-16 \*\*\*  
## Fill.Pressure 3.447e-03 1.396e-03 2.468 0.01366 \*   
## Hyd.Pressure2 -7.845e-04 5.716e-04 -1.372 0.17011   
## Hyd.Pressure3 2.774e-03 6.937e-04 3.998 6.64e-05 \*\*\*  
## Filler.Level -9.603e-04 5.794e-04 -1.657 0.09761 .   
## Temperature -1.565e-02 2.630e-03 -5.950 3.23e-09 \*\*\*  
## Usage.cont -7.288e-03 1.353e-03 -5.388 8.06e-08 \*\*\*  
## Carb.Flow 9.548e-06 3.846e-06 2.483 0.01313 \*   
## Density -9.481e-02 3.368e-02 -2.815 0.00493 \*\*   
## Balling -7.698e-02 2.543e-02 -3.027 0.00251 \*\*   
## Pressure.Vacuum -2.256e-02 8.124e-03 -2.777 0.00554 \*\*   
## Oxygen.Filler -3.483e-01 8.205e-02 -4.245 2.30e-05 \*\*\*  
## Bowl.Setpoint 3.014e-03 6.083e-04 4.955 7.91e-07 \*\*\*  
## Pressure.Setpoint -9.621e-03 2.300e-03 -4.184 3.01e-05 \*\*\*  
## Alch.Rel 6.868e-02 2.732e-02 2.513 0.01204 \*   
## Balling.Lvl 1.178e-01 2.417e-02 4.877 1.18e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1331 on 1772 degrees of freedom  
## Multiple R-squared: 0.4103, Adjusted R-squared: 0.401   
## F-statistic: 44.03 on 28 and 1772 DF, p-value: < 2.2e-16

caret::varImp(model.ks.sel)

## Overall  
## Brand.CodeA 0.3198163  
## Brand.CodeB 4.9282884  
## Brand.CodeC 2.8402459  
## Brand.CodeD 1.3491159  
## Carb.Volume 2.4078595  
## Fill.Ounces 1.9828942  
## PC.Volume 0.5166947  
## Carb.Temp 1.9623127  
## PSC 1.6678931  
## PSC.Fill 1.1744066  
## PSC.CO2 0.8645558  
## Mnf.Flow 13.0949735  
## Carb.Pressure1 8.6384521  
## Fill.Pressure 2.4684597  
## Hyd.Pressure2 1.3724224  
## Hyd.Pressure3 3.9983452  
## Filler.Level 1.6574302  
## Temperature 5.9495447  
## Usage.cont 5.3883338  
## Carb.Flow 2.4828455  
## Density 2.8151855  
## Balling 3.0270473  
## Pressure.Vacuum 2.7773353  
## Oxygen.Filler 4.2446403  
## Bowl.Setpoint 4.9553497  
## Pressure.Setpoint 4.1835099  
## Alch.Rel 2.5134355  
## Balling.Lvl 4.8765171

It came as no surprise that similar results occurred akin to that of the original kitchen sink model in the parametric section. However, this model appears to perform slightly better, having a higher Rsquared value in its summary. We consider the ridge regression once more as well.

trctrl <- trainControl(method="repeatedcv",   
 number=3,   
 repeats=2)  
model.rr.sel<- caret::train(PH~.,   
 data=train.selected,  
 method="ridge",  
 trControl=trctrl)  
rrPred.sel <- predict(model.rr.sel, newdata = test.selected)  
rr\_sel\_test <-data.frame(  
 postResample(pred = rrPred.sel,   
 obs = test.selected$PH))   
model.rr.sel

## Ridge Regression   
##   
## 1801 samples  
## 25 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1200, 1201, 1201, 1202, 1199, 1201, ...   
## Resampling results across tuning parameters:  
##   
## lambda RMSE Rsquared MAE   
## 0e+00 0.1349880 0.3844382 0.1042221  
## 1e-04 0.1349832 0.3844708 0.1042246  
## 1e-01 0.1359174 0.3756516 0.1061663  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was lambda = 1e-04.

caret::varImp(model.rr.sel)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 25)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.21  
## Balling 65.10  
## Mnf.Flow 61.68  
## Hyd.Pressure3 52.08  
## Bowl.Setpoint 51.85  
## Hyd.Pressure2 51.27  
## Fill.Pressure 48.91  
## Usage.cont 43.29  
## Pressure.Setpoint 43.28  
## Carb.Pressure1 41.98  
## Balling.Lvl 32.21  
## Density 30.34  
## Brand.Code 28.55  
## Carb.Flow 25.27  
## Temperature 23.82  
## PSC 23.72  
## Pressure.Vacuum 23.36  
## Alch.Rel 23.32  
## Carb.Volume 22.10

Here again, we have made an improvement in the Rsquared term from our previous ridge regression model. This is good news since it likely means a higher RMSE as well. We continue modeling with another partial least squares’ regression.

model.pls.sel <- train(x = trainx.selected,   
 y = trainy.selected,   
 method = "pls",   
 preProcess =   
 c("center", "scale"),  
 tuneLength = 10)  
plsPred.sel <- predict(model.pls.sel, newdata = test.selected)  
pls\_sel\_test <- data.frame(  
 postResample(pred = plsPred.sel, obs = test.selected$PH))   
model.pls.sel

## Partial Least Squares   
##   
## 1801 samples  
## 25 predictor  
##   
## Pre-processing: centered (24), scaled (24), ignore (1)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 1801, 1801, 1801, 1801, 1801, 1801, ...   
## Resampling results across tuning parameters:  
##   
## ncomp RMSE Rsquared MAE   
## 1 0.1531197 0.2109954 0.1215692  
## 2 0.1444699 0.2970746 0.1133239  
## 3 0.1416260 0.3245609 0.1105196  
## 4 0.1388956 0.3503317 0.1082919  
## 5 0.1366153 0.3715969 0.1062550  
## 6 0.1359202 0.3779680 0.1057347  
## 7 0.1355031 0.3818086 0.1052153  
## 8 0.1352068 0.3844582 0.1048873  
## 9 0.1350818 0.3855997 0.1045372  
## 10 0.1351862 0.3848038 0.1046012  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was ncomp = 9.

caret::varImp(model.pls.sel)

## pls variable importance  
##   
## only 20 most important variables shown (out of 28)  
##   
## Overall  
## Mnf.Flow 100.00  
## Temperature 73.65  
## Usage.cont 61.95  
## Hyd.Pressure3 52.93  
## Bowl.Setpoint 51.91  
## Brand.CodeB 47.66  
## Carb.Pressure1 46.76  
## Hyd.Pressure2 44.93  
## Brand.CodeC 42.38  
## Pressure.Setpoint 41.82  
## Fill.Pressure 39.94  
## Filler.Level 37.69  
## Alch.Rel 31.27  
## Pressure.Vacuum 30.62  
## PSC 29.91  
## Carb.Flow 29.31  
## Fill.Ounces 28.51  
## Oxygen.Filler 27.01  
## Brand.CodeD 15.79  
## PSC.Fill 13.40

In this model we improve yet again from the original, but worse than the ridge regression and ks models based on Rsquared values. Ideally, we want capture as much variation as possible in the predictions and it is clear through these three models so far that the selected data improve general model performance.

ctl <- trainControl(method='repeatedcv',   
 number=10,   
 repeats=3)  
mtry <- sqrt(ncol(train.selected))  
tunegrid <- expand.grid(.mtry=mtry)  
model.rf.sel <- train(PH~.,   
 data=train.selected,   
 method='rf',  
 tuneGrid=tunegrid,   
 preProcess = c("center", "scale"),  
 trControl=ctl)  
rfPred.sel <- predict(model.rf.sel, newdata = test.selected)  
rf\_sel\_test <- data.frame(  
 postResample(pred = rfPred.sel, obs = test.selected$PH))   
model.rf.sel

## Random Forest   
##   
## 1801 samples  
## 25 predictor  
##   
## Pre-processing: centered (28), scaled (28)   
## Resampling: Cross-Validated (10 fold, repeated 3 times)   
## Summary of sample sizes: 1621, 1621, 1620, 1621, 1621, 1622, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.1074159 0.6335104 0.0798771  
##   
## Tuning parameter 'mtry' was held constant at a value of 5.09902

caret::varImp(model.rf.sel)

## rf variable importance  
##   
## only 20 most important variables shown (out of 28)  
##   
## Overall  
## Mnf.Flow 100.00  
## Usage.cont 67.47  
## Filler.Level 57.55  
## Oxygen.Filler 45.93  
## Temperature 44.21  
## Bowl.Setpoint 42.83  
## Balling.Lvl 38.28  
## Pressure.Vacuum 37.02  
## Carb.Pressure1 32.89  
## Balling 32.67  
## Brand.CodeC 32.21  
## Carb.Flow 32.11  
## Alch.Rel 32.11  
## Density 27.35  
## Fill.Pressure 27.08  
## Hyd.Pressure3 25.68  
## Carb.Volume 24.64  
## PC.Volume 22.88  
## Hyd.Pressure2 22.11  
## Fill.Ounces 19.33

The random forest model appeared to have done best of all models at capturing variations in predictors with the ‘PH’ response. For testing purposes, we recreated this data set with the selected data although we expect the overall Rsquared for this model to be slightly lower since it is a subset of the original data, and the random forest model is not sensitive to more data but is sensitive to less input.

model.cf.sel <- train(PH~.,   
 data=train.selected,   
 method="cforest",   
 trControl=trctrl,  
 preProcess = c("center", "scale"),  
 tuneLength =2)  
cfPred.sel <- predict(model.cf.sel, newdata = test.selected)  
cf\_sel\_test <- data.frame(postResample(pred = cfPred.sel, obs = test.selected$PH))   
model.cf.sel

## Conditional Inference Random Forest   
##   
## 1801 samples  
## 25 predictor  
##   
## Pre-processing: centered (28), scaled (28)   
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1201, 1199, 1202, 1200, 1200, 1202, ...   
## Resampling results across tuning parameters:  
##   
## mtry RMSE Rsquared MAE   
## 2 0.1367577 0.4295738 0.10772846  
## 28 0.1128230 0.5726778 0.08473082  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was mtry = 28.

caret::varImp(model.cf.sel)

## cforest variable importance  
##   
## only 20 most important variables shown (out of 28)  
##   
## Overall  
## Mnf.Flow 100.000  
## Brand.CodeC 21.612  
## Brand.CodeD 18.837  
## Usage.cont 16.280  
## Pressure.Vacuum 12.246  
## Bowl.Setpoint 9.882  
## Oxygen.Filler 9.046  
## Brand.CodeB 8.326  
## Temperature 5.193  
## Hyd.Pressure3 4.870  
## Carb.Flow 3.842  
## Alch.Rel 3.795  
## Carb.Pressure1 3.553  
## Balling.Lvl 2.841  
## Hyd.Pressure2 2.750  
## Fill.Pressure 2.707  
## Density 2.652  
## Carb.Volume 2.531  
## Filler.Level 2.327  
## Pressure.Setpoint 2.143

A close second, the conditional forest model has an Rsquared just under the traditional random forest model. Unfortunately, both the conditional and random forest models perform worse with the down selected data. This was to be expected but still worth the effort to test it since they are quite close to one another. We finish off with a support vector model which again, did not perform as well as the original. This seems to be the case for all nonparametric models.

svm\_grid <- expand.grid(C = c(1,1000))  
model.svm.sel <- train(PH~., data = train.selected,   
 method = 'svmRadialCost',   
 trControl = trctrl,   
 tuneGrid = svm\_grid)  
svmPred.sel <- predict(model.svm.sel, newdata = test.selected)  
svm\_sel\_test <- data.frame(  
 postResample(pred = svmPred.sel, obs = test.selected$PH))   
model.svm.sel

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 1801 samples  
## 25 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1201, 1201, 1200, 1202, 1199, 1201, ...   
## Resampling results across tuning parameters:  
##   
## C RMSE Rsquared MAE   
## 1 0.1258353 0.4687413 0.09362054  
## 1000 0.1708021 0.3035524 0.12625596  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was C = 1.

caret::varImp(model.svm.sel)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 25)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.21  
## Balling 65.10  
## Mnf.Flow 61.68  
## Hyd.Pressure3 52.08  
## Bowl.Setpoint 51.85  
## Hyd.Pressure2 51.27  
## Fill.Pressure 48.91  
## Usage.cont 43.29  
## Pressure.Setpoint 43.28  
## Carb.Pressure1 41.98  
## Balling.Lvl 32.21  
## Density 30.34  
## Brand.Code 28.55  
## Carb.Flow 25.27  
## Temperature 23.82  
## PSC 23.72  
## Pressure.Vacuum 23.36  
## Alch.Rel 23.32  
## Carb.Volume 22.10

# Model Selection

Before selecting the best model, we decide on which summary statistics will produce the most accurate results in a real-world setting. We also review the importance of several predictors, make predictions on our test set, and visualize the results.

## Evaluation Criteria

We focus on three main metrics to evaluate the models. They are the root mean squared error (RMSE), the coefficient of determination (R squared), and mean absolute error (MAE) in each model. Of these, MAE is the most important to us in evaluation. This is because it finds the absolute difference in forecast values from actual values. For our simulated training and testing data, this should prove most useful in identifying the most accurate model. However, if other metrics (RMSE and R squared) are particularly strong or weak, then slightly lower MAE may mean less overall. We consider these metrics holistically to get the full picture.

## Selection and Prediction

Predictions are made with the test set that contains 30% of the original data. The function postResample() from the caret package was used during model creation and evaluation to assess each model when building them. This led us to assume that the random forest would perform best. This plot of the tree-error response curve demonstrates why.

rf.MAE <- round(model.rf$results$MAE, 6)  
plot(model.rf$finalModel, main="Tree Error Response Curve", col = "darkgreen")   
text(xy.coords(250, 0.02),   
 labels = paste("MAE =",rf.MAE))
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As the number of trees increase the errors made by the model decreased on an exponential scale. Although we are aware there are variations in the dark green error curve, they are hardly visible because of how small the changes are. It took less than 50 trees to produce an error response below 0.012 and it steadily moved closer to zero with additional trees.

decisiontree <- train(x = trainx,  
 y = trainy,  
 method = "rpart",  
 tuneLength = 7,  
 control = rpart.control(maxdepth=2))  
rpart.plot(decisiontree$finalModel)

![](data:image/png;base64,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)

After making our judgement on the random forest model we then intentionally recreated new models on down selected data to in six separate attempts improve model MAE. Our intent was to beat it. However, the original nonparametric random forest model remained the primary source of prediction due to it having the lowest MAE and second RMSE and Rsquared. It was used to generate our predictions.

# Conclusion

After cleaning approximately 2,571 observations in each of the 33 variables of this food and beverage manufacturing company, 17 models were generated to find that the best model was the nonparametric random forest. It has the lowest MAE which we favorited as the best predictor since it quantifies error of the model by directly measuring the absolute difference between expected and actual observations. It also had the second highest RMSE and Rsquared values of all models.

## Model Results

The results of all 17 models are summarized by RMSE, Rsquared, and MAE in the follow table. Model names are abbreviated for quick referencing and any model with an “ \* ” next to it is a specialized form of that model.

model.results <- data.frame(t(pm\_test)) %>%   
 mutate("Model" = "PM") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Stepwise Model Results  
model.results.pm <- data.frame(t(pm\_test)) %>%   
 mutate("Model" = "STEP") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Kitchen Sink Model Results  
model.results.ks <- data.frame(t(ks\_test)) %>%   
 mutate("Model" = "KS") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Ridge Regression Model Results  
model.results.rr <- data.frame(t(rr\_test)) %>%   
 mutate("Model" = "RR") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Boosted Generalized Linear Model Results  
model.results.glmb <- data.frame(t(glmb\_test)) %>%  
 mutate("Model" = "GLMB") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Partial Least Squares Model Results  
model.results.pls <- data.frame(t(pls\_test)) %>%   
 mutate("Model" = "PLS") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Multivariate Adaptive Splines Model Results  
model.results.mar <- data.frame(t(mar\_test)) %>%   
 mutate("Model" = "MAR") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Random Forest Model Results  
model.results.rf <- data.frame(t(rf\_test)) %>%   
 mutate("Model" = "RF") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Neural Net Model Results  
model.results.nnet <- data.frame(t(nnet\_test)) %>%  
 mutate("Model" = "NNET") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Conditional Forest Model Results  
model.results.cf <- data.frame(t(cf\_test)) %>%   
 mutate("Model" = "CF") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Support Vector Machine Model Results  
model.results.svm <- data.frame(t(svm\_test)) %>%   
 mutate("Model" = "SVM") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# K-Nearest Neighbor Model Results  
model.results.knn <- data.frame(t(knn\_test)) %>%   
 mutate("Model" = "KNN") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Kitchen Sink Model Results  
model.results.ks.sel <- data.frame(  
 t(ks\_sel\_test)) %>%  
 mutate("Model" = "KS\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Ridge Regression Model Results  
model.results.rr.sel <- data.frame(  
 t(rr\_sel\_test)) %>%   
 mutate("Model" = "RR\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Ridge Regression Model Results  
model.results.pls.sel <- data.frame(  
 t(pls\_sel\_test)) %>%   
 mutate("Model" = "PLS\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Random Forest Model Results  
model.results.rf.sel <- data.frame(  
 t(rf\_sel\_test)) %>%   
 mutate("Model" = "RF\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Conditional Forest Model Results  
model.results.cf.sel <- data.frame(  
 t(cf\_sel\_test)) %>%   
 mutate("Model" = "CF\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Support Vector Model Results  
model.results.svm.sel <- data.frame(  
 t(svm\_sel\_test)) %>%   
 mutate("Model" = "SVM\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Combined Tabulated Model Results  
model.results <- rbind(  
 model.results.pm,   
 model.results.ks,   
 model.results.rr,   
 model.results.glmb,  
 model.results.pls,   
 model.results.mar,  
 model.results.rf,   
 model.results.nnet,  
 model.results.cf,   
 model.results.svm,  
 model.results.knn,  
 model.results.ks.sel,  
 model.results.rr.sel,   
 model.results.pls.sel,   
 model.results.rf.sel,  
 model.results.cf.sel,   
 model.results.svm.sel  
)  
model.results <- model.results %>%   
 dplyr::mutate(across(where(is.numeric),   
 round, 3)) %>%   
 dplyr::arrange(MAE) %>%   
 dplyr::mutate(Rank = row\_number()) %>%   
 dplyr::select(Rank, Model, RMSE, Rsquared, MAE)  
flextable(model.results) %>%   
 theme\_vanilla() %>%   
 set\_table\_properties(layout = "autofit")

| **Rank** | **Model** | **RMSE** | **Rsquared** | **MAE** |
| --- | --- | --- | --- | --- |
| 1 | RF | 0.101 | 0.697 | 0.075 |
| 2 | CF | 0.100 | 0.675 | 0.075 |
| 3 | RF\* | 0.103 | 0.679 | 0.077 |
| 4 | CF\* | 0.103 | 0.657 | 0.078 |
| 5 | SVM | 0.116 | 0.558 | 0.084 |
| 6 | SVM\* | 0.117 | 0.545 | 0.086 |
| 7 | NNET | 0.147 | 0.335 | 0.099 |
| 8 | KNN | 0.136 | 0.393 | 0.100 |
| 9 | MAR | 0.130 | 0.438 | 0.101 |
| 10 | STEP | 0.133 | 0.415 | 0.103 |
| 11 | KS | 0.133 | 0.415 | 0.103 |
| 12 | RR | 0.133 | 0.415 | 0.103 |
| 13 | KS\* | 0.132 | 0.418 | 0.103 |
| 14 | RR\* | 0.132 | 0.418 | 0.103 |
| 15 | PLS\* | 0.132 | 0.417 | 0.103 |
| 16 | GLMB | 0.133 | 0.412 | 0.104 |
| 17 | PLS | 0.133 | 0.412 | 0.104 |

## Discussion

When reviewing the most important predictors to each model but especially the winning random forest model, there is a discrepancy. For example, a table has been compiled with the first 9 predictors from the most important stepwise AIC regression selection. They are ordered.

# Calculate Importance by Predictor  
# Rearrange in descending order  
model.imps <- data.frame()  
pm.imps <- caret::varImp(model.pm) %>%   
 dplyr::arrange(desc(Overall))  
ks.imps <- caret::varImp(model.ks) %>%   
 dplyr::arrange(desc(Overall))  
rr.imps <- caret::varImp(model.rr)   
glmb.imps <- caret::varImp(model.glmb)   
pls.imps <- caret::varImp(model.pls)  
mar.imps <- caret::varImp(model.mar)  
rf.imps <- caret::varImp(model.rf)   
nnet.imps <- caret::varImp(model.nnet)   
cf.imps <- caret::varImp(model.cf)   
svm.imps <- caret::varImp(model.svm)  
knn.imps <- caret::varImp(model.knn)  
ks.sel.imps <- caret::varImp(model.ks.sel) %>%   
 dplyr::arrange(desc(Overall))  
rr.sel.imps <- caret::varImp(model.rr.sel)   
pls.sel.imps <- caret::varImp(model.pls.sel)  
rf.sel.imps <- caret::varImp(model.rf.sel)  
cf.sel.imps <- caret::varImp(model.cf.sel)  
svm.sel.imps <- caret::varImp(model.svm.sel)  
# Combine and Display Importance by Model  
model.imps <- pm.imps  
model.imps <- model.imps %>%  
 data.frame() %>%   
 tibble::rownames\_to\_column("Predictor") %>%  
 dplyr::rename(STEP = Overall) %>%   
 dplyr::arrange(desc(STEP)) %>%   
 dplyr::slice\_head(n = 9) %>%   
 cbind(ks.imps[1:9,]) %>%   
 cbind(rr.imps$importance[1:9,]) %>%   
 cbind(glmb.imps$importance[1:9,]) %>%  
 cbind(pls.imps$importance[1:9,]) %>%   
 cbind(mar.imps$importance[1:9,]) %>%   
 cbind(rf.imps$importance[1:9,]) %>%   
 cbind(nnet.imps$importance[1:9,]) %>%   
 cbind(cf.imps$importance[1:9,]) %>%   
 cbind(svm.imps$importance[1:9,]) %>%   
 cbind(knn.imps$importance[1:9,]) %>%   
 cbind(ks.sel.imps[1:9,]) %>%   
 cbind(rr.sel.imps$importance[1:9,]) %>%   
 cbind(pls.sel.imps$importance[1:9,]) %>%   
 cbind(rf.sel.imps$importance[1:9,]) %>%   
 cbind(cf.sel.imps$importance[1:9,]) %>%   
 cbind(svm.sel.imps$importance[1:9,]) %>%  
 dplyr::rename(KS='ks.imps[1:9, ]',  
 RR='rr.imps$importance[1:9, ]',  
 GLMB='glmb.imps$importance[1:9, ]',  
 PLS='pls.imps$importance[1:9, ]',  
 MARS='mar.imps$importance[1:9, ]',  
 RF='rf.imps$importance[1:9, ]',  
 NNET='nnet.imps$importance[1:9, ]',  
 CF='cf.imps$importance[1:9, ]',  
 SVM='svm.imps$importance[1:9, ]',  
 KNN='knn.imps$importance[1:9, ]',  
 'KS\*'='ks.sel.imps[1:9, ]',  
 'RR\*'='rr.sel.imps$importance[1:9, ]',  
 'PLS\*'='pls.sel.imps$importance[1:9, ]',  
 'RF\*'='rf.sel.imps$importance[1:9, ]',  
 'CF\*'='cf.sel.imps$importance[1:9, ]',  
 'SVM\*'='svm.sel.imps$importance[1:9, ]',  
)  
flextable::flextable(model.imps) %>%   
 theme\_vanilla() %>%   
 set\_table\_properties(layout = "autofit")

| **Predictor** | **STEP** | **KS** | **RR** | **GLMB** | **PLS** | **MARS** | **RF** | **NNET** | **CF** | **SVM** | **KNN** | **KS\*** | **RR\*** | **PLS\*** | **RF\*** | **CF\*** | **SVM\*** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Mnf.Flow | 12.905521 | 12.905521 | 30.215924 | 26.196829 | 10.739848 | 100.000000 | 0.000000 | 30.215924 | 1.48717953 | 30.215924 | 30.215924 | 13.094974 | 28.5548257 | 11.478586 | 0.000000 | 1.5770554 | 28.5548257 |
| Carb.Pressure1 | 8.461446 | 8.461446 | 23.912472 | 36.936978 | 48.026903 | 61.415463 | 8.269060 | 23.912472 | 7.61232635 | 23.912472 | 23.912472 | 8.638452 | 22.1013297 | 47.664766 | 9.926528 | 8.2968753 | 22.1013297 |
| Temperature | 5.918955 | 5.918955 | 15.910720 | 100.000000 | 39.625361 | 38.055402 | 30.007180 | 15.910720 | 20.87706950 | 15.910720 | 15.910720 | 5.949545 | 13.9091083 | 42.382832 | 32.213397 | 22.0349855 | 13.9091083 |
| Usage.cont | 5.283926 | 5.283926 | 2.324998 | 27.377351 | 11.769748 | 37.324107 | 3.492107 | 2.324998 | 18.34570554 | 2.324998 | 2.324998 | 5.388334 | 0.0000000 | 15.788191 | 3.757714 | 19.0589877 | 0.0000000 |
| Brand.CodeB | 5.064469 | 5.064469 | 16.656413 | 4.866748 | 13.390892 | 37.324107 | 16.916638 | 16.656413 | 2.27495376 | 16.656413 | 16.656413 | 4.955350 | 14.9892893 | 1.201595 | 24.640449 | 2.3425089 | 14.9892893 |
| Bowl.Setpoint | 4.635294 | 4.635294 | 16.965786 | 6.770186 | 27.542211 | 22.913963 | 13.279216 | 16.965786 | 0.38726487 | 16.965786 | 16.965786 | 4.928288 | 23.7189483 | 28.508944 | 19.327192 | 0.6573852 | 23.7189483 |
| Balling.Lvl | 4.582208 | 4.582208 | 25.492481 | 4.878596 | 8.344082 | 17.471943 | 15.695956 | 25.492481 | 0.72451081 | 25.492481 | 25.492481 | 4.876517 | 5.7285864 | 5.517669 | 22.882223 | 0.8267325 | 5.7285864 |
| Oxygen.Filler | 4.272265 | 4.272265 | 7.920395 | 5.661394 | 8.383881 | 8.656008 | 9.584583 | 7.920395 | 0.09792447 | 7.920395 | 7.920395 | 4.244640 | 0.6117337 | 9.157070 | 14.546633 | 0.0000000 | 0.6117337 |
| Hyd.Pressure3 | 4.156739 | 4.156739 | 2.922509 | 1.605650 | 7.859082 | 0.000000 | 9.118037 | 2.922509 | 0.04845622 | 2.922509 | 2.922509 | 4.183510 | 61.6770967 | 29.914377 | 18.543651 | 0.1036405 | 61.6770967 |

The predictor deemed most important in our stepwise regression ‘Mnf.Flow’ turned out to have no importance in the random forest. In fact, the only variable that showed promise from our selection in the random forest model was ‘Temperature’ with an importance value of 28.6. This may be caused by the formula unique to the model type since MARS, GLMB, and SVM share a similar adaptive regression capability. Future studies should explore this further to exploit the benefits of specific predictor-response relationships if there are any to be found.