## **1. TypeScript工程化开发**

* 前端工程化就是通过流程规范化、标准化提升团队协作效率
* 通过组件化、模块化提升代码质量
* 使用构建工具、自动化工具提升开发效率
* 编译 => 打包(合并) => 压缩 => 代码检查 => 测试 => 持续集成

## **2.初始化项目**

mkdir zhufeng\_typescript\_development

cd zhufeng\_typescript\_development

npm init

package name: (zhufeng\_typescript\_development)version: (1.0.0)description: TypeScript工程化开发

entry point: (index.js)

test command:

git repository: https://gitee.com/zhufengpeixun/zhufeng\_typescript\_development

keywords: typescript,reactauthor: zhangrenyanglicense: (ISC) MIT

### **3. git规范和changelog**

#### **3.1 良好的git commit好处**

* 可以加快code review 的流程
* 可以根据git commit 的元数据生成changelog
* 可以让其它开发者知道修改的原因

#### **3.2 良好的commit**

* [commitizen](https://www.npmjs.com/package/commitizen)是一个格式化commit message的工具
* [validate-commit-msg](https://www.npmjs.com/package/validate-commit-msg) 用于检查项目的 Commit message 是否符合格式

[conventional-changelog-cli](https://www.npmjs.com/package/conventional-changelog-cli)可以从git metadata生成变更日志

统一团队的git commit 标准

* 可以使用angular的git commit日志作为基本规范
  + 提交的类型限制为 feat、fix、docs、style、refactor、perf、test、chore、revert等
  + 提交信息分为两部分，标题(首字母不大写，末尾不要加标点)、主体内容(描述修改内容)
* 日志提交友好的类型选择提示 使用commitize工具
* 不符合要求格式的日志拒绝提交 的保障机制
  + 需要使用validate-commit-msg工具
* 统一changelog文档信息生成
  + 使用conventional-changelog-cli工具

cnpm i commitizen validate-commit-msg conventional-changelog-cli -D

commitizen init cz-conventional-changelog --save --save-exact

git cz

#### **3.3 .gitignore**

.gitignore

node\_modules

.vscode

dist

#### **3.4 提交的格式**

<type>(<scope>):<subject/>

<BLANK LINE>

<body>

<BLANK LINE>

<footer>

* 代表某次提交的类型，比如是修复bug还是增加feature
* 表示作用域，比如一个页面或一个组件
* 主题 ，概述本次提交的内容
* 详细的影响内容
* 修复的bug和issue链接

| **类型** | **含义** |
| --- | --- |
| feat | 新增feature |
| fix | 修复bug |
| docs | 仅仅修改了文档，比如README、CHANGELOG、CONTRIBUTE等 |
| style | 仅仅修改了空格、格式缩进、偏好等信息，不改变代码逻辑 |
| refactor | 代码重构，没有新增功能或修复bug |
| perf | 优化相关，提升了性能和体验 |
| test | 测试用例，包括单元测试和集成测试 |
| chore | 改变构建流程，或者添加了依赖库和工具 |
| revert | 回滚到上一个版本 |
| ci | CI 配置，脚本文件等更新 |

#### **3.4 husky**

* validate-commit-msg可以来检查我们的commit规范
* husky可以把validate-commit-msg作为一个githook来验证提交消息

cnpm i husky validate-commit-msg --save-dev

"husky": {

"hooks": {

"commit-msg": "validate-commit-msg"

}

}

#### **3.5 生成CHANGELOG.md**

* conventional-changelog-cli 默认推荐的 commit 标准是来自angular项目
* 参数-i CHANGELOG.md表示从 CHANGELOG.md 读取 changelog
* 参数 -s 表示读写 CHANGELOG.md 为同一文件
* 参数 -r 表示生成 changelog 所需要使用的 release 版本数量，默认为1，全部则是0

cnpm i conventional-changelog-cli -D

"scripts": {

"changelogs": "conventional-changelog -p angular -i CHANGELOG.md -s -r 0"

}

## **4. 支持Typescript**

* [tsconfig-json](http://www.typescriptlang.org/docs/handbook/tsconfig-json.html)
* [编译选项](http://www.typescriptlang.org/docs/handbook/compiler-options.html)

tsc --init

****基本参数****

| **参数** | **解释** |
| --- | --- |
| target | 用于指定编译之后的版本目标 |
| module | 生成的模块形式：none、commonjs、amd、system、umd、es6、es2015 或 esnext 只有 amd 和 system 能和 outFile 一起使用 target 为 es5 或更低时可用 es6 和 es2015 |
| lib | 编译时引入的 ES 功能库，包括：es5 、es6、es7、dom 等。如果未设置，则默认为： target 为 es5 时: ["dom", "es5", "scripthost"] target 为 es6 时: ["dom", "es6", "dom.iterable", "scripthost"] |
| allowJs | 是否允许编译JS文件，默认是false，即不编译JS文件 |
| checkJs | 是否检查和报告JS文件中的错误，默认是false |
| jsx | 指定jsx代码用于的开发环境 preserve指保留JSX语法,扩展名为.jsx,react-native是指保留jsx语法，扩展名js,react指会编译成ES5语法 [详解](http://www.typescriptlang.org/docs/handbook/jsx.html) |
| declaration | 是否在编译的时候生成相应的.d.ts声明文件 |
| declarationDir | 生成的 .d.ts 文件存放路径,默认与 .ts 文件相同 |
| declarationMap | 是否为声明文件.d.ts生成map文件 |
| sourceMap | 编译时是否生成.map文件 |
| outFile | 是否将输出文件合并为一个文件，值是一个文件路径名，只有设置module的值为amd和system模块时才支持这个配置 |
| outDir | 指定输出文件夹 |
| rootDir | 编译文件的根目录，编译器会在根目录查找入口文件 |
| composite | 是否编译构建引用项目 |
| removeComments | 是否将编译后的文件中的注释删掉 |
| noEmit | 不生成编译文件 |
| importHelpers | 是否引入tslib里的辅助工具函数 |
| downlevelIteration | 当target为ES5或ES3时，为for-of、spread和destructuring中的迭代器提供完全支持 |
| isolatedModules | 指定是否将每个文件作为单独的模块，默认为true |

****严格检查****

| **参数** | **解释** |
| --- | --- |
| strict | 是否启动所有类型检查 |
| noImplicitAny | 不允许默认any类型 |
| strictNullChecks | 当设为true时，null和undefined值不能赋值给非这两种类型的值 |
| strictFunctionTypes | 是否使用函数参数双向协变检查 |
| strictBindCallApply | 是否对bind、call和apply绑定的方法的参数的检测是严格检测的 |
| strictPropertyInitialization | 检查类的非undefined属性是否已经在构造函数里初始化 |
| noImplicitThis | 不允许this表达式的值为any类型的时候 |
| alwaysStrict | 指定始终以严格模式检查每个模块 |

****额外检查****

| **参数** | **解释** |
| --- | --- |
| noUnusedLocals | 检查是否有定义了但是没有使用的变量 |
| noUnusedParameters | 检查是否有在函数体中没有使用的参数 |
| noImplicitReturns | 检查函数是否有返回值 |
| noFallthroughCasesInSwitch | 检查switch中是否有case没有使用break跳出 |

****模块解析检查****

| **参数** | **解释** |
| --- | --- |
| moduleResolution | 选择模块解析策略，有node和classic两种类型,[详细说明](http://www.typescriptlang.org/docs/handbook/module-resolution.html) |
| baseUrl | 解析非相对模块名称的基本目录 |
| paths | 设置模块名到基于baseUrl的路径映射 |
| rootDirs | 可以指定一个路径列表，在构建时编译器会将这个路径列表中的路径中的内容都放到一个文件夹中 |
| typeRoots | 指定声明文件或文件夹的路径列表 |
| types | 用来指定需要包含的模块 |
| allowSyntheticDefaultImports | 允许从没有默认导出的模块中默认导入 |
| esModuleInterop | 为导入内容创建命名空间,实现CommonJS和ES模块之间的互相访问 |
| preserveSymlinks | 不把符号链接解析为其真实路径 |

****sourcemap检查****

| **参数** | **解释** |
| --- | --- |
| sourceRoot | 调试器应该找到TypeScript文件而不是源文件位置 |
| mapRoot | 调试器找到映射文件而非生成文件的位置，指定map文件的根路径 |
| inlineSourceMap | 指定是否将map文件的内容和js文件编译在一个同一个js文件中 |
| inlineSources | 是否进一步将.ts文件的内容也包含到输出文件中 |

****试验选项****

| **参数** | **解释** |
| --- | --- |
| experimentalDecorators | 是否启用实验性的装饰器特性 |
| emitDecoratorMetadata | 是否为装饰器提供元数据支持 |

****试验选项****

| **参数** | **解释** |
| --- | --- |
| files | 配置一个数组列表，里面包含指定文件的相对或绝对路径，编译器在编译的时候只会编译包含在files中列出的文件 |
| include | include也可以指定要编译的路径列表，但是和files的区别在于，这里的路径可以是文件夹，也可以是文件 |
| exclude | exclude表示要排除的、不编译的文件，他也可以指定一个列表 |
| extends | extends可以通过指定一个其他的tsconfig.json文件路径，来继承这个配置文件里的配置 |
| compileOnSave | 在我们编辑了项目中文件保存的时候，编辑器会根据tsconfig.json的配置重新生成文件 |
| references | 一个对象数组,指定要引用的项目 |

## **5. 支持React**

### **5.1 安装**

cnpm i react react-dom @types/react @types/react-dom react-router-dom @types/react-router-dom -S

cnpm i webpack webpack-cli webpack-dev-server html-webpack-plugin hoist-non-react-statics -D

cnpm i typescript ts-loader source-map-loader -D

cnpm i redux react-redux @types/react-redux redux-thunk redux-logger @types/redux-logger -S

cnpm i connected-react-router -S

| **包名** | **作用** |
| --- | --- |
| react @types/react | react核心库 |
| react-dom @types/react-dom | react操作DOM库 |
| react-router-dom @types/react-router-dom | react路由库 |
| webpack | webpack核心库 |
| webpack-cli | webpack命令行文件 |
| webpack-dev-server | webpack开发服务器 |
| html-webpack-plugin | webpack用于生成html的插件 |
| redux | 全局状态管理库 |
| react-redux @types/react-redux | 连接react和redux的库 |
| redux-thunk | 可以让store派发一个函数的中间件 |
| redux-logger @types/redux-logger | 可以在状态改变前后打印状态的中间件 |
| typescript | JavaScript语言扩展 |
| ts-loader | 可以让Webpack使用TypeScript的标准配置文件tsconfig.json编译TypeScript代码 |
| source-map-loader | 使用任意来自Typescript的sourcemap输出，以此通知webpack何时生成自己的sourcemaps,这让你在调试最终生成的文件时就好像在调试TypeScript源码一样 |

* ts-loader可以让Webpack使用TypeScript的标准配置文件tsconfig.json编译TypeScript代码。
* source-map-loader使用任意来自Typescript的sourcemap输出，以此通知webpack何时生成自己的sourcemaps,这让你在调试最终生成的文件时就好像在调试TypeScript源码一样。

### **5.2 tsconfig.json**

{

"compilerOptions": {

"outDir": "./dist",

"sourceMap": true,

"strict": true,

"noImplicitAny": true,

"strictNullChecks": true,

"module": "commonjs",

"target": "es5",

"jsx": "react",

"baseUrl": ".",

"paths": {

"@/\*": [

"src/\*"

]

}

},

"include": [

"./src/\*\*/\*"

]

}

| **包名** | **作用** |
| --- | --- |
| outDir | 指定输出目录 |
| sourceMap | 把 ts 文件编译成 js 文件的时候，同时生成对应的sourceMap文件 |
| noImplicitAny | 如果为true的话，TypeScript 编译器无法推断出类型时，它仍然会生成 JavaScript 文件，但是它也会报告一个错误 |
| module | 代码规范 |
| target | 转换成es5 |
| jsx | react模式会生成React.createElement，在使用前不需要再进行转换操作了，输出文件的扩展名为.js |
| include | 需要编译的目录 |

### **5.3 webpack.config.js**

webpack.config.js

**const** webpack = require("webpack");**const** HtmlWebpackPlugin = require("html-webpack-plugin");**const** path = require("path");module.exports = {

mode: "development",

devtool:false,

entry: "./src/index.tsx",

output: {

filename: "[name].[hash].js",

path: path.join(\_\_dirname, "dist"),

},

devServer: {

hot: true,

contentBase: path.join(\_\_dirname, "dist"),

historyApiFallback: {

index: "./index.html",

},

},

resolve: {

extensions: [".ts", ".tsx", ".js", ".json"],

alias: {

"@": path.resolve("src"), // 这样配置后 @ 可以指向 src 目录

},

},

module: {

rules: [

{

test: /\.tsx?$/,

loader: "ts-loader"

}

],

},

plugins: [

**new** HtmlWebpackPlugin({

template: "./src/index.html"

}),

**new** webpack.HotModuleReplacementPlugin()

],

};

### **5.3 src\index.tsx**

src\index.tsx

**import** \* **as** React **from** 'react';**import** \* **as** ReactDOM **from** 'react-dom';**let** root = document.getElementById('root');

**let** props = { className: 'title' };**let** element= React.createElement('div', props, 'hello');

ReactDOM.render(element, root);

### **5.4 src\index.html**

src\index.html

<!DOCTYPE html><html lang="en"><head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>typescript</title></head><body>

<div id="root"></div></body></html>

### **5.5 package.json**

{

"scripts": {+ "start": "webpack serve --config webpack.config.js",+ "build": "webpack --config webpack.config.js"

"eslint": "eslint src --ext .ts",

"eslint:fix": "eslint src --ext .ts --fix",

"changelogs": "conventional-changelog -p angular -i CHANGELOG.md -s -r 0",

"test": "mocha --require ts-node/register test/\*\*/\*"

}

}

## **6. 代码规范**

* 规范的代码可以促进团队合作
* 规范的代码可以降低维护成本
* 规范的代码有助于 code review(代码审查)

### **6.1 常见的代码规范文档**

* [airbnb中文版](https://github.com/lin-123/javascript)
* [standard中文版](https://github.com/standard/standard/blob/master/docs/README-zhcn.md)
* [百度前端编码规范](https://github.com/ecomfe/spec)
* [styleguide](https://github.com/fex-team/styleguide/blob/master/css.md)
* [CSS编码规范](https://github.com/ecomfe/spec/blob/master/css-style-guide.md)

### **6.2 代码检查**

* [Eslint](https://eslint.org/) 是一款插件化的 JavaScript 静态代码检查工具，ESLint 通过规则来描述具体的检查行为

#### **6.2.1 模块安装**

cnpm i eslint typescript @typescript-eslint/parser @typescript-eslint/eslint-plugin --save-dev

#### **6.2.2 eslintrc配置文件**

* [英文rules](https://eslint.org/docs/rules/)
* [中文rules](https://cn.eslint.org/docs/rules/)
* 需要添加parserOptions以支持模块化的写法

.eslintrc.js

module.exports = {

"parser":"@typescript-eslint/parser",

"plugins":["@typescript-eslint"],

"rules":{

"no-var":"error",

"no-extra-semi":"error",

"@typescript-eslint/indent":["error",2]

},

"parserOptions": {

"ecmaVersion": 6,

"sourceType": "module",

"ecmaFeatures": {

"modules": true

}

}

}

#### **6.2.3 代码检查**

package.json

"scripts": {

"start": "webpack",

"build": "tsc",+ "lint": "eslint src --ext .tsx",+ "lint:fix": "eslint src --ext .tsx --fix"

}

src/1.ts

**var** name2 = 'zhufeng';;;**if**(true){

**let** a = 10;

}

执行命令

npm run eslint1:1 error Unexpected **var**, use **let** or **const** instead no-**var**1:23 error Unnecessary semicolon no-extra-semi1:24 error Unnecessary semicolon no-extra-semi3:1 error Expected indentation **of** 2 spaces but found 4 @typescript-eslint/indent

#### **6.2.4 配置自动修复**

* 安装vscode的[eslint](https://marketplace.visualstudio.com/items?itemName=dbaeumer.vscode-eslint)插件
* 配置自动修复参数

.vscode\settings.json

{

"eslint.validate": [

"javascript",

"javascriptreact",

"typescript",

"typescriptreact"

],

"editor.codeActionsOnSave": {

"source.fixAll.eslint": true

}

}

## **7.单元测试**

### **7.1 安装配置**

cnpm i jest @types/jest ts-jest -D

npx ts-jest config:init

### **7.2 src\sum.tsx**

src\sum.tsx

**function** **sum**(a: number, b: number) {

**return** a + b;

}module.exports = {

sum

}

### **7.3 tests\sum.spec.tsx**

****tests****\sum.spec.tsx

**let** math = require('../src/sum');

test('1+1=2', () => {

expect(math.sum(1, 1)).toBe(2);

});

test('1+1=2', () => {

expect(math.sum(1, -1)).toBe(0);

});

### **7.4 package.json**

package.json

"scripts": {+ "test": "jest"

},

## **8. 持续集成**

* [Travis CI](https://travis-ci.com/) 提供的是持续集成服务（Continuous Integration，简称 CI）。它绑定 Github 上面的项目，只要有新的代码，就会自动抓取。然后，提供一个运行环境，执行测试，完成构建，还能部署到服务器
* 持续集成指的是只要代码有变更，就自动运行构建和测试，反馈运行结果。确保符合预期以后，再将新代码集成到主干
* 持续集成的好处在于，每次代码的小幅变更，就能看到运行结果，从而不断累积小的变更，而不是在开发周期结束时，一下子合并一大块代码

### **8.1 登录并创建项目**

* [Travis CI](https://travis-ci.com/) 只支持 Github,所以你要拥有GitHub帐号
* 该帐号下面有一个项目,面有可运行的代码,还包含构建或测试脚本
* 你需要激活了一个仓库，Travis 会监听这个仓库的所有变化

### **8.2 .travis.yml**

* Travis 要求项目的根目录下面，必须有一个.travis.yml文件。这是配置文件，指定了 Travis 的行为
* 该文件必须保存在 Github 仓库里面，一旦代码仓库有新的 Commit，Travis 就会去找这个文件，执行里面的命令
* 这个文件采用 YAML 格式。下面是一个最简单的 Node 项目的.travis.yml文件
  + language 字段指定了默认运行环境,[所有的语言在此](https://docs.travis-ci.com/user/languages)

language: node\_jsnode\_js:

- "11"install: npm installscript: npm test

### **8.3 实战**

#### **8.3.1 生成项目并上传github**

npx create-react-app zhufeng-typescript-development

#### **8.3.2 同步仓库**

* 登录[travis-ci.com](https://travis-ci.com/)选择同步仓库

#### **8.3.3 设置仓库环境变量**

| **变量名** | **含义** |
| --- | --- |
| GH\_TOKEN | 用户生成的令牌 |  |
| GH\_REF | 仓库地址 | github.com/zhufengnodejs/zhufeng\_typescript\_development.git |

#### **8.3.4 Github生成访问令牌 (即添加授权)**

* 访问令牌的作用就是授权仓库操作权限
* <https://github.com/settings/tokens>
* Github>Developer settings>Personal access tokens> Generate new token > Generate token> Copy Token

#### **8.3.5 .travis.yml**

language: node\_jsnode\_js:

- '11'install:

- npm installscript:

- hexo gafter\_script:

- cd ./public

- git init

- git config user.name "${USERNAME}"

- git config user.email "${UESREMAIL}"

- git add -A

- git commit -m "Update documents"

- git push --force "https://${GH\_TOKEN}@${GH\_REF}" "master:${GH\_BRANCH}"branches:

only:

- master

## **9.React元素**

![IMG_256](data:image/png;base64,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)

### **9.1 原生组件**

src\index.tsx

**import** \* **as** React **from** 'react';**import** \* **as** ReactDOM **from** 'react-dom';**let** root: HTMLElement | null = document.getElementById('root');

interface Props {

className: string

}**let** props: Props = { className: 'title' };**let** element: React.DetailedReactHTMLElement<Props, HTMLDivElement> = (

React.createElement<Props, HTMLDivElement>('div', props, 'hello')

)

ReactDOM.render(element, root);

src\typings.tsx

**export** interface DOMAttributes {

children?: ReactNode;

}**export** interface HTMLAttributes extends DOMAttributes {

className?: string;

}

**export** interface ReactElement<P = any,T extends string> {

type: T;

props: P;

}**export** interface DOMElement extends ReactElement{}**export** interface ReactHTML { div: HTMLDivElement }**export** interface DetailedReactHTMLElement extends DOMElement{

type: keyof ReactHTML;

}

**export** type ReactText = string | number;**export** type ReactChild = ReactElement | ReactText;**export** type ReactNode = ReactChild | boolean | null | undefined;

**export** declare **function** **createElement**<**P** **extends** {}>(

type: string,

props?: P,

...children: ReactNode[]): ReactElement;

### **9.2 函数组件**

src\index.tsx

**import** \* **as** React **from** 'react';**import** \* **as** ReactDOM **from** 'react-dom';**let** root: HTMLElement | null = document.getElementById('root');

interface Props {

className: string

}**let** props: Props = { className: 'title' };**function** **Welcome**(props: Props):**React**.**DetailedReactHTMLElement**<**Props**, **HTMLDivElement**> {

**return** React.createElement<Props, HTMLDivElement>('div', props, 'hello');

}**let** element: React.FunctionComponentElement<Props> = (

React.createElement<Props>(Welcome, props)

)

ReactDOM.render(element, root);

src\typings.tsx

export interface DOMAttributes {

children?: ReactNode;

}

export interface HTMLAttributes extends DOMAttributes {

className?: string;

}+export type JSXElementConstructor<P> = ((props: P) => ReactElement | null)+export interface ReactElement<P = any, T extends string | JSXElementConstructor<any> = string> {

type: T;

props: P;

}

export interface DOMElement extends ReactElement{}

export interface ReactHTML { div: HTMLDivElement }

export interface DetailedReactHTMLElement extends DOMElement{

type: keyof ReactHTML;

}

export type ReactText = string | number;

export type ReactChild = ReactElement | ReactText;

export type ReactNode = ReactChild | boolean | null | undefined;

+type PropsWithChildren<P> = P & { children?: ReactNode };+interface FunctionComponent<P = {}> {+ (props: PropsWithChildren<P>): ReactElement | null;+}+interface FunctionComponentElement<P> extends ReactElement<P, FunctionComponent<P>> {}+export declare function createElement<P extends {}>(+ type: FunctionComponent<P>,+ props?: P,+ ...children: ReactNode[]): FunctionComponentElement<P>;

export declare function createElement<P extends {}>(

type: string,

props?: P,

...children: ReactNode[]): ReactElement;

### **9.3 类组件**

src\index.tsx

**import** \* **as** React **from** 'react';**import** \* **as** ReactDOM **from** 'react-dom';**let** root: HTMLElement | null = document.getElementById('root');

interface Props {

className: string

}

interface State {

count:number

}**class** **Welcome** **extends** **React**.**Component**<**Props**, **State**> {

state = { count: 0 }

render():React.DetailedReactHTMLElement<Props, HTMLDivElement> {

**return** React.createElement<Props, HTMLDivElement>('div', **this**.props, **this**.state.count);

}

}**let** props: Props = { className: 'title' };**let** element = (

React.createElement<Props>(Welcome, props)

)

ReactDOM.render(element, root);

src\typings.tsx

export interface DOMAttributes {

children?: ReactNode;

}

export interface HTMLAttributes extends DOMAttributes {

className?: string;

}

export type JSXElementConstructor<P> =

| ((props: P) => ReactElement | null)+| (new (props: P) => Component<P, any>);

export interface ReactElement<P = any, T extends string | JSXElementConstructor<any> = string> {

type: T;

props: P;

}

export interface DOMElement extends ReactElement{}

export interface ReactHTML { div: HTMLDivElement }

export interface DetailedReactHTMLElement extends DOMElement{

type: keyof ReactHTML;

}

export type ReactText = string | number;

export type ReactChild = ReactElement | ReactText;

export type ReactNode = ReactChild | boolean | null | undefined;

type PropsWithChildren<P> = P & { children?: ReactNode };

interface FunctionComponent<P = {}> {

(props: PropsWithChildren<P>): ReactElement | null;

}

interface FunctionComponentElement<P> extends ReactElement<P, FunctionComponent<P>> {}

+type ComponentState = any;+declare class Component<P, S> {+ setState(state: any): void;+ render(): ReactNode;+}+interface ComponentClass<P = {}, S = ComponentState> {+ new(props: P): Component<P, S>;+}+interface ComponentElement<P> extends ReactElement<P, ComponentClass<P>> {}+export declare function createElement<P extends {}>(+ type: ComponentClass<P>,+ props?: P,+ ...children: ReactNode[]): ComponentElement<P>;

export declare function createElement<P extends {}>(

type: FunctionComponent<P>,

props?: P,

...children: ReactNode[]): FunctionComponentElement<P>;

export declare function createElement<P extends {}>(

type: string,

props?: P,

...children: ReactNode[]): ReactElement;

## **10. 创建组件**

### **10.1 Counter.tsx**

src\components\Counter.tsx

**import** \* **as** React **from** 'react';**export** interface Props {

number: number

}**export** **default** **class** **Counter** **extends** **React**.**Component**<**Props**>{

render() {

**const** { number } = **this**.props;

**return** (

<div>

<p>{number}</p>

</div>

)

}

}

### **10.2 types.tsx**

src\components\Todos\types.tsx

**export** type Todo = {

id:number;

text:string

}

### **10.3 TodoItem.tsx**

src\components\Todos\TodoItem.tsx

**import** \* **as** React **from** "react";**import** { Todo } **from** './types';**const** todoItemStyle: React.CSSProperties = {

color: "red",

backgroundColor: "green",

};

interface Props {

todo: Todo;

}**const** TodoItem: React.FC<Props> = (props: Props) => (

<li style={todoItemStyle}>{props.todo.text}</li>

);

TodoItem.defaultProps;

**export** **default** TodoItem;

### **10.4 TodoInput.tsx**

src\components\Todos\TodoInput.tsx

**import** \* **as** React **from** "react";**import** { Todo } **from** './types';

interface Props {

addTodo:(todo:Todo)=>**void**

}

interface State {

text:string

}**let** id=0;**export** **default** **class** **TodoInput** **extends** **React**.**Component**<**Props**, **State**> {

**constructor**(props: Props) {

**super**(props);

**this**.state = {

text: "",

};

}

public render() {

**const** { text } = **this**.state;

**const** { handleChange, handleSubmit } = **this**;

**return** (

<form onSubmit={handleSubmit}>

<input type="text" value={text} onChange={this.handleChange} />

<button type="submit">添加</button>

</form>

);

}

handleChange = (e: React.ChangeEvent<HTMLInputElement>) => {

**this**.setState({ text: e.target.value });

}

handleSubmit = (e: React.FormEvent<HTMLFormElement>) => {

e.preventDefault();

**let** text = **this**.state.text.trim();

**if** (!text) {

**return**;

}

**this**.props.addTodo({id:id++,text});

**this**.setState({ text: "" });

}

}

### **10.5 Todos\index.tsx**

src\components\Todos\index.tsx

**import** \* **as** React **from** 'react';**import** TodoInput **from** './TodoInput';**import** TodoItem **from** './TodoItem';**import** { Todo} **from** './types';**const** ulStyle: React.CSSProperties = {

width: "100px"

};**export** interface Props {

title:string

}**export** interface State {

todos: Todo[]

}**export** **default** **class** **Todos** **extends** **React**.**Component**<**Props**,**State**>{

state = {todos:**new** Array<Todo>()};

addTodo = (todo:Todo) =>{

**this**.setState({todos:[...this.state.todos,todo]});

}

render() {

**return** (

<div>

<h1>{this.props.title}</h1>

<TodoInput addTodo={this.addTodo}/>

<ul style={ulStyle}>

{

this.state.todos.map(todo=><TodoItem key={todo.id} todo={todo}/>)

}

</ul>

</div>

)

}

}

### **10.6 src\index.tsx**

src\index.tsx

**import** \* **as** React **from** "react";**import** \* **as** ReactDOM **from** "react-dom";**import** Counter **from** "./components/Counter";**import** Todos **from** "./components/Todos";

ReactDOM.render(<><Counter number={100} /><Todos title="待办事项"/></>, document.getElementById("root"));

## **11. 默认属性**

### **11.1 TodoInput.tsx**

src\components\Todos\TodoInput.tsx

import \* as React from "react";

import { Todo } from './types';

+let defaultProps = {+ setting:{+ maxLength: 6,+ placeholder: '请输入待办事项'+ }+}+export type DefaultProps = Partial<typeof defaultProps>;+interface OwnProps {+ addTodo:(todo:Todo)=>void+}+type Props = OwnProps & DefaultProps;

interface State {

text:string

}

let id=0;

export default class TodoInput extends React.Component<Props, State> {+ static defaultProps: Required<DefaultProps> = defaultProps;

constructor(props: Props) {

super(props);

this.state = {

text: ""

};

}

public render() {

const { text } = this.state;+ const { setting } = this.props as (Props & Required<DefaultProps>);

const { handleChange, handleSubmit } = this;

return (

<form onSubmit={handleSubmit}>+ <input type="text" maxLength={setting.maxLength} placeholder={setting.placeholder}

value={text} onChange={handleChange} />

<button type="submit">添加</button>

</form>

);

}

handleChange = (e: React.ChangeEvent<HTMLInputElement>) => {

this.setState({ text: e.target.value });

}

handleSubmit = (e: React.FormEvent<HTMLFormElement>) => {

e.preventDefault();

let text = this.state.text.trim();

if (!text) {

return;

}

this.props.addTodo({id:id++,text});

this.setState({ text: "" });

}

}

## **12. 高阶组件**

### **12.1 安装**

cnpm i hoist-non-react-statics -S

### **12.2 src\utils.tsx**

src\utils.tsx

**import** \* **as** React **from** 'react';**import** hoistNonReactStatics **from** 'hoist-non-react-statics';**export** **const** defaultProps = {

setting: {

maxLength: 6,

placeholder: '请输入待办事项'

}

}

**export** type DefaultProps = Partial<**typeof** defaultProps>;**export** **const** withDefaultInputProps = <Props extends DefaultProps>(OldComponent: React.ComponentType<Props>) => {

type OwnProps = Omit<Props, keyof DefaultProps>;

class NewComponent extends React.Component<OwnProps> {

public render() {

let props = { ...defaultProps, ...this.props} as Props;

return (

<OldComponent {...props} />

);

}

}

return hoistNonReactStatics(NewComponent, OldComponent);

};

### **12.3 TodoInput.tsx**

src\components\Todos\TodoInput.tsx

import \* as React from "react";

import { Todo } from './types';+import {withDefaultInputProps,DefaultProps } from '@/utils';

interface OwnProps {

addTodo:(todo:Todo)=>void

}

type Props = OwnProps & DefaultProps;

interface State {

text:string

}

let id=0;

class TodoInput extends React.Component<Props, State> {

constructor(props: Props) {

super(props);

this.state = {

text: ""

};

}

public render() {

const { text } = this.state;

const { setting } = this.props as (Props & Required<DefaultProps>);

const { handleChange, handleSubmit } = this;

return (

<form onSubmit={handleSubmit}>

<input type="text" maxLength={setting.maxLength} placeholder={setting.placeholder}

value={text} onChange={handleChange} />

<button type="submit">添加</button>

</form>

);

}

handleChange = (e: React.ChangeEvent<HTMLInputElement>) => {

this.setState({ text: e.target.value });

}

handleSubmit = (e: React.FormEvent<HTMLFormElement>) => {

e.preventDefault();

let text = this.state.text.trim();

if (!text) {

return;

}

this.props.addTodo({id:id++,text});

this.setState({ text: "" });

}

}+ export default withDefaultInputProps<Props>(TodoInput);

### **12.4 src\hoistNonReactStatics.tsx**

src\hoistNonReactStatics.tsx

**import** \* **as** React **from** "react";

**function** **hoistNonReactStatics**<**T** **extends** **React**.**ComponentType**<**any**>,**S** **extends** **React**.**ComponentType**<**any**>

>(

TargetComponent: T,

SourceComponent: S): **T** & **S**;**function** **hoistNonReactStatics**<**T** **extends** **React**.**ComponentType**<**any**>, **S** **extends** **React**.**ComponentType**<**any**>>

(targetComponent:T , sourceComponent: S):**T**&**S** {

**let** keys = Object.getOwnPropertyNames(sourceComponent);

**for** (**let** i = 0; i < keys.length; ++i) {

**const** key = keys[i];

**const** descriptor = Object.getOwnPropertyDescriptor(sourceComponent, key);

Object.defineProperty(targetComponent, key, descriptor!);

}

**return** targetComponent **as** T&S;

}

interface Props{}

interface State{}**class** **Old** **extends** **React**.**Component**<**Props**, **State**> {

**static** age1: number = 10;

}

**class** **New** **extends** **React**.**Component**<**Props**, **State**> {

**static** age2: number = 10;

}**let** c = hoistNonReactStatics<**typeof** New, **typeof** Old>(New, Old);

c.age1;

c.age2;

## **13. 集成redux**

### **13.1 models\todos.tsx**

src\models\todos.tsx

**export** type Todo = {

id: number;

text: string

}

### **13.2 models\index.tsx**

src\models\index.tsx

**import** { Todo} **from** './todos';**export** {

Todo

}

### **13.3 action-types.tsx**

src\store\action-types.tsx

**export** **const** ADD = 'ADD';**export** **const** MINUS = 'MINUS';

**export** **const** ADD\_TODO = 'ADD\_TODO';

### **13.4 reducers\counter.tsx**

src\store\reducers\counter.tsx

**import** \* **as** types **from** '../action-types';**import** { Action } **from** '../actions';**export** interface CounterState{

number:number;

}**let** initialState: CounterState = { number: 0 };**export** **default** **function** (state: CounterState = initialState, action: Action): **CounterState** {

**switch** (action.type) {

**case** types.ADD:

**return** { ...state, number: state.number + 1 };

**case** types.MINUS:

**return** { ...state, number: state.number - 1 };

**default**:

**return** state;

}

}

### **13.5 reducers\todos.tsx**

src\store\reducers\todos.tsx

**import** { ADD\_TODO} **from** '../action-types';**import** { Action } **from** '../actions';**import** { Todo} **from** '../../models';**export** interface TodosState {

list: Array<Todo>;

}**let** initialState: TodosState = { list: **new** Array<Todo>()};**export** **default** **function** (state: TodosState = initialState, action: Action): **TodosState** {

**switch** (action.type) {

**case** ADD\_TODO:

**return** { list: [...state.list,action.payload]};

**default**:

**return** state;

}

}

### **13.6 reducers\index.tsx**

src\store\reducers\index.tsx

**import** counter, { CounterState} **from** './counter';**import** todos,{TodosState} **from** './todos';**import** { combineReducers } **from** 'redux';**let** reducers = {

counter,

todos

};

type ReducersType = **typeof** reducers;

type CombinedState = {

[key **in** keyof ReducersType]: ReturnType<ReducersType[key]>

}**export** { CombinedState, CounterState, TodosState}

**let** combinedReducer = combineReducers(reducers);**export** **default** combinedReducer;

### **13.7 actions\counter.tsx**

src\store\actions\counter.tsx

**import** { ADD, MINUS } **from** '../action-types';**export** interface AddAction {

type: **typeof** ADD

}**export** interface MinusAction {

type: **typeof** MINUS

}

**export** **function** **add**(): **AddAction** {

**return** { type: ADD };

}**export** **function** **minus**(): **MinusAction** {

**return** { type: MINUS };

}

### **13.8 actions\todos.tsx**

src\store\actions\todos.tsx

**import** { ADD\_TODO } **from** '../action-types';**import** { Todo} **from** '@/models';**export** interface AddTodoAction {

type: **typeof** ADD\_TODO,

payload:Todo

}

**export** **function** **addTodo**(todo:Todo): **AddTodoAction** {

**return** { type: ADD\_TODO,payload:todo };

}

### **13.9 actions\index.tsx**

src\store\actions\index.tsx

**import** { AddAction,MinusAction} **from** './counter';**import** { AddTodoAction } **from** './todos';**export** type Action = AddAction | MinusAction | AddTodoAction;

### **13.10 components\Counter.tsx**

src\components\Counter.tsx

import \* as React from 'react';+import { connect } from 'react-redux';+import { CombinedState, CounterState } from '../store/reducers';+import \* as actions from '@/store/actions/counter';+type StateProps = ReturnType<typeof mapStateToProps>;+type DispatchProps = typeof actions;+type Props = StateProps & DispatchProps;

class Counter extends React.Component<Props>{

render() {

const { number } = this.props;

return (

<div>

<p>{number}</p>

<button onClick={()=>this.props.add()}>+</button>

</div>

)

}

}

+let mapStateToProps = function (state: CombinedState): CounterState {+ return state.counter;+}

+export default connect(mapStateToProps, actions)(Counter);

### **13.11 TodoItem.tsx**

src\components\Todos\TodoItem.tsx

import \* as React from "react";+import { Todo } from '@/models';

const todoItemStyle: React.CSSProperties = {

color: "red",

backgroundColor: "green",

};

interface Props {

todo: Todo;

}

const TodoItem: React.FC<Props> = (props: Props) => (

<li style={todoItemStyle}>{props.todo.text}</li>

);

TodoItem.defaultProps;

export default TodoItem;

### **13.12 TodoInput.tsx**

src\components\Todos\TodoInput.tsx

import \* as React from "react";+import { Todo } from '@/models';

import { withDefaultInputProps,DefaultProps } from '@/utils';

interface OwnProps {

addTodo:(todo:Todo)=>void

}

type Props = OwnProps & DefaultProps;

interface State {

text:string

}

let id=0;

class TodoInput extends React.Component<Props, State> {

static age:number = 10;

constructor(props: Props) {

super(props);

this.state = {

text: ""

};

}

public render() {

const { text } = this.state;

const { setting } = this.props as Props & Required<DefaultProps>;

const { handleChange, handleSubmit } = this;

return (

<form onSubmit={handleSubmit}>

<input type="text" maxLength={setting.maxLength} placeholder={setting.placeholder}

value={text} onChange={handleChange} />

<button type="submit">添加</button>

</form>

);

}

handleChange = (e: React.ChangeEvent<HTMLInputElement>) => {

this.setState({ text: e.target.value });

}

handleSubmit = (e: React.FormEvent<HTMLFormElement>) => {

e.preventDefault();

let text = this.state.text.trim();

if (!text) {

return;

}

this.props.addTodo({id:id++,text});

this.setState({ text: "" });

}

}

export default withDefaultInputProps<Props>(TodoInput);

### **13.13 Todos\index.tsx**

src\components\Todos\index.tsx

import \* as React from 'react';

import TodoInput from './TodoInput';

import TodoItem from './TodoItem';+import { Todo} from '@/models';+import { CombinedState,TodosState } from '@/store/reducers';+import \* as actions from '@/store/actions/todos';+import {connect} from 'react-redux';+const ulStyle: React.CSSProperties = {+ width: "100px"+};+type StateProps = ReturnType<typeof mapStateToProps>;+type DispatchProps = typeof actions;+type Props = StateProps & DispatchProps;

export interface State {

todos: Todo[]

}

class Todos extends React.Component<Props,State>{

addTodo = (todo:Todo) =>{

this.props.addTodo(todo);

}

render() {

return (

<div>

<TodoInput addTodo={this.addTodo}/>

<ul style={ulStyle}>

{

this.props.list.map(todo=><TodoItem key={todo.id} todo={todo}/>)

}

</ul>

</div>

)

}

}+let mapStateToProps = function (state: CombinedState): TodosState {+ return state.todos;+}+export default connect(mapStateToProps, actions)(Todos);

### **13.14 store\index.tsx**

src\store\index.tsx

**import** { createStore } **from** 'redux'**import** combinedReducer **from** './reducers';**let** store = createStore(combinedReducer);**export** **default** store;

### **13.15 src\index.tsx**

src\index.tsx

import \* as React from "react";

import \* as ReactDOM from "react-dom";

import Counter from "./components/Counter";

import Todos from "./components/Todos";+import { Provider } from 'react-redux';+import store from './store';+ReactDOM.render(+<Provider store={store}>+ <React.Fragment>+ <Counter />+ <hr/>+ <Todos />+ </React.Fragment>+</Provider>, document.getElementById("root"));

## **14. 使用路由**

### **14.1 src\index.tsx**

src\index.tsx

import \* as React from 'react';

import \* as ReactDOM from 'react-dom';

import Counter from './components/Counter';

import Todos from './components/Todos';

import { Provider } from 'react-redux';

import store from './store';+import { BrowserRouter as Router, Route, Link } from 'react-router-dom';

ReactDOM.render((

<Provider store={store}>

<Router >

<React.Fragment>+ <ul>+ <li><Link to="/counter/counterName">counter</Link></li>+ <li><Link to={{ pathname: "/todos", state: { name: 'todoName' } }}>todos</Link></+li>+ </ul>+ <Route path="/counter/:name" component={Counter} />+ <Route path="/todos" component={Todos} />

</React.Fragment>

</Router>

</Provider>

), document.getElementById('root'));

### **14.2 Counter.tsx**

src\components\Counter.tsx

import \* as React from 'react';

import { connect } from 'react-redux';

import { CombinedState, CounterState } from '../store/reducers';+import \* as actions from '@/store/actions/counter';+import { RouteComponentProps } from 'react-router-dom';+import { StaticContext} from 'react-router';+type StateProps = ReturnType<typeof mapStateToProps>;+type DispatchProps = typeof actions;+interface Params { name:string}+interface LocationState { }+type Props = StateProps & DispatchProps & RouteComponentProps<Params, StaticContext,LocationState>;

class Counter extends React.Component<Props>{

render() {+ const { name} = this.props.match.params;

const { number } = this.props;

return (

<div>+ <p>名称:{name}</p>

<p>{number}</p>

<button onClick={()=>this.props.add()}>+</button>

<button onClick={() => this.props.history.push({ pathname: "/todos", state: { todoName: 'todoName' } })}>/todos</button>

</div>

)

}

}

let mapStateToProps = function (state: CombinedState): CounterState {

return state.counter;

}

export default connect(mapStateToProps, actions)(Counter);

### **14.3 Todos\index.tsx**

src\components\Todos\index.tsx

import \* as React from 'react';

import TodoInput from './TodoInput';

import TodoItem from './TodoItem';

import { Todo} from '@/models';+import { CombinedState, CounterState, TodosState } from '@/store/reducers';+import { RouteComponentProps } from 'react-router-dom';+import { StaticContext } from 'react-router';+import \* as actions from '@/store/actions/todos';+import { connect } from 'react-redux';+type StateProps = ReturnType<typeof mapStateToProps>;+type DispatchProps = typeof actions;+const ulStyle: React.CSSProperties = {+ width: "100px"+};+export interface State {+ todos: Todo[]+}+interface Params {}+interface LocationState { name:string }+type Props = StateProps & DispatchProps & RouteComponentProps<Params, StaticContext, LocationState>;

class Todos extends React.Component<Props,State>{

addTodo = (todo:Todo) =>{

this.props.addTodo(todo);

}

render() {

return (

<div>+ <p>名称:{this.props.location.state.name}</p>

<TodoInput addTodo={this.addTodo}/>

<ul style={ulStyle}>

{

this.props.list.map(todo=><TodoItem key={todo.id} todo={todo}/>)

}

</ul>

</div>

)

}

}

let mapStateToProps = function (state: CombinedState): TodosState {

return state.todos;

}

export default connect(mapStateToProps, actions)(Todos);

## **15. connected-react-router**

### **15.1 src\history.tsx**

src\history.tsx

**import** { createBrowserHistory } **from** 'history'**const** history = createBrowserHistory()**export** **default** history;

### **15.2 src\index.tsx**

src\index.tsx

import \* as React from 'react';

import \* as ReactDOM from 'react-dom';

import Counter from './components/Counter';

import Todos from './components/Todos';

import { Provider } from 'react-redux';

import store from './store';

import {Route, Link } from 'react-router-dom';+import history from '@/history';+import {ConnectedRouter} from 'connected-react-router';

ReactDOM.render((

<Provider store={store}>+ <ConnectedRouter history={history} >

<React.Fragment>

<ul>

<li><Link to="/counter/counterName">counter</Link></li>

<li><Link to={{ pathname: "/todos", state: { name: 'todoName' } }}>todos</Link></li>

</ul>

<Route path="/counter/:name" component={Counter} />

<Route path="/todos" component={Todos} />

</React.Fragment>+ </ConnectedRouter>

</Provider>

), document.getElementById('root'));

### **15.3 store\index.tsx**

src\store\index.tsx

import { createStore, applyMiddleware } from 'redux'+import combinedReducer from './reducers';+import { routerMiddleware } from 'connected-react-router';+import history from '@/history';

+let store =applyMiddleware(routerMiddleware(history))(createStore)(combinedReducer);

export default store;

### **15.4 reducers\index.tsx**

src\store\reducers\index.tsx

import counter, { CounterState} from './counter';

import todos,{TodosState} from './todos';

import { combineReducers } from 'redux';+import history from '@/history';+import { connectRouter } from 'connected-react-router'

let reducers = {

counter,

todos,+ router: connectRouter(history)

};

type ReducersType = typeof reducers;

type CombinedState = {

[key in keyof ReducersType]: ReturnType<ReducersType[key]>

}

export { CombinedState, CounterState, TodosState}

let combinedReducer = combineReducers(reducers);

export default combinedReducer;

### **15.5 actions\counter.tsx**

src\store\actions\counter.tsx

import { ADD, MINUS } from '../action-types';+import { push, CallHistoryMethodAction } from 'connected-react-router';+import { LocationDescriptorObject,Path} from 'history';+import { TodosLocationState} from '@/components/Todos';

export interface AddAction {

type: typeof ADD

}

export interface MinusAction {

type: typeof MINUS

}

export function add(): AddAction {

return { type: ADD };

}

export function minus(): MinusAction {

return { type: MINUS };

}+export function go(path: LocationDescriptorObject<TodosLocationState>): CallHistoryMethodAction {+ return push(path);+}

### **15.6 actions\index.tsx**

src\store\actions\index.tsx

import { AddAction,MinusAction} from './counter';

import { AddTodoAction } from './todos';+import { CallHistoryMethodAction } from 'connected-react-router';+export type Action = AddAction | MinusAction | AddTodoAction | CallHistoryMethodAction;

### **15.7 Counter.tsx**

src\components\Counter.tsx

import \* as React from 'react';

import { connect } from 'react-redux';

import { CombinedState, CounterState } from '../store/reducers';

import \* as actions from '@/store/actions/counter';

import { RouteComponentProps } from 'react-router-dom';+import { StaticContext} from 'react-router';+import { LocationDescriptorObject} from 'history';+import { TodosLocationState } from '@/components/Todos';+type StateProps = ReturnType<typeof mapStateToProps>;+type DispatchProps = typeof actions;+interface Params { name:string}+interface CounterLocationState { }+type Props = StateProps & DispatchProps & RouteComponentProps<Params, StaticContext, CounterLocationState>;

class Counter extends React.Component<Props>{

render() {+ const { name} = this.props.match.params;

const { number } = this.props;+ let path: LocationDescriptorObject<TodosLocationState> = { pathname: "/todos", state: { name: 'todoName' } };

return (

<div>+ <p>名称:{name}</p>

<p>{number}</p>

<button onClick={()=>this.props.add()}>+</button>

<button onClick={() => this.props.go(path)}>/todos</button>

</div>

)

}

}

let mapStateToProps = function (state: CombinedState): CounterState {

return state.counter;

}

export default connect(mapStateToProps, actions)(Counter);

### **15.8 Todos\index.tsx**

src\components\Todos\index.tsx

import \* as React from 'react';

import TodoInput from './TodoInput';

import TodoItem from './TodoItem';

import { Todo} from '@/models';

import { CombinedState, CounterState, TodosState } from '@/store/reducers';

import { RouteComponentProps } from 'react-router-dom';

import { StaticContext } from 'react-router';

import \* as actions from '@/store/actions/todos';

import { connect } from 'react-redux';

type StateProps = ReturnType<typeof mapStateToProps>;

type DispatchProps = typeof actions;

const ulStyle: React.CSSProperties = {

width: "100px"

};

export interface State {

todos: Todo[]

}+interface Params {}+export interface TodosLocationState { name: string }+type Props = StateProps & DispatchProps & RouteComponentProps<Params, StaticContext, TodosLocationState>;

class Todos extends React.Component<Props,State>{

addTodo = (todo:Todo) =>{

this.props.addTodo(todo);

}

render() {

return (

<div>+ <p>名称:{this.props.location.state.name}</p>

<TodoInput addTodo={this.addTodo}/>

<ul style={ulStyle}>

{

this.props.list.map(todo=><TodoItem key={todo.id} todo={todo}/>)

}

</ul>

</div>

)

}

}

let mapStateToProps = function (state: CombinedState): TodosState {

return state.todos;

}

export default connect(mapStateToProps, actions)(Todos);

## **16. redux-thunk**

### **16.1 redux-thunk\index.tsx**

src\redux-thunk\index.tsx

**import** {

Middleware,

Dispatch,

MiddlewareAPI,

Action

} **from** "redux";

**export** type ThunkAction<R,S,E, A extends Action> = (

dispatch: ThunkDispatch<S,E, A>,

getState: () => S

) => **void**;**export** interface ThunkDispatch<S,E, A extends Action> {

<T extends A>(action: T): T;

<R>(asyncAction: ThunkAction<R,S, E, A>): R;

}

type ThunkDispatched = ThunkDispatch<{},undefined, Action>;

const thunk: Middleware<

ThunkDispatched,

{},

ThunkDispatched

> = (api: MiddlewareAPI<ThunkDispatched, {}>) => (

next: Dispatch<Action>

) => (action: Function | Action): any => {

if (typeof action === "function") {

return action(api.dispatch, api.getState);

}

return next(action);

};

export default thunk;

### **16.2 store\index.tsx**

src\store\index.tsx

**import** {

createStore,

applyMiddleware,

Action,

Store,

AnyAction,

StoreEnhancer,

StoreEnhancerStoreCreator

} **from** "redux";**import** combinedReducer,{CombinedState} **from** './reducers';**import** { routerMiddleware } **from** 'connected-react-router';**import** history **from** '@/history';//import thunk, { ThunkAction, ThunkDispatch } from 'redux-thunk';**import** thunk, { ThunkAction, ThunkDispatch } **from** '@/redux-thunk';

interface Ext {

dispatch: ThunkDispatch<CombinedState, undefined, AnyAction>

}

interface StateExt{}**let** storeEnhancer: StoreEnhancer = applyMiddleware(routerMiddleware(history),thunk);

**let** storeEnhancerStoreCreator: StoreEnhancerStoreCreator = storeEnhancer(createStore);**let** store: Store<CombinedState & StateExt, AnyAction> & Ext = storeEnhancerStoreCreator(combinedReducer);**let** thunkAction: ThunkAction<**void**,CombinedState, undefined, AnyAction> = (

dispatch: ThunkDispatch<CombinedState, undefined, AnyAction>,

getState: () => CombinedState

): void => { }

store.dispatch(thunkAction);**export** **default** store;

## **参考**

* [commit\_messa](http://www.ruanyifeng.com/blog/2016/01/commit_message_change_log.html)