## **1. 搭建开发环境**

### **1.1 安装依赖包**

$ cnpm i webpack webpack-cli webpack-dev-server -D

### **1.2 package.json**

+ "scripts": {+ "build": "webpack --mode=development",+ "dev": "webpack-dev-server --mode=development --contentBase=./dist"+ },

## **2. 实现虚拟DOM**
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### **2.1 src\index.js**

src\index.js

**import** { h } **from** './vdom';**const** root = document.getElementById('root');**const** oldVnode = h('div', { id: 'container' },

h('span', { style: { color: 'red' } }, 'hello'),

'world'

);console.log(oldVnode);

### **2.2 vdom\index.js**

src\vdom\index.js

**import** h **from** './h';**export** {

h

}

### **2.3 vdom\h.js**

src\vdom\h.js

**import** vnode **from** './vnode';**const** hasOwnProperty = Object.prototype.hasOwnProperty;**const** RESERVED\_PROPS = { key: true };**function** **h**(type, config, ...children) {

**const** props = {};

**let** key = null;

**if** (config) {

**if** (config.key) {

key = config.key;

}

**for** (**let** propName **in** config) {

**if** (hasOwnProperty.call(config, propName) && !RESERVED\_PROPS[propName]) {

props[propName] = config[propName];

}

}

}

**return** vnode(type, key, props, children.map((child, index) => {

**return** **typeof** child == 'number' || **typeof** child == 'string' ? vnode(undefined, undefined, undefined, undefined, child) : child;

}));

}**export** **default** h;

### **2.4 vdom\vnode.js**

src\vdom\vnode.js

**const** VNODE\_TYPE = 'VNODE\_TYPE';**function** **vnode**(type, key, props = {}, children, text, DOMElement) {

**return** {

\_type: VNODE\_TYPE,

type, key, props, children, text, DOMElement

}

}**export** **default** vnode;

## **3.初次渲染**

![IMG_257](data:image/png;base64,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)

### **3.1 src\index.js**

src\index.js

**import** { h, mount } **from** './vdom';**const** root = document.getElementById('root');**const** oldVnode = h('div', { id: 'container' },

h('span', { style: { color: 'red' } }, 'hello'),

'world'

);console.log(oldVnode);

mount(oldVnode, root);

### **3.2 vdom\index.js**

src\vdom\index.js

**import** h **from** './h';**import** { mount } **from** './patch';**export** {

h,

mount

}

### **3.3 vdom\vnode.js**

src\vdom\vnode.js

const VNODE\_TYPE = 'VNODE\_TYPE';

//创建虚拟DOM节点

function vnode(type, key, props = {}, children, text, DOMElement) {

return {

\_type: VNODE\_TYPE,

type, key, props, children, text, DOMElement

}

}+//是否是一个虚拟DOM节点+export function isVnode(vnode) {+ return vnode && vnode.\_type === VNODE\_TYPE;+}+//是否是相同的节点 类型相同并且key相同 key可能为null+export function isSameVnode(oldVnode, newVnode) {+ return oldVnode.key === newVnode.key && oldVnode.type === newVnode.type;+}

export default vnode;

### **3.4 vdom\patch.js**

src\vdom\patch.js

**import** vnode, { isVnode, isSameVnode } **from** './vnode';//把虚拟DOM节点封装成一个真实DOM节点**function** **createDOMElementFromVnode**(vnode) {

**let** children = vnode.children;

**let** type = vnode.type;

**let** props = vnode.props;

**if** (type) {

**let** domElement = vnode.domElement = document.createElement(type);

updateProperties(vnode);

**if** (Array.isArray(children)) {

children.forEach(childVnode => domElement.appendChild(createDOMElementFromVnode(childVnode)));

}

} **else** {

vnode.domElement = document.createTextNode(vnode.text);

}

**return** vnode.domElement;

}

**export** **function** **mount**(vnode, root) {

**let** newDOMElement = createDOMElementFromVnode(vnode);

root.appendChild(newDOMElement);

}**function** **updateProperties**(vnode, oldProps = {}) {

**let** domElement = vnode.domElement;

**let** newProps = vnode.props;

**let** oldStyle = oldProps.style || {};

**let** newStyle = newProps.style || {};

**for** (**let** oldAttrName **in** oldStyle)

**if** (!newStyle[oldAttrName])

domElement.style[oldAttrName] = "";

**for** (**let** oldPropName **in** oldProps)

**if** (!newProps[oldPropName])

**delete** domElement[oldPropName];

**for** (**let** propName **in** newProps) {

**if** (propName == 'style') {

**let** styleObject = newProps[propName];

**for** (**let** attr **in** styleObject)

domElement.style[attr] = styleObject[attr];//更新行内样式

} **else** {

domElement[propName] = newProps[propName];

}

}

}

## **4.替换成不同类型**

### **4.1 index.html**

dist\index.html

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<meta http-equiv="X-UA-Compatible" content="ie=edge">

<title>虚拟DOM和DOMDIFF</title>+ <style>+ li {+ width: 100px;+ color: #FFFFFF;+ text-align: center;+ transition: all 1s;+ }

</style>

</head>

### **4.2 src\index.js**

src\index.js

**import** { vnode, h, mount, patch } **from** './vdom';**const** root = document.getElementById('root');**const** oldVnode = h('ul', { id: 'container' },

h('li', { style: { backgroundColor: '#110000' }, key: 'A' }, 'A'),

h('li', { style: { backgroundColor: '#440000' }, key: 'B' }, 'B'),

h('li', { style: { backgroundColor: '#770000' }, key: 'C' }, 'C'),

h('li', { style: { backgroundColor: '#AA0000' }, key: 'D' }, 'D')

);

mount(oldVnode, root);//const newVnode = vnode(undefined, undefined, undefined, undefined, '新的文本');**const** newVnode = h('div', { id: 'container' }, '新的文本');

setTimeout(() => {

patch(oldVnode, newVnode);

}, 1000)

### **4.3 vdom\index.js**

src\vdom\index.js

import h from './h';+import vnode from './vnode';+import { mount, patch } from './patch';

export {

h,+ vnode,

mount,+ patch

}

### **4.4 patch.js**

src\vdom\patch.js

import vnode, { isVnode, isSameVnode } from './vnode';

//把虚拟DOM节点封装成一个真实DOM节点

function createDOMElementFromVnode(vnode) {

let children = vnode.children;

let type = vnode.type;

let props = vnode.props;

if (type) {

let domElement = vnode.domElement = document.createElement(type);

updateProperties(vnode);

if (Array.isArray(children)) {

children.forEach(childVnode => domElement.appendChild(createDOMElementFromVnode(childVnode)));

}

} else {

vnode.domElement = document.createTextNode(vnode.text);

}

return vnode.domElement;

}

export function mount(vnode, root) {

let newDOMElement = createDOMElementFromVnode(vnode);

root.appendChild(newDOMElement);

}

+export function patch(oldVnode, newVnode) {+ if (oldVnode.type != newVnode.type) {+ return oldVnode.domElement.parentNode.replaceChild(createDOMElementFromVnode(newVnode), oldVnode.domElement);+ }+}

function updateProperties(vnode, oldProps = {}) {

let domElement = vnode.domElement;

let newProps = vnode.props;

let oldStyle = oldProps.style || {};

let newStyle = newProps.style || {};

for (let oldAttrName in oldStyle)

if (!newStyle[oldAttrName])

domElement.style[oldAttrName] = "";

for (let oldPropName in oldProps)

if (!newProps[oldPropName])

delete domElement[oldPropName];

for (let propName in newProps) {

if (propName == 'style') {

let styleObject = newProps[propName];

for (let attr in styleObject)

domElement.style[attr] = styleObject[attr];//更新行内样式

} else {

domElement[propName] = newProps[propName];

}

}

}

## **5.一方有儿子**

### **5.1 src\index.js**

src\index.js

**import** { vnode, h, mount, patch } **from** './vdom';**const** root = document.getElementById('root');/\* const oldVnode = h('ul', { id: 'container' },

h('li', { style: { backgroundColor: '#110000' }, key: 'A' }, 'A'),

h('li', { style: { backgroundColor: '#440000' }, key: 'B' }, 'B'),

h('li', { style: { backgroundColor: '#770000' }, key: 'C' }, 'C'),

h('li', { style: { backgroundColor: '#AA0000' }, key: 'D' }, 'D')

);

mount(oldVnode, root);

const newVnode = h('ul', { id: 'newContainer', style: { border: '1px solid red', height: '10px' } }); \*/

**const** oldVnode = h('ul', { id: 'container', style: { border: '1px solid red', height: '10px' } });**const** newVnode = h('ul', { id: 'newContainer' },

h('li', { style: { backgroundColor: '#110000' }, key: 'A' }, 'A'),

h('li', { style: { backgroundColor: '#440000' }, key: 'B' }, 'B'),

h('li', { style: { backgroundColor: '#770000' }, key: 'C' }, 'C'),

h('li', { style: { backgroundColor: '#AA0000' }, key: 'D' }, 'D')

);

mount(oldVnode, root);

setTimeout(() => {

patch(oldVnode, newVnode);

}, 1000)

### **5.2 vdom\patch.js**

src\vdom\patch.js

import vnode, { isVnode, isSameVnode } from './vnode';

//把虚拟DOM节点封装成一个真实DOM节点

function createDOMElementFromVnode(vnode) {

let children = vnode.children;

let type = vnode.type;

let props = vnode.props;

if (type) {

let domElement = vnode.domElement = document.createElement(type);

updateProperties(vnode);

if (Array.isArray(children)) {

children.forEach(childVnode => domElement.appendChild(createDOMElementFromVnode(childVnode)));

}

} else {

vnode.domElement = document.createTextNode(vnode.text);

}

return vnode.domElement;

}

export function mount(vnode, root) {

let newDOMElement = createDOMElementFromVnode(vnode);

root.appendChild(newDOMElement);

}

export function patch(oldVnode, newVnode) {

if (oldVnode.type != newVnode.type) {

return oldVnode.domElement.parentNode.replaceChild(createDOMElementFromVnode(newVnode), oldVnode.domElement);

}+ let domElement = newVnode.domElement = oldVnode.domElement;+ updateProperties(newVnode, oldVnode.props);+ let oldChildren = oldVnode.children;+ let newChildren = newVnode.children;+ if (oldChildren.length > 0 && newChildren.length > 0) {++ } else if (oldChildren.length > 0) {//老的有儿子,新的没儿子+ for (let i = 0; i < oldChildren.length; i++) {+ oldVnode.domElement.innerHTML = '';+ }+ } else if (newChildren.length > 0) {//新的有儿子,老的没儿子+ for (let i = 0; i < newChildren.length; i++) {+ oldVnode.domElement.appendChild(createDOMElementFromVnode(newChildren[i]));+ }+ }

}

function updateProperties(vnode, oldProps = {}) {

let domElement = vnode.domElement;

let newProps = vnode.props;

let oldStyle = oldProps.style || {};

let newStyle = newProps.style || {};

for (let oldAttrName in oldStyle)

if (!newStyle[oldAttrName])

domElement.style[oldAttrName] = "";

for (let oldPropName in oldProps)

if (!newProps[oldPropName])

delete domElement[oldPropName];

for (let propName in newProps) {

if (propName == 'style') {

let styleObject = newProps[propName];

for (let attr in styleObject)

domElement.style[attr] = styleObject[attr];//更新行内样式

} else {

domElement[propName] = newProps[propName];

}

}

}

## **6.前面或后面新增加元素**

* 前面后面添加元素 ABCD=>ABCDEF ABCD=>EFABCD
* 前面后面删除元素 ABCD=>ABC ABCD=>BCD

### **6.1 src\index.js**

src\index.js

**import** { vnode, h, mount, patch } **from** './vdom';**const** root = document.getElementById('root');

**const** oldVnode = h('ul', { id: 'container' },

h('li', { style: { backgroundColor: '#110000' }, key: 'A' }, 'A'),

h('li', { style: { backgroundColor: '#440000' }, key: 'B' }, 'B'),

h('li', { style: { backgroundColor: '#770000' }, key: 'C' }, 'C'),

h('li', { style: { backgroundColor: '#AA0000' }, key: 'D' }, 'D')

);**const** newVnode = h('ul', { id: 'newContainer' },

h('li', { style: { backgroundColor: '#440000' }, key: 'B' }, 'B'),

h('li', { style: { backgroundColor: '#770000' }, key: 'C' }, 'C'),

h('li', { style: { backgroundColor: '#AA0000' }, key: 'D' }, 'D'),

h('li', { style: { backgroundColor: '#110000' }, key: 'A' }, 'A')

);

mount(oldVnode, root);

setTimeout(() => {

patch(oldVnode, newVnode);

}, 1000)

### **6.2 vdom\patch.js**

src\vdom\patch.js

import vnode, { isVnode, isSameVnode } from './vnode';

//把虚拟DOM节点封装成一个真实DOM节点

function createDOMElementFromVnode(vnode) {

let children = vnode.children;

let type = vnode.type;

let props = vnode.props;

if (type) {

let domElement = vnode.domElement = document.createElement(type);

updateProperties(vnode);

if (Array.isArray(children)) {

children.forEach(childVnode => domElement.appendChild(createDOMElementFromVnode(childVnode)));

}

} else {

vnode.domElement = document.createTextNode(vnode.text);

}

return vnode.domElement;

}

export function mount(vnode, root) {

let newDOMElement = createDOMElementFromVnode(vnode);

root.appendChild(newDOMElement);

}

export function patch(oldVnode, newVnode) {

if (oldVnode.type != newVnode.type) {

return oldVnode.domElement.parentNode.replaceChild(createDOMElementFromVnode(newVnode), oldVnode.domElement);

}+ //如果新节点是文本节点，那么直接修改文本内容+ if (typeof newVnode.text !== 'undefined') {+ return oldVnode.domElement.textContent = newVnode.text;+ }

let domElement = newVnode.domElement = oldVnode.domElement;

updateProperties(newVnode, oldVnode.props);

let oldChildren = oldVnode.children;

let newChildren = newVnode.children;

if (oldChildren.length > 0 && newChildren.length > 0) {+ updateChildren(domElement, oldChildren, newChildren);

} else if (oldChildren.length > 0) {//老的有儿子,新的没儿子

for (let i = 0; i < oldChildren.length; i++) {

oldVnode.domElement.innerHTML = '';

}

} else if (newChildren.length > 0) {//新的有儿子,老的没儿子

for (let i = 0; i < newChildren.length; i++) {

oldVnode.domElement.appendChild(createDOMElementFromVnode(newChildren[i]));

}

}

}+function updateChildren(parentDOMElement, oldChildren, newChildren) {+ let oldStartIndex = 0, oldStartVnode = oldChildren[0];+ let oldEndIndex = oldChildren.length - 1, oldEndVnode = oldChildren[oldEndIndex];

+ let newStartIndex = 0, newStartVnode = newChildren[0];+ let newEndIndex = newChildren.length - 1, newEndVnode = newChildren[newEndIndex];+ while (oldStartIndex <= oldEndIndex && newStartIndex <= newEndIndex) {+ if (isSameVnode(oldStartVnode, newStartVnode)) {//顺序不变，顺序遍历完成+ patch(oldStartVnode, newStartVnode);+ oldStartVnode = oldChildren[++oldStartIndex];+ newStartVnode = newChildren[++newStartIndex];+ } else if (isSameVnode(oldEndVnode, newEndVnode)) {+ patch(oldEndVnode, newEndVnode);+ oldEndVnode = oldChildren[--oldEndIndex];+ newEndVnode = newChildren[--newEndIndex];+ }+ }+ if (newStartIndex <= newEndIndex) {//把没处理的新节点处理完 ABCD=>ABCDEF或ABCD=>EFABCD+ let beforeDOMElement = newChildren[newEndIndex + 1] == null ? null : newChildren[newEndIndex + 1].domElement;+ for (let i = newStartIndex; i <= newEndIndex; i++) {+ parentDOMElement.insertBefore(createDOMElementFromVnode(newChildren[i]), beforeDOMElement);+ }+ }+ if (oldStartIndex <= oldEndIndex) {+ for (let i = oldStartIndex; i <= oldEndIndex; i++) {+ if (oldChildren[i])+ parentDOMElement.removeChild(oldChildren[i].domElement);+ }+ }+}

function updateProperties(vnode, oldProps = {}) {

let domElement = vnode.domElement;

let newProps = vnode.props;

let oldStyle = oldProps.style || {};

let newStyle = newProps.style || {};

for (let oldAttrName in oldStyle)

if (!newStyle[oldAttrName])

domElement.style[oldAttrName] = "";

for (let oldPropName in oldProps)

if (!newProps[oldPropName])

delete domElement[oldPropName];

for (let propName in newProps) {

if (propName == 'style') {

let styleObject = newProps[propName];

for (let attr in styleObject)

domElement.style[attr] = styleObject[attr];//更新行内样式

} else {

domElement[propName] = newProps[propName];

}

}

}

## **7.头移尾和尾移头**

* 头部移动到尾部 ABCD=>BCDA
* 尾部移动到头部 ABCD=>DABC

### **7.1 src\index.js**

src\index.js

**import** { vnode, h, mount, patch } **from** './vdom';**const** root = document.getElementById('root');/\*\*

1. 前面后面添加元素 `ABCD=>ABCDEF` `ABCD=>EFABCD`

2. 前面后面删除元素 `ABCD=>ABC` `ABCD=>BCD`

\*/**const** oldVnode = h('ul', { id: 'container' },

h('li', { style: { backgroundColor: '#110000' }, key: 'A' }, 'A'),

h('li', { style: { backgroundColor: '#440000' }, key: 'B' }, 'B'),

h('li', { style: { backgroundColor: '#770000' }, key: 'C' }, 'C'),

h('li', { style: { backgroundColor: '#AA0000' }, key: 'D' }, 'D')

);**const** newVnode = h('ul', { id: 'newContainer' },

h('li', { style: { backgroundColor: '#000044' }, key: 'B' }, 'B1'),

h('li', { style: { backgroundColor: '#000077' }, key: 'C' }, 'C1'),

h('li', { style: { backgroundColor: '#0000AA' }, key: 'D' }, 'D1'),

h('li', { style: { backgroundColor: '#000011' }, key: 'A' }, 'A1')

);

mount(oldVnode, root);

setTimeout(() => {

patch(oldVnode, newVnode);

}, 1000)

### **7.2 vdom\patch.js**

src\vdom\patch.js

import vnode, { isVnode, isSameVnode } from './vnode';

//把虚拟DOM节点封装成一个真实DOM节点

function createDOMElementFromVnode(vnode) {

let children = vnode.children;

let type = vnode.type;

let props = vnode.props;

if (type) {

let domElement = vnode.domElement = document.createElement(type);

updateProperties(vnode);

if (Array.isArray(children)) {

children.forEach(childVnode => domElement.appendChild(createDOMElementFromVnode(childVnode)));

}

} else {

vnode.domElement = document.createTextNode(vnode.text);

}

return vnode.domElement;

}

export function mount(vnode, root) {

let newDOMElement = createDOMElementFromVnode(vnode);

root.appendChild(newDOMElement);

}

export function patch(oldVnode, newVnode) {

if (oldVnode.type != newVnode.type) {

return oldVnode.domElement.parentNode.replaceChild(createDOMElementFromVnode(newVnode), oldVnode.domElement);

}

//如果新节点是文本节点，那么直接修改文本内容

if (typeof newVnode.text !== 'undefined') {

return oldVnode.domElement.textContent = newVnode.text;

}

let domElement = newVnode.domElement = oldVnode.domElement;

updateProperties(newVnode, oldVnode.props);

let oldChildren = oldVnode.children;

let newChildren = newVnode.children;

if (oldChildren.length > 0 && newChildren.length > 0) {

updateChildren(domElement, oldChildren, newChildren);

} else if (oldChildren.length > 0) {//老的有儿子,新的没儿子

for (let i = 0; i < oldChildren.length; i++) {

oldVnode.domElement.innerHTML = '';

}

} else if (newChildren.length > 0) {//新的有儿子,老的没儿子

for (let i = 0; i < newChildren.length; i++) {

oldVnode.domElement.appendChild(createDOMElementFromVnode(newChildren[i]));

}

}

}

function updateChildren(parentDOMElement, oldChildren, newChildren) {

let oldStartIndex = 0, oldStartVnode = oldChildren[0];

let oldEndIndex = oldChildren.length - 1, oldEndVnode = oldChildren[oldEndIndex];

let newStartIndex = 0, newStartVnode = newChildren[0];

let newEndIndex = newChildren.length - 1, newEndVnode = newChildren[newEndIndex];

while (oldStartIndex <= oldEndIndex && newStartIndex <= newEndIndex) {

if (isSameVnode(oldStartVnode, newStartVnode)) {//顺序不变，顺序遍历完成

patch(oldStartVnode, newStartVnode);

oldStartVnode = oldChildren[++oldStartIndex];

newStartVnode = newChildren[++newStartIndex];

} else if (isSameVnode(oldEndVnode, newEndVnode)) {

patch(oldEndVnode, newEndVnode);

oldEndVnode = oldChildren[--oldEndIndex];

newEndVnode = newChildren[--newEndIndex];+ } else if (isSameVnode(oldStartVnode, newEndVnode)) {+ patch(oldStartVnode, newEndVnode);+ parentDOMElement.insertBefore(oldStartVnode.domElement, oldEndVnode.domElement.nextSibling);+ oldStartVnode = oldChildren[++oldStartIndex];+ newEndVnode = newChildren[--newEndIndex];+ } else if (isSameVnode(oldEndVnode, newStartVnode)) {+ patch(oldEndVnode, newStartVnode);+ parentDOMElement.insertBefore(oldEndVnode.domElement, oldStartVnode.domElement);+ oldEndVnode = oldChildren[--oldEndIndex];+ newStartVnode = newChildren[++newStartIndex];+ }

}

if (newStartIndex <= newEndIndex) {//把没处理的新节点处理完

let beforeDOMElement = newChildren[newEndIndex + 1] == null ? null : newChildren[newEndIndex + 1].domElement;

for (let i = newStartIndex; i <= newEndIndex; i++) {

parentDOMElement.insertBefore(createDOMElementFromVnode(newChildren[i]), beforeDOMElement);

}

}

if (oldStartIndex <= oldEndIndex) {

for (let i = oldStartIndex; i <= oldEndIndex; i++) {

if (oldChildren[i])

parentDOMElement.removeChild(oldChildren[i].domElement);

}

}

}

function updateProperties(vnode, oldProps = {}) {

let domElement = vnode.domElement;

let newProps = vnode.props;

let oldStyle = oldProps.style || {};

let newStyle = newProps.style || {};

for (let oldAttrName in oldStyle)

if (!newStyle[oldAttrName])

domElement.style[oldAttrName] = "";

for (let oldPropName in oldProps)

if (!newProps[oldPropName])

delete domElement[oldPropName];

for (let propName in newProps) {

if (propName == 'style') {

let styleObject = newProps[propName];

for (let attr in styleObject)

domElement.style[attr] = styleObject[attr];//更新行内样式

} else {

domElement[propName] = newProps[propName];

}

}

}

## **8.有key的其它情况**

* ABCD=>EBADF
* 插入E=>把B插入到A前面=>直接跳到 C=>插入F=>删除老节点剩下的C

### **8.1 src\index.js**

src\index.js

**import** { vnode, h, mount, patch } **from** './vdom';**const** root = document.getElementById('root');/\*\*

1. 前面后面添加元素 `ABCD=>ABCDEF` `ABCD=>EFABCD`

2. 前面后面删除元素 `ABCD=>ABC` `ABCD=>BCD`

\*/**const** oldVnode = h('ul', { id: 'container' },

h('li', { style: { backgroundColor: '#110000' }, key: 'A' }, 'A'),

h('li', { style: { backgroundColor: '#440000' }, key: 'B' }, 'B'),

h('li', { style: { backgroundColor: '#770000' }, key: 'C' }, 'C'),

h('li', { style: { backgroundColor: '#AA0000' }, key: 'D' }, 'D')

);**const** newVnode = h('ul', { id: 'newContainer' },

h('li', { style: { backgroundColor: '#EE0000' }, key: 'E' }, 'E1'),

h('li', { style: { backgroundColor: '#440000' }, key: 'B' }, 'B1'),

h('li', { style: { backgroundColor: '#110000' }, key: 'A' }, 'A1'),

h('li', { style: { backgroundColor: '#AA0000' }, key: 'D' }, 'D1'),

h('li', { style: { backgroundColor: '#FF0000' }, key: 'F' }, 'F1'),

);

mount(oldVnode, root);

setTimeout(() => {

patch(oldVnode, newVnode);

}, 1000)/\*\*

插入E

把B插入到A前面

直接跳到 C

插入F

删除老节点剩下的C

\*/

### **8.2 vdom\patch.js**

src\vdom\patch.js

import vnode, { isVnode, isSameVnode } from './vnode';

//把虚拟DOM节点封装成一个真实DOM节点

function createDOMElementFromVnode(vnode) {

let children = vnode.children;

let type = vnode.type;

let props = vnode.props;

if (type) {

let domElement = vnode.domElement = document.createElement(type);

updateProperties(vnode);

if (Array.isArray(children)) {

children.forEach(childVnode => domElement.appendChild(createDOMElementFromVnode(childVnode)));

}

} else {

vnode.domElement = document.createTextNode(vnode.text);

}

return vnode.domElement;

}

export function mount(vnode, root) {

let newDOMElement = createDOMElementFromVnode(vnode);

root.appendChild(newDOMElement);

}

export function patch(oldVnode, newVnode) {

if (oldVnode.type != newVnode.type) {

return oldVnode.domElement.parentNode.replaceChild(createDOMElementFromVnode(newVnode), oldVnode.domElement);

}

//如果新节点是文本节点，那么直接修改文本内容

if (typeof newVnode.text !== 'undefined') {

return oldVnode.domElement.textContent = newVnode.text;

}

let domElement = newVnode.domElement = oldVnode.domElement;

updateProperties(newVnode, oldVnode.props);

let oldChildren = oldVnode.children;

let newChildren = newVnode.children;

if (oldChildren.length > 0 && newChildren.length > 0) {

updateChildren(domElement, oldChildren, newChildren);

} else if (oldChildren.length > 0) {//老的有儿子,新的没儿子

for (let i = 0; i < oldChildren.length; i++) {

oldVnode.domElement.innerHTML = '';

}

} else if (newChildren.length > 0) {//新的有儿子,老的没儿子

for (let i = 0; i < newChildren.length; i++) {

oldVnode.domElement.appendChild(createDOMElementFromVnode(newChildren[i]));

}

}

}+function createKeyToIndexMap(children) {+ let map = {};+ for (let i = 0; i < children.length; i++) {+ let key = children[i].key;+ if (key) map[key] = i;+ }+ return map;+}

function updateChildren(parentDOMElement, oldChildren, newChildren) {

let oldStartIndex = 0, oldStartVnode = oldChildren[0];

let oldEndIndex = oldChildren.length - 1, oldEndVnode = oldChildren[oldEndIndex];

let newStartIndex = 0, newStartVnode = newChildren[0];

let newEndIndex = newChildren.length - 1, newEndVnode = newChildren[newEndIndex];+ let oldKeyToIndexMap = createKeyToIndexMap(oldChildren);

while (oldStartIndex <= oldEndIndex && newStartIndex <= newEndIndex) {+ if (!oldStartVnode) {+ oldStartVnode = oldChildren[++oldStartIndex];+ oldStartVnode.key && console.log(`直接跳到`, oldStartVnode.key);+ } else if (!oldEndVnode) {+ oldEndVnode = oldChildren[--oldEndIndex];+ oldEndVnode.key && console.log(`直接跳到`, oldEndVnode.key);

} else if (isSameVnode(oldStartVnode, newStartVnode)) {//顺序不变，顺序遍历完成

patch(oldStartVnode, newStartVnode);

oldStartVnode = oldChildren[++oldStartIndex];

newStartVnode = newChildren[++newStartIndex];

} else if (isSameVnode(oldEndVnode, newEndVnode)) {

patch(oldEndVnode, newEndVnode);

oldEndVnode = oldChildren[--oldEndIndex];

newEndVnode = newChildren[--newEndIndex];

} else if (isSameVnode(oldStartVnode, newEndVnode)) {

patch(oldStartVnode, newEndVnode);

parentDOMElement.insertBefore(oldStartVnode.domElement, oldEndVnode.domElement.nextSibling);

oldStartVnode = oldChildren[++oldStartIndex];

newEndVnode = newChildren[--newEndIndex];

} else if (isSameVnode(oldEndVnode, newStartVnode)) {

patch(oldEndVnode, newStartVnode);

parentDOMElement.insertBefore(oldEndVnode.domElement, oldStartVnode.domElement);

oldEndVnode = oldChildren[--oldEndIndex];

newStartVnode = newChildren[++newStartIndex];+ } else {// ABCD=>EBADF+ let oldIndexByKey = oldKeyToIndexMap[newStartVnode.key];+ if (oldIndexByKey == null) {+ console.log(`插入${newStartVnode.key}`);+ parentDOMElement.insertBefore(createDOMElementFromVnode(newStartVnode), oldStartVnode.domElement);+ newStartVnode = newChildren[++newStartIndex];+ } else {+ let oldVnodeToMove = oldChildren[oldIndexByKey];+ if (oldVnodeToMove.type !== newStartVnode.type) {+ console.log(`key一样,type不一样，删除重建`);+ parentDOMElement.insertBefore(createDOMElementFromVnode(newStartVnode), oldStartVnode.domElement);+ } else {+ patch(oldVnodeToMove, newStartVnode);+ oldChildren[oldIndexByKey] = undefined;//设置为undefined,后面遇到了绕过去+ console.log(`把老${oldVnodeToMove.key}插入到${oldStartVnode.key}前面`, oldStartVnode);+ parentDOMElement.insertBefore(oldVnodeToMove.domElement, oldStartVnode.domElement);+ }+ newStartVnode = newChildren[++newStartIndex];+ }+ }

}

if (newStartIndex <= newEndIndex) {//把没处理的新节点处理完

let beforeDOMElement = newChildren[newEndIndex + 1] == null ? null : newChildren[newEndIndex + 1].domElement;

for (let i = newStartIndex; i <= newEndIndex; i++) {+ console.log(`插入新节点剩下的${newChildren[i].key}`);

parentDOMElement.insertBefore(createDOMElementFromVnode(newChildren[i]), beforeDOMElement);

}

}

if (oldStartIndex <= oldEndIndex) {

for (let i = oldStartIndex; i <= oldEndIndex; i++) {

if (oldChildren[i]) {+ console.log(`删除老节点剩下的${oldChildren[i].key}`);

parentDOMElement.removeChild(oldChildren[i].domElement);

}

}

}

}

function updateProperties(vnode, oldProps = {}) {

let domElement = vnode.domElement;

let newProps = vnode.props;

let oldStyle = oldProps.style || {};

let newStyle = newProps.style || {};

for (let oldAttrName in oldStyle)

if (!newStyle[oldAttrName])

domElement.style[oldAttrName] = "";

for (let oldPropName in oldProps)

if (!newProps[oldPropName])

delete domElement[oldPropName];

for (let propName in newProps) {

if (propName == 'style') {

let styleObject = newProps[propName];

for (let attr in styleObject)

domElement.style[attr] = styleObject[attr];//更新行内样式

} else {

domElement[propName] = newProps[propName];

}

}

}

## **9.key可有可无**

src\index.js

**import** { vnode, h, mount, patch } **from** './vdom';**const** root = document.getElementById('root');**const** oldVnode = h('ul', { id: 'container' },

h('li', { style: { backgroundColor: '#110000' }, id: 'A', key: 'A' }, 'A'),

h('li', { style: { backgroundColor: '#440000' }, id: 'B' }, 'B'),

h('li', { style: { backgroundColor: '#770000' }, id: 'C', key: 'C' }, 'C'),

h('li', { style: { backgroundColor: '#AA0000' }, id: 'D' }, 'D')

);**const** newVnode = h('ul', { id: 'newContainer' },

h('div', { style: { backgroundColor: '#440000' }, id: 'B' }, 'B'),

h('span', { style: { backgroundColor: '#110000' }, id: 'A', key: 'A' }, 'A'),

h('div', { style: { backgroundColor: '#770000' }, id: 'Y', key: 'Y' }, 'Y'),

h('div', { style: { backgroundColor: '#AA0000' }, id: 'X' }, 'X'),

h('div', { style: { backgroundColor: '#CC0000' }, id: 'E' }, 'E'),

h('li', { style: { backgroundColor: '#770000' }, id: 'C', key: 'C' }, 'C'),

);

mount(oldVnode, root);

setTimeout(() => {

patch(oldVnode, newVnode);

}, 1000)

## **10.默认key**

src\index.js

**import** { vnode, h, mount, patch } **from** './vdom';**const** root = document.getElementById('root');**const** oldVnode = h('ul', { id: 'container' },

h('li', { style: { backgroundColor: '#110000' }, id: 'A' }, 'A'),

h('li', { style: { backgroundColor: '#440000' }, id: 'B' }, 'B'),

h('li', { style: { backgroundColor: '#770000' }, id: 'C' }, 'C'),

h('li', { style: { backgroundColor: '#AA0000' }, id: 'D' }, 'D')

);**const** newVnode = h('ul', { id: 'newContainer' },

h('li', { style: { backgroundColor: '#110000' }, id: 'A' }, 'A1'),

h('li', { style: { backgroundColor: '#440000' }, id: 'B' }, 'B1'),

h('li', { style: { backgroundColor: '#770000' }, id: 'C' }, 'C1'),

h('li', { style: { backgroundColor: '#AA0000' }, id: 'D' }, 'D1')

);

mount(oldVnode, root);

setTimeout(() => {

patch(oldVnode, newVnode);

}, 1000)