# Question 1

For all parts of Question 1, repeated states are ignored as per the assignment instructions, therefore optimality is no longer guaranteed.

1. **Uniform Cost Search**

Form: ng(n), where n is the city number, and g(n) is the actual travel distance from city 1 to city n.

|  |  |  |
| --- | --- | --- |
| **Expanded Node** | **Open Queue** | **Closed Queue** |
|  | { 10 } |  |
| 10 | { 55 824 } |  |
| 55 | { 824 640 } | { 10 } |
| 824 | { 1039 640 347 } | { 10 55 } |
| 1039 | { 640 347 965 } | { 10 55 824 } |
| 640 | { 347 965 278 } | { 10 55 824 1039 } |
| 347 | { 454 965 278 } | { 10 55 824 1039 640 } |
| 454 | { 965 278 } | { 10 55 824 1039 640 347 } |
| 965 | { 278 7100 } | { 10 55 824 1039 640 347 454 } |
| 278 | { 7100 } | { 10 55 824 1039 640 347 454 965 } |
| 7100 | { } | { 10 55 824 1039 640 347 454 965 278 } |

Path: 1 🡪 8 🡪 10 🡪 9 🡪 7

Cost: 100

1. **Greedy Best First Search**

Form: nh(n), where n is the city number, and h(n) is an estimate of distance from city n to city 7.

|  |  |  |
| --- | --- | --- |
| **Expanded Node** | **Open Queue** | **Closed Queue** |
|  | { 178 } |  |
| 178 | { 860 575 } |  |
| 860 | { 337 1057 575 } | { 178 } |
| 337 | { 430 1057 575 } | { 178 860 } |
| 430 | { 935 1057 575 } | { 178 860 337 } |
| 935 | { 70 232 1057 660 575 } | { 178 860 337 430 } |
| 70 | { 232 1057 660 575 } | { 178 860 337 430 935 } |

Path: 1 🡪 8 🡪 3 🡪 4 🡪 9 🡪 7

Cost: 107

1. **A\* Search**

Form: ng(n)+h(n), where n is the city number, g(n) is the actual travel distance from city 1 to city n, and h(n) is an estimate of distance from city n to city 7.

|  |  |  |
| --- | --- | --- |
| **Expanded Node** | **Open Queue** | **Closed Queue** |
|  | { 178 } |  |
| 178 | { 580 884 } |  |
| 580 | { 884 6100 } | { 178 } |
| 884 | { 384 1096 6100 } | { 178 580 } |
| 384 | { 484 1096 6100 } | { 178 580 884 } |
| 484 | { 1096 6100 9107 } | { 178 580 884 384 } |
| 1096 | { 6100 9100 9107 } | { 178 580 884 384 484 } |
| 6100 | { 9100 9101 9107 2110 } | { 178 580 884 384 484 1096 } |
| 9100 | { 7100 9101 9107 2110 2123 } | { 178 580 884 384 484 1096 6100 } |
| 7100 | { 2110 2123 } | { 178 580 884 384 484 1096 6100 9100 } |

Path: 1 🡪 8 🡪 10 🡪 9 🡪 7

Cost: 100

# Question 2

To simplify setup of the maze in my program, let A represent E1 and B represent E2. This is to allow the maze to be structured as a 2D vector of characters as opposed to strings, saving on memory requirements and simplifying usage. So, in the code A and B are used, but in this assignment document E1 and E2 are used. Additionally, I assumed (0, 0) to be the top left of the maze, and (24, 24) be the bottom right. This simplifies coding since this is naturally how 2D vectors are indexed. So, (24, 0) and (0, 24) is used in the code to represent bottom left and top right, but (0, 0) and (24, 24) is used in the document.

1. **Breadth First Search**

Breadth first search was implemented using a queue data structure, a 2D vector to track visited nodes, and a 2D vector containing adjacent directions of search. While the queue is not empty, pop the front of the queue and check if it is equal to the destination. If so return, but if not, iterate through the adjacent directions. For each adjacent direction, if that node is valid, meaning within bounds, not yet visited, and is not a wall, then push it to the queue and count up the number of nodes explored. Additionally, have a map that tracks the parent nodes with all its children nodes, with the keys being the parent nodes, and the values being its list of children nodes. Once the destination is found, trace its complete path using the map, count up its cost, and return these along with the nodes explored.

|  |  |
| --- | --- |
| **Starting at S and ending at E1** |  |

|  |  |
| --- | --- |
| **Starting at S and ending at E2** |  |

|  |  |
| --- | --- |
| **Starting at (0, 0) and ending at (24, 24)** |  |

1. **Depth First Search**

Depth first search was implemented using the call stack, a 2D vector to track visited nodes, and a 2D vector to store the path. A recursive approach was taken where the call stack was used to search in a last in, first out manner. If the next node to be searched has not yet been visited, set it to visited, push this coordinate to the path, and update the cost and node counters. The base case is if the destination has been reached, then return true and output the complete path, cost, and number of nodes explored. The recursive case is to search all the way left, then up, then right, then down, while ensuring the moves are valid, meaning within bounds and not a wall. If it passes all these recursive cases within the call stack, then set visited to false, pop from the path, and decrease the cost and nodes explored.

|  |  |
| --- | --- |
| **Starting at S and ending at E1** |  |

|  |  |
| --- | --- |
| **Starting at S and ending at E2** |  |

|  |  |
| --- | --- |
| **Starting at (0, 0) and ending at (24, 24)** |  |

1. **A\* Search**

# Question 3

# Question 4