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* Git為分散式版本控制系統，是為了更好管理Linux內核而開發的。

Git可以把檔案的狀態作為更新歷史記錄保存起來。因此可以把編輯過的檔案復原到以前的狀態，也可以顯示編輯過內容的差異。

而且，當有人想將編輯過的舊檔案上傳到伺服器、覆蓋其他人的最新檔案時，系統會發出警告，因此可以避免在無意中覆蓋他人的編輯內容。

在Git管理檔案的話，更新歷史會保存在Git。所以不需複製備用的檔案

* 使用數據庫管理歷史記錄

數據庫 (Repository) 是記錄檔案或目錄狀態的地方，儲存內容的修改歷史記錄。在數據庫的管理下除了儲存修改歷史記錄外，還可以追蹤內容的狀態和版本喔。

* 遠端數據庫和本地端數據庫

首先，Git的數據庫分為遠端數據庫和本地端數據庫。

• 遠端數據庫: 配有專用的伺服器，為了讓多人共享而建立的數據庫。

• 本地端數據庫：為了方便用戶個人使用，在自己的機器上配置的數據庫。

您可以在本地端數據庫上使用像是還原更改、跟踪更改等所有Git版本控制功能。

不過，如果想要公開在本地端數據庫的修改內容，就需要將內容上傳到遠端數據庫了。另外，透過遠端數據庫還可以取得其他人修改的內容。

* 建立本地端數據庫的方法有兩種：一種是重新建數據庫。另一種是複製遠端數據庫。

* 記錄修改的提交

若想把變更與新增的檔案/目錄儲存到數據庫中，您需要執行提交（Commit）。

執行提交後，數據庫裡會產生上次提交的狀態與現在狀態的差異記錄（也被稱為Revision）。

如下圖，提交是以時間順序排列狀態被儲存到數據庫中的。憑藉該提交和最新的檔案狀態，就可以知道過去的修改記錄以及內容。

為了區分提交，系統會產生一組識別碼來給提交命名，識別碼會根據提交修改的內容計算出不重複的40位英文數字。指定識別碼，就可以在數據庫中找到對應的提交。

* Tips（小撇步 ）

像錯誤修復或功能添加之類不同含義的更改，要盡量分開來提交。這樣可以方便事後從歷史記錄裡找出特定的修改內容。

執行提交時，系統會要求輸入提交訊息。請務必輸入提交訊息，因為在訊息空白的狀態下執行提交是會失敗的。

* Tips（小撇步 ）

提交訊息是查看其他人提交的修改內容或自己檢查歷史記錄時重要的資料。所以要用心填寫讓人容易理解的提交訊息。

Git的標準提交訊息：

第1行：提交時修改內容的摘要

第2行：空行

第3行以後：修改的理由

* 工作目錄與索引

工作目錄（Working Tree）是保存您目前正在處理檔案的目錄，Git 相關的操作都會在這個目錄下完成。

索引(Index )位於工作目錄和數據庫之間，是為了向數據庫提交作準備的暫存區域。

所以在工作目錄上做的任何變更並不會直接提交到數據庫的。Git在執行提交的時候，不是直接將工作目錄的狀態儲存到數據庫，而是將索引的狀態儲存到數據庫。因此，要提交變更，首先必需要把變更內容加入到索引中。

索引的存在可以排除工作目錄裡不必要的檔案提交，還可以只將檔案變更內容的一部分加入索引並提交。

* 開發分版觀念：Master、Branch和Merge

主幹（Master）與分支（Branch）是稱呼專案的主要版本和分支版本。

在GitHub上，通常第一個建立的專案版本會稱為Master版本。

但對Git而言，開發專案的版本並無主幹（Master）與分支（Branch）的分別，每個分支都是等價關係，而開發者自行調整版本命名來區分。

一般習慣將穩定版本稱主幹，其餘的變動、開發中版本則都稱作分支。

Branch也是一個建立分支的Git指令，可將某個歷史版本複製一份，獨立成為另一個新的分支版本，而合併（Merge）指令剛好相反，則是把兩個不同的分支版本，合併到其中一個分支上。

* 版本線圖（commit graph）

Git則提供了一個視覺化的版本線圖（commit graph），來呈現出主幹與各分支連結形成的樹狀架構。不過隨著專案越來越大，版本線圖會變得越來越複雜。

* 專案分版手法：Clone和Fork

複製（Clone）指令是把專案在遠端儲存庫上的所有內容複製到本地，建立起本機儲存庫及工作目錄，而叉（Fork）則是把別人專案的遠端儲存庫內容複製一份到自己的遠端儲存庫

* Pull & Push

者可以執行Pull取得其他人開放授權的遠端儲存庫上的程式碼，也可以將自己修改的程式碼Push到可存取的第三者遠端儲存庫上。透過推（Push）跟拉（Pull）兩個指令，開發者就能互相分享原始碼。

* Pull Request

Pull Request則是更主動地要求第三方開發者納入自己開發的程式，將本地端儲存庫上的程式碼，整併到對方的儲存庫上。例如A成員可透過Pull Request要求B成員，將A成員修改後的程式碼併入B成員的開發專案中。

GitHub是以Git為核心的線上協作平臺

使用議題（Issue）、新開分支（Branch）、維基（Wiki）、拉取要求（Pull Request）等功能