자료구조 과제 5

* –

20151523

김동현

- 실행결과

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKkAAAAlCAYAAAA5p8mMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAANaSURBVHhe7ZiNcfMgDIZZywtlnWyTZbJELgvwIds0GAskgfBHWj13tE6svxde+3p1nsXD39wt/Nx53Ly7/XwKZPdPwH3nXW0td//co324ui/OH1oEHjfnl/sn6sTz7pdDncHAPqj1wzU/70u21wiaukGTW3zcZrT/aN2gJ/FT3aTrwIihDgsEUSYlOImexaSEruphSXMnMOl+3ti+H2ao6F5jTx45ruMZYrq3l1r8jvkmpaBMujXFBv5ZmWjMkKRJYfOoAxVB6aohNSmuj2VSFd34QxI5zFYxKQXo4ZzrqnvvcaFJhYeNbDxlUtLEYnpNijyM6coPGtHMMam+bgJlk2K640Pjwv7Pa9I15/O3EVA/jB5DleipSeSiB33WvJr0ZPA0ZoRuAm2TIrojq/79uhNqo+B+vtH5Og/JeYtExrxN2ubeYOQiBy3RDFz+FgXUTVrXrWTSUWyvfOoQ4KBaN20+eJqBv6J7cpMahpnU+ALMpMb0uPf77W3Zmnm51+vlbdmaeTn4V0hK/tkoY3t1DQeT/qVN19JqRh3PV5lUcz6tWjPu2eznKCXo2QTNLAxmi0sDba0z7Z3mPs1C0LMJ+gZhWjNqa9WopznTN5ylhKDne548rTlH6O2tqTlTS60Re6JFmI1v0hibriuJ/Xr6S3PSXrVcad2cnvx8Pm6tNK50TQGx6RpBqMsrXooZNRgGNqu0vyQeiy3lS+fIac3P8+CzpFaMzX9zwGIl+VxCzb4ngJMbe9QWh1IcNx/o7QVg9yQzABBPLYpSDCc3RdIzUouV9qcI9WTDATGnJbeHUi/uDJJZpbp696Elv5TTojP/TVGLk/TnEOrxjYbFcnM1KPWSzM9Fqqt3H1rySzncWmlc6boExNSWJqEer2gpRnugGr0zSGaV6urdh5b8Uo5mrRK9eiWEXlszqmnp/sXD7ldHODNI56zF5/ektTFaapRyNOahqPXQ7h/qbQWpwth9+I7K0wTrx+3fMieWw/3uKvLe8Pmqea7ai1DzU5RqAPfTlX53BXlPSd/WGdNeWI3Wuprk86XXo0l7j+oZ6n4Kj2ryvxmp67fu2UwcTAr8xk0fpckMeg0nkxrGbJhDjekxkxrTYyY1psdMakyPmdSYHjOpMT1mUmNyvP8HxJ5JRtTzz0IAAAAASUVORK5CYII=)

input

![시계, 그리기이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,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)

Output

- 알고리즘 및 코드 설명

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#define MAX\_EXPR\_SIZE 100

typedef enum {lparen, rparen, plus, minus, times, divide, mod, eos, operand}

precedence;

//precedence \*stack;

//int top = -1;

char expr[MAX\_EXPR\_SIZE];

int isp[] = {0, 19, 12, 12, 13, 13, 13, 0}; // 교과서 3.6절 pp. 136 참고

int icp[] = {20, 19, 12, 12, 13, 13, 13, 0};

: 각 연산기호 및 피연산자에 대한 enumerated value의 정의를 해주고 precedence라는 type으로 명명한다. 그리고 node라는 type을 새로 정의하여서 그 type의 linked-list 방식으로 stack을 구성할 것이기 때문에 주어진 precedence \*stack 과 int top은 사용하지 않았다. 그리고 expr에는 expr.txt를 읽은 문자를 저장해주는 배열이고, 연산자들 간의 우선도를 결정지을 isp(in-stack precedence)와 icp(incoming precedence)를 세팅하였다.

typedef struct node\* nodepointer;

typedef struct node {

precedence token;

nodepointer link;

}node;

nodepointer top;

: linked list의 각 노드에는 token이라는 멤버가 들어있고, 이 멤버에 연산기호의 enum이 저장될 것이다. 그리고 link를 통해 다음 노드로 나아갈 수 있게 정의하였다. Top를 선언하여 스택의 현재 최상단 노드를 표시하게 하였다.

void push(precedence item) {

nodepointer temp = (nodepointer)malloc(sizeof(node));

temp->token = item;

temp->link = top;

top = temp;

}

: stack의 push 함수이다. temp라는 새로운 노드를 함수내에서 선언하여 그 temp 노드에 최근 연산자를 저장하고, link에 top 노드를 가리키게끔 하였다. 그리고 그 temp가 이제 stack의 최상단 노드가 되었으므로 top를 temp로 초기화해주었다. 위와 같은 방식으로 설정하였으므로 linked-list의 구조는 stack이면서 각 노드들은 바로 아래의 노드를 가리키게 되는 순서로 설계한 것이다.

precedence pop() {

nodepointer temp = (nodepointer)malloc(sizeof(node));

precedence element;

temp = top;

element = temp->token;

top = temp->link;

free(temp);

return element;

}

: push와 반대로 pop은 우선 임시변수 element에 top의 token을 저장하고, 그 노드를 해제하면서 그 노드가 가리키던 노드를 top으로 초기화 해준다. 그리고 그 element에 저장했던 enum을 반환한다.

void init(nodepointer a) {

a = (nodepointer)malloc(sizeof(node));

a->link = NULL;

}

: linked-list를 처음 구성할 때, 첫 노드의 link값을 NULL로 초기화 시켜주었다.

precedence getToken(char\* symbol, int\* n) {

/\* get the next token, symbol is the character representation, which is returned, the

token is represented by its enumerated value, which is returned in the function name \*/

\*symbol = expr[(\*n)++];

switch (\*symbol) {

case '(': return lparen;

case ')': return rparen;

case '+': return plus;

case '-': return minus;

case '/': return divide;

case '\*': return times;

case '%': return mod;

case '\0': return eos;

default: return operand; /\* no error checking, default is operand \*/

}

}

: 파일에서 읽어온 문자가 들어있는 expr 배열에서 문자 한 개를 받아와서 enum으로 변환해주는 함수이다. 아래 postfix 함수에서 이 함수를 호출 시 symbol의 주소값을 매개변수로 전달하므로, 자동으로 symbol 변수에 expr의 원소가 저장되는 부분도 있다.

void printToken(precedence p) {

char a;

switch (p) {

case lparen: a = '(';

break;

case rparen: a = ')';

break;

case plus: a = '+';

break;

case minus: a = '-';

break;

case times: a = '\*';

break;

case divide: a = '/';

break;

case mod: a = '%';

break;

default: a = NULL;

}

printf(" %c", a);

}

: 매개변수로 받아온 연산기호 enum을 실제 문자로 출력해주는 함수이다.

void postfix() {

char symbol;

int n = 0;

int count = 0;

precedence token;

nodepointer temp = (nodepointer)malloc(sizeof(node));

temp->token = eos;

temp->link = top;

top = temp;

for (token = getToken(&symbol, &n); token != eos; token = getToken(&symbol, &n)) {

if (token == operand)

printf("%c", symbol);

else if (token == rparen) {

/\* unstack tokens until left paranthesis \*/

while (top->token != lparen)

printToken(pop());

pop(); /\* discard the left paranthesis \*/

}

else {

/\* remove and print symbols whose isp is greater

than or equal to the current token’s icp \*/

while (isp[top->token] >= icp[token])

printToken(pop());

push(token);

}

}

while ((token = pop()) != eos)

printToken(token);

printf("\n");

}

: getToken을 통해 token에 expr 배열에서 eos(\0)가 나올 때까지 문자를 분류한다.

만일 token이 피연산자인 경우, 그냥 출력한다. 만일 token이 ‘)’ 인 경우 ‘(‘ 까지의 원소를 stack에서 꺼내어 출력해준다. (a - b / c)인 경우라고 예를 들면 a,b,c는 이미 출력되어 있고, () 사이에 들어있는 연산기호 /, - 를 stack에서 pop하여 출력해준다. 그리고 마지막에 ‘(‘은 pop하여 버려준다.

만일 token이 연산 기호인 경우 stack의 최상단 token과 우선도를 따진다. 만일 stack의 top token보다 token의 우선도가 더 낮으면 stack에서 token보다 우선도가 낮은 연산기호가 나타날 때까지 pop하여 출력해준다. Eos를 만나 반복문을 탈출하면 마지막으로 stack에 남아있는 기호들을 pop하여 출력해준다.

전체적으로 봤을 때, 예를 들어 A+B\*C-D 라는 식이 있다면 (A 출력) -> (+ 와 초기의 eos 비교, +가 더 크므로 출력없이 push) -> (B 출력) -> (\*와 top의 token +와 비교, \*가 더 크므로 출력없이 push) -> (C 출력) -> (-와 top의 token \*와 비교, -가 더 작으므로 stack에서 pop하여 \*, + 순으로 출력 후 - push) -> (D출력) -> (eos를 만나 stack의 남은 기호 – 출력) 의 과정으로 프로그램이 실행된다.

void rExpr(FILE\* fp, char\* expr) {

int count = 0;

while (!(feof(fp)))

fscanf(fp, "%c", &expr[count++]);

}

: 단순히 fp 파일 포인터에 저장된 파일의 끝이 나올 때까지 한 글자씩 읽어들여서 expr배열에 차례대로 저장해주는 함수이다.

void main()

{

FILE\* fp = fopen("expr.txt", "r");

rExpr(fp, expr);

init(top);

postfix();

return 0;

}

: 파일 포인터에 해당 파일 지정 후 rExpr 함수를 호출하여 expr 배열에 문자들을 저장하고, init 함수를 통해 linked-list의 head node->link를 NULL로 초기화, 그 다음 postfix 함수를 호출하여 일련의 작업을 실행한 뒤 종료한다.