**Department of Information Technology UIT2201**

**Programming and Data Structures 2022 – 2023**

**Exercise — 11**

**Part A**

**1)Write a parser that takes an expression string in postfix notation (for eg, "ab+a\*cd-e+/afg-\*h+-) and constructs the corresponding expression tree. You may assume that only binary operators are used in the expression and all the identifiers are single characters only.**

**Code:**

from LinkedBinarytree import LinkedBinaryTree                #importing the LinkedBinaryTree class from LinkedBinaryTree file

class ExpressionTree(LinkedBinaryTree):

    """

       This class is used for creating the expressiontree,

       and it contains below methods.

    """

    def \_\_init\_\_(self, item=None, t\_left=None, t\_right=None):

        super().\_\_init\_\_(item, t\_left, t\_right)

    def construct(self, string):

        """Constructs an expression tree from a postfix expression string"""

        s = []

        for character in string:

            if character in "+-\*/":

                r\_child = s.pop()

                l\_child = s.pop()

                s.append(ExpressionTree(character, l\_child, r\_child))

            else:

                s.append(ExpressionTree(character))

        self.root = s.pop().getRoot()

        return self.root

#Driver Code

if \_\_name\_\_ == "\_\_main\_\_":

    E = ExpressionTree()

    E.construct("ab-c/f\*d+")

    print(E)

**Output:**

**![](data:image/png;base64,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)**

**2)Given a binary tree, write a Python code to convert the binary tree into its Mirror tree. Mirror of a Binary Tree T is another Binary Tree M(T) with left and right children of all non-leaf nodes interchanged.**

**Code:**

from LinkedBinarytree import LinkedBinaryTree               #importing the LinkedBinarytree class from LinkedBinarytree file

class mirrortree(LinkedBinaryTree):

    """

       This class is used for creating the mirrortree,

       and it contains below methods.

    """

    def \_\_init\_\_(self, item=None, t\_left=None, t\_right=None):

        "Initializing the Constructor"

        super().\_\_init\_\_(item, t\_left, t\_right)             #using the super()

    def Mirror(self,pos):

        """mirror function swaps the children of a node"""

        if pos is None:

            return None

        else:

            pos.left, pos.right = pos.right, pos.left           #Simultaneous Swappimg

            self.Mirror(pos.left)

            self.Mirror(pos.right)

#Driver Code

if \_\_name\_\_ == "\_\_main\_\_":

    t1=LinkedBinaryTree(11)

    t2=LinkedBinaryTree(22)

    t3=LinkedBinaryTree(1,t1,t2)

    x1=LinkedBinaryTree(1)

    x2=LinkedBinaryTree(2)

    x3=LinkedBinaryTree(10,x1,x2)

    y=LinkedBinaryTree(2,x3,t3)

    print("Orginal Tree")

    print(y)

    M=mirrortree()

    M.Mirror(y.root)

    print("Mirror Tree")

    print(y)

**Output:**
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