***Core Java Interview Questions and Answers***

*1)When you go for Abstract class and when you go for Interface ? Explain in detail with sample programs.  
Ans) If few properties of a object changes from time to time, we go for abstract class.*

*If all properties of a object changes from time to time, we go for interface.*

*Example Code Snippets:-*

***Abstract Class****...*

*abstract class Car*

*{*

*void engine()*

*{*

*System.out.println("this is different for each car");*

*}*

*}*

*class BMW extends Car*

*{*

*void tyres()*

*{*

*System.out.println("car has 4 tyres");*

*}*

*void engine()*

*{*

*System.out.println("BMW mega\_Et10.25 engine");*

*}*

*public static void main(String[] args)*

*{*

*BMW c=new BMW();*

*c.tyres();*

*c.engine();*

*}*

*}*

***Interface****:-*

*interface Petrol*

*{*

*public void petrol\_Price();*

*public void price\_India();*

*public void price\_State();*

*}*

*class Price implements Petrol*

*{*

*public void petrol\_Price()*

*{*

*System.out.println("Petrol price:75.50Rupees");*

*}*

*public void price\_India()*

*{*

*System.out.println("Petrol price:75.50Rupees");*

*}*

*public void price\_State()*

*{*

*System.out.println("Petrol price:75.50Rupees");*

*}*

*public static void main(String[] args)*

*{*

*Price p=new Price();*

*p. petrol\_Price();*

*p.price\_India();*

*p.price\_State();*

*}*

*}*

*2) How many OOPS principles are there and what are those and provide the sample example for each one?*

*Ans) We Have 4 OOPS Principles*

*1) Encapsulation*

*2) Abstraction*

*3) Ploymorphism*

*4) Inheritance*

*1)Encapsulation:-*

*Encapsulation is an Object it hides certain features of the object not to expose to the user..*

*It encapsulates code and data and the data acts upon the code.*

*Code is instance variables*

*Data is instance methods.*

*The example for the encapsulation is Class which has private variables and public setters and getters methods. If we want to update or read this instance variables we can do from these public methods only.*

*In this way we provide security to the instance variables by keeping private access specifier.*

*For example if you don’t want to access particular variable outside of the class we can keep getter method as private....*

*(OR)*

*The Process of Creating a class by hiding internal data from the outside world and accessing it only through public method is known as Data Encapsulation or Data Hiding.*

*We Can define encapsulation in java two ways.*

*1)By Declaring Variables as private, to restrict it from direct access.*

*2)By Defining one pair of public setter and getter methods to access private variables.*

*Example:-*

*Package p1;*

*Public class Account{*

*Private double balance;*

*Public double getBalance()*

*{*

*Return balance;*

*}*

*Public void setBalance(double balance)*

*{*

*This.balance=balance;*

*} }*

*Class BankUser*

*{*

*Public static void main(String args[])*

*{*

*Account a=new Account();*

*a.setBalance(500000);*

*System.out.println(a.getBalance());*

*}*

*}*

*OUTPUT :- 500000.*

*2) Abstraction: -*

***Abstraction****is used to hide certain details and only show the essential features of the object. In other words, it deals with the outside view of an object (interface).*

*The Best example of the abstraction is interface and Abstract class.*

*Interface provides what we need to implement but not how we have to implement..*

*The class which is implemented the interface will provide the implementation for those methods.*

*(OR)*

*Hiding Internal Implementation and just to hide the set up services what we are offering is called Abstraction. By Using interface and abstract class, we can implement abstraction.*

*Example Code Snippets:-*

***Abstract Class****...*

*abstract class Car*

*{*

*void engine()*

*{*

*System.out.println("this is different for each car");*

*}*

*}*

*class BMW extends Car*

*{*

*void tyres()*

*{*

*System.out.println("car has 4 tyres");*

*}*

*void engine()*

*{*

*System.out.println("BMW mega\_Et10.25 engine");*

*}*

*public static void main(String[] args)*

*{*

*BMW c=new BMW();*

*c.tyres();*

*c.engine();*

*}*

*}*

***Interface****:-*

*interface Petrol*

*{*

*public void petrol\_Price();*

*public void price\_India();*

*public void price\_State();*

*}*

*class Price implements Petrol*

*{*

*public void petrol\_Price()*

*{*

*System.out.println("Petrol price:75.50Rupees");*

*}*

*public void price\_India()*

*{*

*System.out.println("Petrol price:75.50Rupees");*

*}*

*public void price\_State()*

*{*

*System.out.println("Petrol price:75.50Rupees");*

*}*

*public static void main(String[] args)*

*{*

*Price p=new Price();*

*p. petrol\_Price();*

*p.price\_India();*

*p.price\_State();*

*}*

*}*

*What is differences between Encapsulation and Abstraction?*

*Ans) In simple words: You do abstraction when deciding what to implement. You do encapsulation when hiding something that you have implemented.*

*3) Polymorphism:- Defining a method in multiple classes with the same name with different implementations for exhibiting different behaviours of the object is called polymorphism.*

*(Or)*

***Polymorphism****is the ability of an object to take on many forms.*

*The process of representing one form in multiple forms is known as****Polymorphism****.*

*The word "poly" means many and "morphs" means forms. So polymorphism means many forms.*

*Example in java is class having one method with different method signatures.*

*With different parameters.*

### *Real life example of polymorphism*

*Suppose if you are in class room that time you behave like a student, when you are in market at that time you behave like a customer, when you at your home at that time you behave like a son or daughter, Here one person present in different-different behaviors.*

*We can develop polymorphism by using*

* *Method Overloading*
* *Method Overriding.*

*To develop polymorphism ,we must define method in all subclasses with the same name with the same prototype as it is declared in the super class.*

*Java supports two types of polymorphism*

*1) Compile time polymorphism*

*2) Run-time polymorphism.*

1. *Compile time polymorphism: - When a method is invoked, and its method definition which is bind at compile time by compiler is only executed by jvm at runtime, then it is called compile time polymorphism. Static,non static and overloaded methods which are not overridden in sub class come under compile time polymorphism.*
2. *Run- time polymorphism:- When a method is invoked , the method definition which is bind at compilation time is not executed at runtime , instead it is executed from the subclass based on the object stored in the reference variable is called Run time Ploymorphism. Private non static methods and default non static methods from outside package are not overridden, so these method call comes under compile time polymorphisms.*

***Example on Method Overloading (Compile time Polymorphism)***

*Public class Test*

*{*

*int a=0,b=0;*

*Public void m1(int a)*

*{*

*This.a=a;*

*System.out.println(“Value of a is”+a);*

*}*

*Public void m1(int a,int b)*

*{*

*This.a=a;*

*This.b=b;*

*C=a+b;*

*System.out.println(“The value of C is ”+ c);*

*}*

*Public static void main(String args[])*

*{*

*Test t=new Test();*

*t.m1(1);*

*t.m1(1,2);*

*}*

*}*

*Example on Method Overriding(Runtime Ploymorphism)*

*Public class Test2*

*{*

*public int a=0,b=0;*

*public void m1(int a)*

*{*

*This.a=a;*

*System.out.println(“Iam from m1 of Super class Test1 “);*

*}*

*public static void main(String args[])*

*{*

*Test2 t2=new Test2();*

*T2.m1(2);*

*}*

*}*

*Public class Test3 extends Test2*

*{*

*Public int a=0,b=0;*

*Public void m1(int a)*

*{*

*This.a=a;*

*System.out.println(“The value of a is ”+ a);*

*}*

*Public static void main(String args[])*

*{*

*Test3 t3=new Test3();*

*T3.m1(3);*

*}*

*}*

***Polymorphism Example***

*An example of polymorphism is referring the instance of subclass, with reference variable of super-class. e.g.*

*Object o = new Object(); //o can hold the reference of any subtype*

*Object o = new String();*

*Object o = new Integer();*

*Here, String is subclass of Object class. This is basic example of polymorphism.*

*In java language, polymorphism is essentially considered into two versions.*

1. *Compile time polymorphism (static binding or method overloading)*
2. *Runtime polymorphism (dynamic binding or method overriding)*

*Here, it is important to understand the these divisions are specific to java. In context to software engineering, there are other form of polymorphisms also applicable to different languages, but for java, these are mainly considered.*

## *Compile time polymorphism (static binding or method overloading)*

*As the meaning is implicit, this is used to write the program in such a way, that flow of control is decided in compile time itself. It is achieved using method overloading.*

*In method overloading, an object can have two or more methods with same name, BUT, with their method parameters different. These parameters may be different on two bases:*

***1) Parameter type****: Type of method parameters can be different. e.g. java.util.Math.max() function comes with following versions:*

*public static double Math.max(double a, double b){..}*

*public static float Math.max(float a, float b){..}*

*public static int Math.max(int a, int b){..}*

*public static long Math.max(long a, long b){..}*

*The actual method to be called is decided on compile time based on parameters passed to function in program.*

***2) Parameter count****: Functions accepting different number of parameters. e.g. in employee management application, a factory can have these methods:*

*EmployeeFactory.create(String firstName, String lastName){...}*

*EmployeeFactory.create(Integer id, String firstName, String lastName){...}*

*Both methods have same name “create” but actual method invoked will be based on parameters passed in program.*

## *Runtime polymorphism (dynamic binding or method overriding)*

***Runtime polymorphism is essentially referred as method overriding.****Method overriding is a feature which you get when you implement inheritance in your program.*

*A simple example can be from real world e.g. Animal. An application can have Animal class, and its specialized sub classes like Cat and Dog. These subclasses will override the default behavior provided by Animal class + some of its own specific behavior.*

|  |
| --- |
| *public class Animal {*  *public void makeNoise()*  *{*  *System.out.println("Some sound");*  *}*  *}*    *class Dog extends Animal{*  *public void makeNoise()*  *{*  *System.out.println("Bark");*  *}*  *}*    *class Cat extends Animal{*  *public void makeNoise()*  *{*  *System.out.println("Meawoo");*  *}*  *}* |

*Now which makeNoise() method will be called, depends on type of actual instance created on runtime e.g.*

|  |
| --- |
| *public class Demo*  *{*  *public static void main(String[] args) {*  *Animal a1 = new Cat();*  *a1.makeNoise(); //Prints Meowoo*    *Animal a2 = new Dog();*  *a2.makeNoise(); //Prints Bark*  *}*  *}* |

1. *Inheritance: -****Inheritance in java****is a mechanism in which one object acquires all the properties and behaviors of parent object. The idea behind****inheritance in java****is that you can create new classes that are built upon existing classes.*

*Inheritance Rules*

***1. A class implements an interface:***

*When a class implements an interface, it has to provide implementation details for all the methods of that interface (overriding).*

*Consider the following interface:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8* | *public interface Animal {*  *public void eat();*    *public void move();*    *public void sleep();*    *}* |

*And here is a class that implements this interface:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8*  *9*  *10*  *11*  *12*  *13*  *14* | *public class Dog implements Animal {*    *public void eat() {*  *System.out.print("Eating...");*  *}*    *public void move() {*  *System.out.print("Moving...");*  *}*    *public void sleep() {*  *System.out.print("Sleeping...");*  *}*  *}* |

*Here, you can see that the Animalinterface declares 3 abstract methods with empty body. Being a subtype, the Dog class must provide implementation details for these methods - this is called overriding*

*Besides the responsibility of overriding the methods from the super interface, the Dog class can also implement methods of its own:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8*  *9* | *public class Dog implements Animal {*  *// overrides methods from Animal interface..*      *// dog-specific behavior*  *public void bark() {*  *System.out.print("Gow Gow!");*  *}*  *}* |

***2. An abstract class implements an interface:***

*When an abstract class implements an interface, it’s not required to override methods of the super interface. But the first non-abstract class in the inheritance tree must override the methods.*

*Consider the following interface:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7* | *public interface Moveable {*  *public void start();*    *public void stop();*    *public void move();*  *}* |

*And the abstract subclass:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8*  *9* | *public abstract class Vehicle implements Moveable {*  *public void start() {*  *System.out.print("Starting...");*  *}*    *public void stop() {*  *System.out.print("Stopping...");*  *}*  *}* |

*As the Vehicle is abstract, it’s legal to override only two methods from the Moveable interface. And the move() method must be implemented by the first non-abstract in the inheritance tree.*

*Suppose that Car is a subclass of Vehicle, so we have an inheritance tree like this:*

***Moveable > Vehicle > Car***

*Since Car is a non-abstract class, it must implement the move() method of the Moveable interface:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5* | *public class Car extends Vehicle {*  *public void move() {*  *System.out.print("Moving by engine...");*  *}*  *}* |

***3. A class extends another class:***

*When a class extends another class, the subclass inherits all the public and protected members of the super class. The default members are inherited only in the same package.*

*Let’s see the following Car class:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8*  *9*  *10*  *11*  *12*  *13*  *14*  *15*  *16*  *17* | *public class Car {*  *String name;*  *private int age;*  *protected int numberOfWheels = 4;*    *protected void start() {*  *System.out.print("The car is starting...");*  *}*    *public void move() {*  *System.out.print("The car is moving...");*  *}*    *private void test() {*  *System.out.print("The car is being tested...");*  *}*  *}* |

*And the following is the Truck class:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6* | *public class Truck extends Car {*  *public Truck() {*  *numberOfWheels = 8;*  *name = "Truck";*  *}*  *}* |

*Let’s look at the constructor of the Truck class - it can access the protected field numberOfWheels and the default field name. However, it cannot access the private field age. We can write:*

|  |  |
| --- | --- |
| *1*  *2*  *3* | *Truck truck = new Truck();*  *truck.start();*  *truck.move();* |

*But the Java compiler will complain if we try to invoke the private method test():*

|  |  |
| --- | --- |
| *1* | *truck.test();   // COMPILE ERROR, since private member is not inherited* |

***4. An interface extends another interface:***

*When an interface extends another interface, the sub interface inherits all the methods declared in the super interface, and it’s free to re-declare the methods or not. For example:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7* | *public interface Moveable {*  *public void start();*    *public void stop();*    *public void move();*  *}* |

*And here is a sub interface:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5* | *public interface Controllable extends Moveable {*  *public void turn();*    *public void brake();*  *}* |

***5. A class extends another class and implements another interface:***

*In Java, we can have a class inherits both an interface and a class directly. Consider the following example:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8*  *9*  *10*  *11*  *12*  *13*  *14*  *15*  *16*  *17*  *18*  *19* | *public interface Moveable {*  *public void move();*  *}*    *public class Car {*  *protected void start() {*  *System.out.print("Starting...");*  *}*    *public void stop() {*  *System.out.print("Stopping...");*  *}*  *}*    *public class Truck extends Car implements Moveable {*  *public void move() {*  *System.out.print("Moving...");*  *}*  *}* |

*In this case, the Truck class inherits the start() and stop() methods of its super class Car, and has to override the move() method from its super interface Moveable.*

*In practice with Swing development, it’s common to have a class extended a JFrame and implements an event listener interface, for example:*

|  |  |
| --- | --- |
| *1*  *2* | *public class MyFrame extends JFrame implements ActionListener {*  *}* |

***6. Multiple inheritance of state is not allowed:***

*Remember that Java does not allow a class inherits two or more classes directly. To understand why multiple inheritance is not allowed, consider the following example:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8*  *9*  *10*  *11*  *12*  *13*  *14*  *15*  *16*  *17*  *18*  *19*  *20* | *public class A {*  *public void methodA() {*    *}*    *public void foo() {*    *}*  *}*      *public class B {*  *public void methodB() {*    *}*    *public void foo() {*    *}*  *}* |

*Suppose that we want to write a class C that extends both A and B like this:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5* | *public class C extends A, B {*  *public void methodC() {*  *foo();*  *}*  *}* |

*As you can see, both A and B has a method called foo(), so which foo() method the class C invokes exactly? from A or B? This case is ambiguous hence Java does not allow.*

***7. Multiple inheritance of type is allowed:***

*This means Java does allow multiple inheritance between interfaces. For example:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8*  *9*  *10*  *11* | *public interface X {*  *public void methodX();*  *}*    *public interface Y {*  *public void methodY();*  *}*    *public interface Z extends X, Y {*  *public void methodZ();*  *}* |

*This is allowed because interfaces do not have concrete methods, thus there is no ambiguity.*

*Likewise, we can have a class implements multiple interfaces:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7* | *public class Sub implements X, Y, Z {*  *public void methodX() { }*    *public void methodY() { }*    *public void methodZ() { }*  *}* |

***8. Type Reference and Declaration:***

*One interesting point with inheritance in Java is that, we can use the super type when creating a new object of the sub type.*

*Suppose Car is the parent class of the Truck class as shown in the following code:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8*  *9* | *public class Car {*  *public void move() {*  *}*  *}*    *public class Truck extends Car {*  *public void load() {*  *}*  *}* |

*It’s legal to write:*

|  |  |
| --- | --- |
| *1* | *Car vehicle = new Truck();* |

*The rule is: the type on the left side can be super type of the actual object in the right side. Note that the only methods we can invoke are the ones declared in the super type, for example:*

|  |  |
| --- | --- |
| *1* | *vehicle.move(); //okay, since Truck inherits Car* |

*Also note that, if the subclass declares a new method, we cannot invoke it using the super type reference:*

|  |  |
| --- | --- |
| *1* | *vehicle.load(); // compile error* |

*It’s illegal to create a new Car object like this:*

|  |  |
| --- | --- |
| *1* | *Truck car = new Car();  // Compile error* |

*Why? It’s because Truck is the subclass which can declare new methods other than the ones inherited from the Car class, whereas the actual object is of type Car. We may write this:*

|  |  |
| --- | --- |
| *1* | *car.load();* |

*It’s seems okay because the Truck class declares the load() method. But in this case, the actual object is Car which does not have the load() method.*

***9. The super keyword:***

*In Java, the****super****keyword is used to access members of the super type from the sub type. For example:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8*  *9*  *10*  *11*  *12*  *13*  *14*  *15*  *16*  *17*  *18* | *public class Super {*  *protected void bar() {*  *System.out.println("Super.bar()...");*  *}*    *}*    *public class Sub extends Super {*  *public void bar() {*  *System.out.println("Sub.bar()...");*  *}*      *public void test() {*  *super.bar();*  *this.bar();*  *}*  *}* |

*Here, we can see that both classes have a method called bar() (overriding). Therefore, if we want to invoke the super’s version of the bar() method, the super keyword is used.*

***10. Only public and protected members are inherited:***

*Private members are not inherited. Default members are inherited only if both the subclass and super class are in the same package, otherwise default members are not inherited.*

***11. Constructors are not inherited:***

*The sub class cannot inherit constructors from its super class. Consider the following example:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6*  *7*  *8*  *9*  *10*  *11* | *public class Super {*  *protected String text;*    *public Super(String text) {*  *this.text = text;*  *}*  *}*    *public class Sub extends Super {*    *}* |

*We can create a new instance of Super like this:*

|  |  |
| --- | --- |
| *1* | *Super super = new Super(“Hello”);   //OK* |

*But we cannot do the same for the Sub class:*

|  |  |
| --- | --- |
| *1* | *Sub sub = new Sub(“Hello”); //Compile error, since constructor is not inherited* |

*The solution is to write a constructor for the sub class and call the super’s constructor, for example:*

|  |  |
| --- | --- |
| *1*  *2*  *3*  *4*  *5*  *6* | *public class Sub extends Super {*    *public Sub(String text) {*  *super(text);*  *}*  *}* |

***12. Object is the base class of all classes in Java:***

*Whenever you use a class in Java, the Java compiler automatically makes the class inherited the Objectclass. In other words, Object is the top class in any inheritance tree.*

*For example, when we write a class like this:*

|  |  |
| --- | --- |
| *1*  *2* | *public class A {*  *}* |

*Then the compiler make it extended the Object class implicitly:*

|  |  |
| --- | --- |
| *1*  *2* | *public class A extends Object {*  *}* |

*You know, the Object class provides some behaviors which are common to all objects such as equals() and hashCode().*

*(OR)*

*The Process of getting the properties from one class to another class is called Inheritance.*

*Example Snippet:-*

*Public class Test2*

*{*

*public int a=0,b=0;*

*public void m1(int a)*

*{*

*This.a=a;*

*System.out.println(“Iam from m1 of Super class Test1 “);*

*}*

*public static void main(String args[])*

*{*

*Test2 t2=new Test2();*

*T2.m1(2);*

*}*

*}*

*Public class Test3 extends Test2*

*{*

*Public int a=0,b=0;*

*Public void m1(int a)*

*{*

*This.a=a;*

*System.out.println(“The value of a is ”+ a);*

*}*

*Public static void main(String args[])*

*{*

*Test3 t3=new Test3();*

*T3.m1(3);*

*}*

*}*

*Super class:- Any class which is getting extended by another class is known as super class.*

*Sub class:- any class which is extending another class is known as subclass.*

***Core Java - Interview Questions and Answers***

*1. What is the most important feature of Java?*

*Java is a platform independent language.*

*2. What do you mean by platform independence?*

*Platform independence means that we can write and compile the java code in one platform (eg Windows) and can execute the class in any other supported platform eg (Linux,Solaris,etc).*

*3. What is a JVM?*

*JVM is Java Virtual Machine which is a run time environment for the compiled java class files.*

*4. Are JVM's platform independent?*

*JVM's are not platform independent. JVM's are platform specific run time implementation provided by the vendor.*

*5. What is the difference between a JDK and a JVM?*

*JDK is Java Development Kit which is for development purpose and it includes execution environment also. But JVM is purely a run time environment and hence you will not be able to compile your source files using a JVM.*

*6. What is a pointer and does Java support pointers?*

*Pointer is a reference handle to a memory location. Improper handling of pointers leads to memory leaks and reliability issues hence Java doesn't support the usage of pointers.*

*7. What is the base class of all classes?*

*java.lang.Object*

*8. Does Java support multiple inheritance?*

*Java doesn't support multiple inheritance.*

*9. Is Java a pure object oriented language?*

*Java uses primitive data types and hence is not a pure object oriented language.*

*10. Are arrays primitive data types?*

*In Java, Arrays are objects.*

*11. What is difference between Path and Classpath?*

*Path and Classpath are operating system level environment variales. Path is used define where the system can find the executables(.exe) files and classpath is used to specify the location .class files.*

*12. What are local variables?*

*Local varaiables are those which are declared within a block of code like methods. Local variables should be initialised before accessing them.*

*13. What are instance variables?*

*Instance variables are those which are defined at the class level. Instance variables need not be initialized before using them as they are automatically initialized to their default values.*

*14. How to define a constant variable in Java?*

*The variable should be declared as static and final. So only one copy of the variable exists for all instances of the class and the value can't be changed also.*

*static final int PI = 2.14; is an example for constant.*

*15. Should a main() method be compulsorily declared in all java classes?*

*No not required. main() method should be defined only if the source class is a java application.*

*16. What is the return type of the main() method?*

*Main() method doesn't return anything hence declared void.*

*17. Why is the main() method declared static?*

*main() method is called by the JVM even before the instantiation of the class hence it is declared as static.*

*18. What is the arguement of main() method?*

*main() method accepts an array of String object as arguement.*

*19. Can a main() method be overloaded?*

*Yes. You can have any number of main() methods with different method signature and implementation in the class.(d)*

*20. Can a main() method be declared final?*

*Yes. Any inheriting class will not be able to have it's own default main() method.*

*21. Does the order of public and static declaration matter in main() method?*

*No. It doesn't matter but void should always come before main().*

*22. Can a source file contain more than one class declaration?*

*Yes a single source file can contain any number of Class declarations but only one of the class can be declared as public.*

*23. What is a package?*

*Package is a collection of related classes and interfaces. package declaration should be first statement in a java class.*

*24. Which package is imported by default?*

*java.lang package is imported by default even without a package declaration.*

*25. Can a class declared as private be accessed outside it's package?*

*Not possible.*

*26. Can a class be declared as protected?*

*A class can't be declared as protected. only methods can be declared as protected.*

*27. What is the access scope of a protected method?*

*A protected method can be accessed by the classes within the same package or by the subclasses of the class in any package.*

*28. What is the purpose of declaring a variable as final?*

*A final variable's value can't be changed. final variables should be initialized before using them.*

*29. What is the impact of declaring a method as final?*

*A method declared as final can't be overridden. A sub-class can't have the same method signature with a different implementation.*

*30. I don't want my class to be inherited by any other class. What should i do?*

*You should declared your class as final. But you can't define your class as final, if it is an abstract class. A class declared as final can't be extended by any other class.*

*31. Can you give few examples of final classes defined in Java API?*

*java.lang.String, java.lang.Math are final classes.*

*32. How is final different from finally and finalize()?*

*final is a modifier which can be applied to a class or a method or a variable. final class can't be inherited, final method can't be overridden and final variable can't be changed.*

*finally is an exception handling code section which gets executed whether an exception is raised or not by the try block code segment.*

*finalize() is a method of Object class which will be executed by the JVM just before garbage collecting object to give a final chance for resource releasing activity.*

*33. Can a class be declared as static?*

*No a class cannot be defined as static. Only a method, a variable or a block of code can be declared as static.*

*34. When will you define a method as static?*

*When a method needs to be accessed even before the creation of the object of the class then we should declare the method as static.*

*35. What are the restriction imposed on a static method or a static block of code?*

*A static method should not refer to instance variables without creating an instance and cannot use "this" operator to refer the instance.*

*36. I want to print "Hello" even before main() is executed. How will you acheive that?*

*Print the statement inside a static block of code. Static blocks get executed when the class gets loaded into the memory and even before the creation of an object. Hence it will be executed before the main() method. And it will be executed only once.*

*37. What is the importance of static variable?*

*static variables are class level variables where all objects of the class refer to the same variable. If one object changes the value then the change gets reflected in all the objects.*

*38. Can we declare a static variable inside a method?*

*Static varaibles are class level variables and they can't be declared inside a method. If declared, the class will not compile.*

*39. What is an Abstract Class and what is it's purpose?*

*A Class which doesn't provide complete implementation is defined as an abstract class. Abstract classes enforce abstraction.*

*40. Can a abstract class be declared final?*

*Not possible. An abstract class without being inherited is of no use and hence will result in compile time error.*

*41. What is use of a abstract variable?*

*Variables can't be declared as abstract. only classes and methods can be declared as abstract.*

*42. Can you create an object of an abstract class?*

*Not possible. Abstract classes can't be instantiated.*

*43. Can a abstract class be defined without any abstract methods?*

*Yes it's possible. This is basically to avoid instance creation of the class.*

*44. Class C implements Interface I containing method m1 and m2 declarations. Class C has provided implementation for method m2. Can i create an object of Class C?*

*No not possible. Class C should provide implementation for all the methods in the Interface I. Since Class C didn't provide implementation for m1 method, it has to be declared as abstract. Abstract classes can't be instantiated.*

*45. Can a method inside a Interface be declared as final?*

*No not possible. Doing so will result in compilation error. public and abstract are the only applicable modifiers for method declaration in an interface.*

*46. Can an Interface implement another Interface?*

*Intefaces doesn't provide implementation hence a interface cannot implement another interface.*

*47. Can an Interface extend another Interface?*

*Yes an Interface can inherit another Interface, for that matter an Interface can extend more than one Interface.*

*48. Can a Class extend more than one Class?*

*Not possible. A Class can extend only one class but can implement any number of Interfaces.*

*49. Why is an Interface be able to extend more than one Interface but a Class can't extend more than one Class?*

*Basically Java doesn't allow multiple inheritance, so a Class is restricted to extend only one Class. But an Interface is a pure abstraction model and doesn't have inheritance hierarchy like classes(do remember that the base class of all classes is Object). So an Interface is allowed to extend more than one Interface.*

*50. Can an Interface be final?*

*Not possible. Doing so so will result in compilation error.*

*51. Can a class be defined inside an Interface?*

*Yes it's possible.*

*52. Can an Interface be defined inside a class?*

*Yes it's possible.*

*53. What is a Marker Interface?*

*An Interface which doesn't have any declaration inside but still enforces a mechanism.*

*54. Which object oriented Concept is achieved by using overloading and overriding?*

*Polymorphism.*

*55. Why does Java not support operator overloading?*

*Operator overloading makes the code very difficult to read and maintain. To maintain code simplicity, Java doesn't support operator overloading.*

*56. Can we define private and protected modifiers for variables in interfaces?*

*No.*

*57. What is Externalizable?*

*Externalizable is an Interface that extends Serializable Interface. And sends data into Streams in Compressed Format. It has two methods, writeExternal(ObjectOuput out) and readExternal(ObjectInput in)*

*58. What modifiers are allowed for methods in an Interface?*

*Only public and abstract modifiers are allowed for methods in interfaces.*

*59. What is a local, member and a class variable?*

*Variables declared within a method are "local" variables.*

*Variables declared within the class i.e not within any methods are "member" variables (global variables).*

*Variables declared within the class i.e not within any methods and are defined as "static" are class variables.*

*60. What is an abstract method?*

*An abstract method is a method whose implementation is deferred to a subclass.*

*61. What value does read() return when it has reached the end of a file?*

*The read() method returns -1 when it has reached the end of a file.*

*62. Can a Byte object be cast to a double value?*

*No, an object cannot be cast to a primitive value.*

*63. What is the difference between a static and a non-static inner class?*

*A non-static inner class may have object instances that are associated with instances of the class's outer class. A static inner class does not have any object instances.*

*64. What is an object's lock and which object's have locks?*

*An object's lock is a mechanism that is used by multiple threads to obtain synchronized access to the object. A thread may execute a synchronized method of an object only after it has acquired the object's lock. All objects and classes have locks. A class's lock is acquired on the class's Class object.*

*65. What is the % operator?*

*It is referred to as the modulo or remainder operator. It returns the remainder of dividing the first operand by the second operand.*

*66. When can an object reference be cast to an interface reference?*

*An object reference be cast to an interface reference when the object implements the referenced interface.*

*67. Which class is extended by all other classes?*

*The Object class is extended by all other classes.*

*68. Which non-Unicode letter characters may be used as the first character of an identifier?*

*The non-Unicode letter characters $ and \_ may appear as the first character of an identifier*

*69. What restrictions are placed on method overloading?*

*Two methods may not have the same name and argument list but different return types.*

*70. What is casting?*

*There are two types of casting, casting between primitive numeric types and casting between object references. Casting between numeric types is used to convert larger values, such as double values, to smaller values, such as byte values. Casting between object references is used to refer to an object by a compatible class, interface, or array type reference.*

*71. What is the return type of a program's main() method?*

*void.*

*72. If a variable is declared as private, where may the variable be accessed?*

*A private variable may only be accessed within the class in which it is declared.*

*73. What do you understand by private, protected and public?*

*These are accessibility modifiers. Private is the most restrictive, while public is the least restrictive. There is no real difference between protected and the default type (also known as package protected) within the context of the same package, however the protected keyword allows visibility to a derived class in a different package.*

*74. What is Downcasting ?*

*Downcasting is the casting from a general to a more specific type, i.e. casting down the hierarchy*

*75. What modifiers may be used with an inner class that is a member of an outer class?*

*A (non-local) inner class may be declared as public, protected, private, static, final, or abstract.*

*76. How many bits are used to represent Unicode, ASCII, UTF-16, and UTF-8 characters?*

*Unicode requires 16 bits and ASCII require 7 bits Although the ASCII character set uses only 7 bits, it is usually represented as 8 bits.*

*UTF-8 represents characters using 8, 16, and 18 bit patterns.*

*UTF-16 uses 16-bit and larger bit patterns.*

*77. What restrictions are placed on the location of a package statement within a source code file?*

*A package statement must appear as the first line in a source code file (excluding blank lines and comments).*

*78. What is a native method?*

*A native method is a method that is implemented in a language other than Java.*

*79. What are order of precedence and associativity, and how are they used?*

*Order of precedence determines the order in which operators are evaluated in expressions. Associatity determines whether an expression is evaluated left-to-right or right-to-left.*

*80. Can an anonymous class be declared as implementing an interface and extending a class?*

*An anonymous class may implement an interface or extend a superclass, but may not be declared to do both.*

*81. What is the range of the char type?*

*The range of the char type is 0 to 216 - 1 (i.e. 0 to 65535.)*

*82. What is the range of the short type?*

*The range of the short type is -(215) to 215 - 1. (i.e. -32,768 to 32,767)*

*83. Why isn't there operator overloading?*

*Because C++ has proven by example that operator overloading makes code almost impossible to maintain.*

*84. What does it mean that a method or field is "static"?*

*Static variables and methods are instantiated only once per class. In other words they are class variables, not instance variables. If you change the value of a static variable in a particular object, the value of that variable changes for all instances of that class. Static methods can be referenced with the name of the class rather than the name of a particular object of the class (though that works too). That's how library methods like System.out.println() work. out is a static field in the java.lang.System class.*

*85. Is null a keyword?*

*The null value is not a keyword.*

*86. Which characters may be used as the second character of an identifier, but not as the first character of an identifier?*

*The digits 0 through 9 may not be used as the first character of an identifier but they may be used after the first character of an identifier.*

*87. Is the ternary operator written x : y ? z or x ? y : z ?*

*It is written x ? y : z.*

*88. How is rounding performed under integer division?*

*The fractional part of the result is truncated. This is known as rounding toward zero.*

*89. If a class is declared without any access modifiers, where may the class be accessed?*

*A class that is declared without any access modifiers is said to have package access. This means that the class can only be accessed by other classes and interfaces that are defined within the same package.*

*90. Does a class inherit the constructors of its superclass?*

*A class does not inherit constructors from any of its superclasses.*

*91. Name the eight primitive Java types.*

*The eight primitive types are byte, char, short, int, long, float, double, and boolean.*

*92. What restrictions are placed on the values of each case of a switch statement?*

*During compilation, the values of each case of a switch statement must evaluate to a value that can be promoted to an int value.*

*93. What is the difference between a while statement and a do while statement?*

*A while statement checks at the beginning of a loop to see whether the next loop iteration should occur. A do while statement checks at the end of a loop to see whether the next iteration of a loop should occur. The do whilestatement will always execute the body of a loop at least once.*

*94. What modifiers can be used with a local inner class?*

*A local inner class may be final or abstract.*

*95. When does the compiler supply a default constructor for a class?*

*The compiler supplies a default constructor for a class if no other constructors are provided.*

*96. If a method is declared as protected, where may the method be accessed?*

*A protected method may only be accessed by classes or interfaces of the same package or by subclasses of the class in which it is declared.*

*97. What are the legal operands of the instanceof operator?*

*The left operand is an object reference or null value and the right operand is a class, interface, or array type.*

*98. Are true and false keywords?*

*The values true and false are not keywords.*

*99. What happens when you add a double value to a String?*

*The result is a String object.*

*100. What is the diffrence between inner class and nested class?*

*When a class is defined within a scope od another class, then it becomes inner class. If the access modifier of the inner class is static, then it becomes nested class.*

*101. Can an abstract class be final?*

*An abstract class may not be declared as final.*

*102. What is numeric promotion?*

*Numeric promotion is the conversion of a smaller numeric type to a larger numeric type, so that integer and floating-point operations may take place. In numerical promotion, byte, char, and short values are converted to int values. The int values are also converted to long values, if necessary. The long and float values are converted to double values, as required.*

*103. What is the difference between a public and a non-public class?*

*A public class may be accessed outside of its package. A non-public class may not be accessed outside of its package.*

*104. To what value is a variable of the boolean type automatically initialized?*

*The default value of the boolean type is false.*

*105. What is the difference between the prefix and postfix forms of the ++ operator?*

*The prefix form performs the increment operation and returns the value of the increment operation. The postfix form returns the current value all of the expression and then performs the increment operation on that value.*

*106. What restrictions are placed on method overriding?*

*Overridden methods must have the same name, argument list, and return type. The overriding method may not limit the access of the method it overrides. The overriding method may not throw any exceptions that may not be thrown by the overridden method.*

*107. What is a Java package and how is it used?*

*A Java package is a naming context for classes and interfaces. A package is used to create a separate name space for groups of classes and interfaces. Packages are also used to organize related classes and interfaces into a single API unit and to control accessibility to these classes and interfaces.*

*108. What modifiers may be used with a top-level class?*

*A top-level class may be public, abstract, or final.*

*109. What is the difference between an if statement and a switch statement?*

*The if statement is used to select among two alternatives. It uses a boolean expression to decide which alternative should be executed. The switch statement is used to select among multiple alternatives. It uses an int expression to determine which alternative should be executed.*

*110. What are the practical benefits, if any, of importing a specific class rather than an entire package (e.g. import java.net.\* versus import java.net.Socket)?*

*It makes no difference in the generated class files since only the classes that are actually used are referenced by the generated class file. There is another practical benefit to importing single classes, and this arises when two (or more) packages have classes with the same name. Take java.util.Timer and javax.swing.Timer, for example. If I import java.util.\* and javax.swing.\* and then try to use "Timer", I get an error while compiling (the class name is ambiguous between both packages). Let's say what you really wanted was the javax.swing.Timer class, and the only classes you plan on using in java.util are Collection and HashMap. In this case, some people will prefer to import java.util.Collection and import java.util.HashMap instead of importing java.util.\*. This will now allow them to use Timer, Collection, HashMap, and other javax.swing classes without using fully qualified class names in.*

*111. Can a method be overloaded based on different return type but same argument type ?*

*No, because the methods can be called without using their return type in which case there is ambiquity for the compiler.*

*112. What happens to a static variable that is defined within a method of a class ?*

*Can't do it. You'll get a compilation error.*

*113. How many static initializers can you have ?*

*As many as you want, but the static initializers and class variable initializers are executed in textual order and may not refer to class variables declared in the class whose declarations appear textually after the use, even though these class variables are in scope.*

*114. What is the difference between method overriding and overloading?*

*Overriding is a method with the same name and arguments as in a parent, whereas overloading is the same method name but different arguments*

*115. What is constructor chaining and how is it achieved in Java ?*

*A child object constructor always first needs to construct its parent (which in turn calls its parent constructor.). In Java it is done via an implicit call to the no-args constructor as the first statement.*

*116. What is the difference between the Boolean & operator and the && operator?*

*If an expression involving the Boolean & operator is evaluated, both operands are evaluated. Then the & operator is applied to the operand. When an expression involving the && operator is evaluated, the first operand is evaluated. If the first operand returns a value of true then the second operand is evaluated. The && operator is then applied to the first and second operands. If the first operand evaluates to false, the evaluation of the second operand is skipped.*

*117. Which Java operator is right associative?*

*The = operator is right associative.*

*118. Can a double value be cast to a byte?*

*Yes, a double value can be cast to a byte.*

*119. What is the difference between a break statement and a continue statement?*

*A break statement results in the termination of the statement to which it applies (switch, for, do, or while). A continue statement is used to end the current loop iteration and return control to the loop statement.*

*120. Can a for statement loop indefinitely?*

*Yes, a for statement can loop indefinitely. For example, consider the following: for(;;);*

*121. To what value is a variable of the String type automatically initialized?*

*The default value of an String type is null.*

*122. What is the difference between a field variable and a local variable?*

*A field variable is a variable that is declared as a member of a class. A local variable is a variable that is declared local to a method.*

*123. How are this() and super() used with constructors?*

*this() is used to invoke a constructor of the same class. super() is used to invoke a superclass constructor.*

*124. What does it mean that a class or member is final?*

*A final class cannot be inherited. A final method cannot be overridden in a subclass. A final field cannot be changed after it's initialized, and it must include an initializer statement where it's declared.*

*125. What does it mean that a method or class is abstract?*

*An abstract class cannot be instantiated. Abstract methods may only be included in abstract classes. However, an abstract class is not required to have any abstract methods, though most of them do. Each subclass of an abstract class must override the abstract methods of its superclasses or it also should be declared abstract.*

*126. What is a transient variable?*

*Transient variable is a variable that may not be serialized.*

*127. How does Java handle integer overflows and underflows?*

*It uses those low order bytes of the result that can fit into the size of the type allowed by the operation.*

*128. What is the difference between the >> and >>> operators?*

*The >> operator carries the sign bit when shifting right. The >>> zero-fills bits that have been shifted out.*

*129. Is sizeof a keyword?*

*The sizeof operator is not a keyword.*

***Development Bank of Singapore Company (Telephonic Interview Questions)***

*130. Can we store key as Object in Hash Map Collection?*

*131. Why Java people made String as final and immutable?*

*131. What are the new features added in Java 6.Java 7 and Java 8?*

*Ans) Java 8 Features:-* ***JAVA8*** *has introduced the concept called meta-space generation, hence* ***permgen*** *is no longer needed when you use jdk 1.8 versions.*

*Java 6 Features:-*

1. *New collection interfaces includes Deque, NavigableSet, NavigableMap.*
2. *2)****.***

### *java.io Enhancements:*

*New class” Console” is added and it contains methods to access a character-based console device. The readPassword()methods disable echoing thus they are suitable for retrieval of sensitive data such as passwords. The method System.console ()returns the unique console associated with the Java Virtual Machine.*

*Increased Developer Productivity*

***HCL Technologies Interview Questions***

*132. Write a program using join (Threading) method?*

*133. Explain the memory Management of Java?*

*134.when will come OutofMemory error?*

*Ans) OutOfMemoryError in Java is a subclass* ***of java.lang.VirtualMachineError*** *and JVM throws java.lang.OutOfMemoryError when it ran out of memory in the heap. OutOfMemoryError in Java can come anytime in heap mostly while you try to create an object and there is not enough space on the heap to allocate that object.*

*Types of OutOfMemoryError in Java*

*I have seen mainly two types of OutOfMemoryError in Java:  
  
1) The* ***java.lang.OutOfMemoryError: Java heap space*** *2) The* ***java.lang.OutOfMemoryError: PermGen space***

*Though both of them occur because JVM ran out of memory they are quite different to each other and their solutions are independent of each other.*

### *Solving initialization-time OutOfMemoryError*

*When the OutOfMemoryError due to PermGen exhaustion is triggered during the application launch, the solution is simple. The application just needs more room to load all the classes to the PermGen area so we just need to increase its size. To do so, alter your application launch configuration and add (or increase if present) the -XX:MaxPermSize parameter similar to the following example:*

*java -XX:MaxPermSize=512m com.yourcompany.YourClass...*

*The above configuration will tell the JVM that PermGen is allowed to grow up to 512MB before it can start complaining in the form of OutOfMemoryError.*

*PermGen Space stands for memory allocation for Permanent generation All Java immutable objects come under this category, like String which is created with literals or with String.intern() methods and for loading the classes into memory. PermGen Space speeds up our String equality searching.*

*The permgen space is the area of heap that holds all the reflective data of the virtual machine itself, such as class and method objects.*

*Perm space is used to keep informations for loaded classes and few other advanced features like String Pool(for highly optimized string equality testing), which usually get created by String.intern() methods. As your application(number of classes) will grow this space shall get filled quickly, since the garbage collection on this Space is not much effective to clean up as required, you quickly get Out of Memory : perm gen space error. After then, no application shall run on that machine effectively even after having a huge empty JVM.*

*Before starting your application you should java -XX:MaxPermSize to get rid of this error.*

*The difference between "java.lang.OutOfMemoryError: Java heap space" and "java.lang.OutOfMemoryError: PermGen space"*

*If you are familiar with different generations on the heap and* [*How garbage collection works in java*](http://javarevisited.blogspot.com/2011/04/garbage-collection-in-java.html) *and aware of new, old and permanent generation of heap space then you would have easily figured out this OutOfMemoryError in Java. Permanent generation of the heap is used to store String pool and various Metadata required by JVM related to Class, method and other java primitives.  
  
Since* ***in most of JVM default size of Perm Space is around "64MB"*** *you can easily run out of memory if you have too many classes or a huge number of Strings in your project.  
  
  
An important point to remember is that it doesn't depend on* ***–Xmx*** *value so no matter how big your total heap size you can run OutOfMemory in perm space. The good thing is you can specify* ***the size of permanent generation*** *using JVM options* ***"-XX: PermSize"*** *and* ***"-XX: MaxPermSize"*** *based on your project need.  
  
One small thing to remember is that "=" is used to separate parameter and value while specifying the* ***size of perm space in the heap*** *while "=" is not required while* [***setting maximum heap size in java***](http://javarevisited.blogspot.com/2011/05/java-heap-space-memory-size-jvm.html)*, as shown in below example.****export JVM\_ARGS="-Xmx1024m -XX:MaxPermSize=256m"***

*Another reason of "****java.lang.OutOfMemoryError: PermGen****" is memory leak through* [*Classloaders*](http://javarevisited.blogspot.com/2012/12/how-classloader-works-in-java.html) *and it’s very often surfaced in WebServer and application server like tomcat, WebSphere, glassfish or WebLogic.   
  
In Application server different classloaders are used to load different web applications so that you can deploy and undeploy one application without affecting other application on the same server, but while undeploying if container somehow keeps reference of any class loaded by application class loader then that class and all other related class will not be garbage collected and can quickly fill the PermGen space if you deploy and undeploy your application many times.   
  
"java.lang.OutOfMemoryError: PermGen” has been observed many times in tomcat in our last project, but the solution of this problem are really tricky because first you need to know which class is causing a memory leak and then you need to fix that. Another reason of OutOfMemoryError in PermGen space is if any thread started by the application doesn't exit when you undeploy your application.*

*These are just some example of infamous classloader leaks, anybody who is writing code for loading and unloading classes has to be very careful to avoid this. You can also use* ***visualgc*** *for monitoring PermGen space, this tool will show the graph of PermGen space and you can see how and when Permanent space getting increased. I suggest using this tool before reaching to any conclusion.*

*135. How to stop a thread?*

|  |  |
| --- | --- |
| *Ans) vote* | *stop() and resume() have been deprecated in Java for a decade or so. destroy() has been deprecated in Java since Java 1.5* |

*Because stopping a thread in this manner is unsafe and can leave your application and the VM in an unpredictable state"*

*136.Write code for submitting the data in your project?*

*137.What is String Constant Pool?*

*Ans) As explained in these Stackoverflow questions:* [*question 1*](http://stackoverflow.com/questions/2009228/strings-are-objects-in-java-so-why-dont-we-use-new-to-create-them) *&* [*question 2*](http://stackoverflow.com/questions/1881922/questions-about-javas-string-pool) *I understand that "String literals" are* [*interned*](http://en.wikipedia.org/wiki/String_interning) *when:*

*String s = "abc";*

*And that the JVM will create a new String object instead of using an existing one from the String Pool when:*

*String s = new String("abc");*

*When the compiler encounters a String literal, it checks the pool to see if an identical String already exists. If a match is found, the reference to the new literal is directed to the existing String, and no new String literal object is created.*

*In this case, we actually end up with a slightly different behavior because of the keyword "new." In such a case, references to String literals are still put into the constant table (the String Literal Pool), but, when you come to the keyword "new," the JVM is obliged to create a new String object at run-time, rather than using the one from the constant table.*

*So if we also put a reference in nonpool memory* ***AND*** *in pool memory when we create an object using "new" and based on the definitions above.* ***Shouldn't the JVM also return the same reference when we do this?****:*

*String one = new String("test");*

*String two = "test";*

*System.out.println(one.equals(two)); // true*

*System.out.println(one == two); // false*

*Because when declaring the String literal String three = "test"; it will already exist in the pool? and therefore should return the same reference and print true? or do the previous statements mean that they will be put in pool memory but simply skipped when the new operator is used?*

*Maybe this will aid your understanding:*

*String literal = "test";*

*String one = new String(literal);*

*String two = "test";*

*System.out.println(literal == two); //true*

*System.out.println(one == two); //false*

*In the example you posted:*

*String one = new String("test");*

*String two = "test";*

*the reference passed to the constructor String(String) has the same value as the reference two due to interning. However, the string itself (referenced by these two references) is used to construct a new object which is assigned to reference one.*

*In this example, there are exactly two Strings created with the value "test": the one maintained in the constant pool and referenced whenever you use the literal "test" in an expression, and the second one created by the "new" operator and assigned to the reference one.*

*Perhaps you're confused about this statement:*

*When the compiler encounters a String literal, it checks the pool to see if an identical String already exists.*

*Note that this might be more clearly stated as:*

*When the compiler encounters a String literal, it checks to see if an identical String already exists in the pool.*

*Strings are only put in the pool when they are interned explicitly or by the class's use of a literal. So if you have, for example, this scenario:*

*String te = "te";*

*String st = "st";*

*String test = new String(te) + new String(st);*

*then while a String will exist with the value test, said String will not exist in the pool as the literal "test" has never occurred.*

*//Creates a new object even if one exists in the pool*

*String s1 = new String("Tendulkar");*

*// makes a new object string and then the reference is available to the pool*

*String s2 = s1.intern();*

*//this object is not created but references the address present in the pool*

*String s3 = "Tendulkar";*

*System.out.print(s1==s2); // results in false*

*System.out.print(s2==s3); //very very true !!!*

***So if we also put a reference in nonpool memory AND in pool memory when we create an object using "new" and based on the definitions above. Shouldn't the JVM also return the same reference when we do this?:***

***Ans*** *: When you create a new string object by using new keyword, the address generated will be a heap address, not a string constant pooled address. And both the addresses are different.*

***Questions*** *:*

*String one = new String("test");*

*String two = "test";*

*System.out.println(one.equals(two)); // true*

*System.out.println(one == two); // false*

***do the previous statements mean that they will be put in pool memory but simply skipped when the new operator is used?***

***Answer*** *: Yes, your assumption is correct. When programmer uses new keyword, JVM will simply ignore about string constant pool, and creates a new copy in the Heap. Hence both the addresses are not same.*

*138.What is the use of yield() method?*

*139.Explain concurrency in threads.*

*140.What is synchronization in threads.*

*How to represent composite key in hibernate*

*What is default scope of bean in spring*

*What are the scopes for bean in spring*

***Pyramid Stars 1***

*public class JavaProgram*

*{*

*public static void main(String args[])*

*{*

*int i, j;*

*for(i=0; i<5; i++)*

*{*

*for(j=0; j<=i; j++)*

*{*

*System.out.print("\* ");*

*}*

*System.out.println();*

*}*

*}*

*}*

*OUTPUT:-*

***\****

***\* \****

***\* \* \****

***\* \* \* \****

***\* \* \* \* \****

***Pyramid Stars2***

***public******class*** *PyramidStars2*

*{*

***public******static******void*** *main(String args[])*

*{*

***int*** *i, j;*

***for****(i=5; i>=1; i--)*

*{*

***for****(j=1; j<=i; j++)*

*{*

*System.out.print("\* ");*

*}*

*System.out.println();*

*}*

*}*

*}*

*OUTPUT:-*

***\* \* \* \* \****

***\* \* \* \****

***\* \* \****

***\* \****

***\****

***Pyramid Stars3***

***public******class*** *PyramidStars3 {*

***public******static******void*** *main(String args[])*

*{*

***int*** *i, j,k=1;*

***for****(i=0; i<5; i++)*

*{*

***for****(j=0; j<k; j++)*

*{*

*System.out.print("\* ");*

*}*

*k=k+2;*

*System.out.println();*

*}*

*}*

*}*

*/\**

*\**

*\**

*\**

*\**

*\* \**

*\* \* \**

*\* \* \* \* \**

*\* \* \* \* \* \* \**

*\* \* \* \* \* \* \* \* \**

*\**

*\**

*\**

*\*/*

***OUTPUT:-***

***\****

***\* \* \****

***\* \* \* \* \****

***\* \* \* \* \* \* \****

***\* \* \* \* \* \* \* \* \****

***Pyramid Stars4***

***public******class*** *PyramidStars4 {*

***public******static******void*** *main(String args[])*

*{*

***int*** *i, j, k=8;*

***for****(i=0; i<5; i++)*

*{*

***for****(j=0; j<k; j++)*

*{*

*System.out.print(" ");*

*}*

*k = k - 2;*

***for****(j=0; j<=i; j++)*

*{*

*System.out.print("\* ");*

*}*

*System.out.println();*

*}*

*}*

*}*

*/\**

*\**

*\* \**

*\* \**

*\* \* \**

*\* \* \* \**

*\* \* \* \* \**

*\*/*

***OUTPUT:-***

***\****

***\* \****

***\* \* \****

***\* \* \* \****

***\* \* \* \* \****

***Pyramid Stars5***

***public******class*** *PyramidStars5 {*

***public******static******void*** *main(String args[]) {*

***int*** *i, j, k = 16, tim = 1;*

***for*** *(i = 0; i < 5; i++) {*

***for*** *(j = 0; j < k; j++) {*

*System.out.print(" ");*

*}*

*k = k - 4;*

***for*** *(j = 0; j < tim; j++) {*

*System.out.print("\* ");*

*}*

*tim = tim + 2;*

*System.out.println();*

*}*

*}*

*}*

*/\**

*\* \**

*\* \* \**

*\* \* \* \* \**

*\* \* \* \* \* \* \**

*\* \* \* \* \* \* \* \* \**

*\**

*\* \*/*

***OUTPUT:-***

***\****

***\* \* \****

***\* \* \* \* \****

***\* \* \* \* \* \* \****

***\* \* \* \* \* \* \* \* \****

***Pyramid Stars6***

***public******class*** *PyramidStars6 {*

***public******static******void*** *main(String args[])*

*{*

***int*** *i, j, num;*

***for****(i=0; i<5; i++)*

*{*

*num=1;*

***for****(j=0; j<=i; j++)*

*{*

*System.out.print(num+ " ");*

*num++;*

*}*

*System.out.println();*

*}*

*}*

*}*

***OUTPUT:-***

*1*

*1 2*

*1 2 3*

*1 2 3 4*

*1 2 3 4 5*

*141)What is inner class and give an example and use?*

*Ans)*

*Inner classes are a security mechanism in Java. We know a class cannot be associated with the access modifier* ***private****, but if we have the class as a member of other class, then the inner class can be made private. And this is also used to access the private members of a class.*

*Inner classes are of three types depending on how and where you define them. They are:*

* *Inner Class*
* *Method-local Inner Classlass*
* *Anonymous Inner Class*

## *Inner Class*

*Creating an inner class is quite simple. You just need to write a class within a class. Unlike a class, an inner class can be private and once you declare an inner class private, it cannot be accessed from an object outside the class.*

*Given below is the program to create an inner class and access it. In the given example, we make the inner class private and access the class through a method.*

*class Outerclass {*

*//private variable of the outer class*

*private int num= 175;*

*//inner class*

*public class Inner\_Demo{*

*public int getNum(){*

*System.out.println("This is the getnum method of the inner class");*

*return num;*

*}*

*}*

*}*

*public class InnerClassMain{*

*public static void main(String args[]){*

*//Instantiating the outer class*

*Outerclass outer=new Outerclass();*

*//Instantiating the inner class*

*Outerclass.Inner\_Demo inner=outer.new Inner\_Demo();*

*System.out.println(inner.getNum());*

*}*

*}*

*142)What is Object class and its methods and explain the purpose of methods?*

*Ans)1)clone 2)getClass 3)hashcode 4)equals() 5)toString() 6)wait 7)notify 8)notifyAll() 9)finalize()*

*143)tell me about exceptions?*

*144)how can we write user defined exceptions?*

*145) throw vs. throws?*

*146) what is the this keyword in java?*

*145) what s the use of super keyword?*

*146)method calling in child and super methods if method is present in both child and super class?*

*147) for loop inside for loop iteration execution?*

*148) Where will be the memory created for static variables and methods and blocks..*

*CGI Faced Interview Questions*

*149)What is WSDL file and its use?(web services)*

*150) HashTable VS HashMap?*

*HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.*

*But there are many differences between HashMap and Hashtable classes that are given below.*

*HashMap Hashtable*

*1) HashMap is non synchronized. It is not-thread safe and can't be shared between many threads without proper synchronization code. Hashtable is synchronized. It is thread-safe and can be shared with many threads.*

*2) HashMap allows one null key and multiple null values. Hashtable doesn't allow any null key or value.*

*3) HashMap is a new class introduced in JDK 1.2. Hashtable is a legacy class.*

*4) HashMap is fast. Hashtable is slow.*

*5) We can make the HashMap as synchronized by calling this code*

*Map m = Collections.synchronizedMap(hashMap); Hashtable is internally synchronized and can't be unsynchronized.*

*6) HashMap is traversed by Iterator. Hashtable is traversed by Enumerator and Iterator.*

*7) Iterator in HashMap is fail-fast. Enumerator in Hashtable is not fail-fast.*

*8) HashMap inherits AbstractMap class. Hashtable inherits Dictionary class.*

*151)What are the technologies used in SOAP web services? (web services) ...*

*)MYSQL Or PL/SQL*

*4)Hibernate*

*152)OOPS concepts?*

*oop's concepts are as follows:*

*1.Object*

*2.Class*

*3.Inheritance*

*4.Polymorphism*

*5.Abstraction*

*6.Encapsulation*

*153)Checked and Unchecked Exceptions?*

*There are two types of exceptions: checked exceptions and unchecked exceptions.*

*Checked exceptions are checked at compile-time. It means if a method is throwing a checked exception then it should handle the exception using try-catch block or it should declare the exception using throws keyword, otherwise the program will give a compilation error. It is named as checked exception because these exceptions are checked at Compile time.*

*Unchecked exceptions are not checked at compile time. It means if your program is throwing an unchecked exception and even if you didn’t handle/declare that exception, the program won’t give a compilation error. Most of the times these exception occurs due to the bad data provided by user during the user-program interaction. It is up to the programmer to judge the conditions in advance, that can cause such exceptions and handle them appropriately. All Unchecked exceptions are direct sub classes of RuntimeException class.*

*154)Hashcode() VS Equals()?*

*hashCode()*

*As you know this method provides the has code of an object. Basically the default implementation of hashCode() provided by Object is derived by mapping the memory address to an integer value. If look into the source of Object class , you will find the following code for the hashCode. public native int hashCode(); It indicates that hashCode is the native implementation which provides the memory address to a certain extent. However it is possible to override the hashCode method in your implementation class.*

*equals()*

*This particular method is used to make equal comparison between two objects. There are two types of comparisons in Java. One is using “= =” operator and another is “equals()”. I hope that you know the difference between this two. More specifically the “.equals()” refers to equivalence relations. So in broad sense you say that two objects are equivalent they satisfy the “equals()” condition. If you look into the source code of Object class you will find the following code for the equals() method.*

*public boolean equals(Object obj)*

*{*

*return (this == obj);*

*}*

*155)Methods of Object class?*

*Methods of Object class*

*The Object class provides many methods. They are as follows:*

*Method Description*

*1.public final ClassgetClass() returns the Class class object of this object. The Class class can further be used to get the metadata of this class.*

*2.public int hashCode() returns the hashcode number for this object.*

*3.public boolean equals(Object obj) compares the given object to this object.*

*4.protected Object clone() throws CloneNotSupportedException creates and returns the exact copy (clone) of this object.*

*5.public String toString() returns the string representation of this object.*

*6.public final void notify() wakes up single thread, waiting on this object's monitor.*

*7.public final void notifyAll() wakes up all the threads, waiting on this object's monitor.*

*8.public final void wait(long timeout)throws InterruptedException causes the current thread to wait for the specified milliseconds, until another thread notifies (invokes notify() or notifyAll() method).*

*9.public final void wait(long timeout,int nanos)throws InterruptedException causes the current thread to wait for the specified miliseconds and nanoseconds, until another thread notifies (invokes notify() or notifyAll() method).*

*10.public final void wait()throws InterruptedException causes the current thread to wait, until another thread notifies (invokes notify() or notifyAll() method).*

*11.protected void finalize()throws Throwable is invoked by the garbage collector before object is being garbage collected.*

*156)Vector VS ArrayList?*

*Difference between ArrayList and Vector*

*ArrayList and Vector both implements List interface and maintains insertion order.*

*But there are many differences between ArrayList and Vector classes that are given below.*

*ArrayList Vector*

*1) ArrayList is not synchronized. Vector is synchronized.*

*2) ArrayList increments 50% of current array size if number of element exceeds from its capacity. Vector increments 100% means doubles the array size if total number of element exceeds than its capacity.*

*3) ArrayList is not a legacy class, it is introduced in JDK 1.2. Vector is a legacy class.*

*4) ArrayList is fast because it is non-synchronized. Vector is slow because it is synchronized i.e. in multithreading environment, it will hold the other threads in runnable or non-runnable state until current thread releases the lock of object.*

*5) ArrayList uses Iterator interface to traverse the elements. Vector uses Enumeration interface to traverse the elements. But it can use Iterator also.*

*157)What are the exceptions faced in daily work?*

*ATM is one of the exceptions faced in daily work.*

*158)Spring VS Spring web flow?*

*Spring MVC is the standard MVC solution provided by SpringSource for your web applications , so you have the concept of a view which is for example your JSP page , a controller class (annotated with @Controller ) and a model which represents your data.*

*Spring Webflow is built on top of Spring MVC and differs slightly in purpose although it inherits most of the features of Spring MVC , webflow is more suited for wizard style applications where you enter data on a form and that has to pass a series of validations or capture of number of additional data on different pages before you complete your business process.*

*159)comparable VS compartor and give the example?*

*Difference between Comparable and Comparator*

*Comparable and Comparator both are interfaces and can be used to sort collection elements.*

*But there are many differences between Comparable and Comparator interfaces that are given below.*

*Comparable Comparator*

*1) Comparable provides single sorting sequence. In other words, we can sort the collection on the basis of single element such as id or name or price etc. Comparator provides multiple sorting sequence. In other words, we can sort the collection on the basis of multiple elements such as id, name and price etc.*

*2) Comparable affects the original class i.e. actual class is modified. Comparator doesn't affect the original class i.e. actual class is not modified.*

*3) Comparable provides compareTo() method to sort elements. Comparator provides compare() method to sort elements.*

*4) Comparable is found in java.lang package. Comparator is found in java.util package.*

*5) We can sort the list elements of Comparable type by Collections.sort(List) method. We can sort the list elements of Comparator type by Collections.sort(List,Comparator) method.*

*160) HashMap implementation and how it works..*

*here are four things we should know about before going into internals of how HashMap works -*

*HashMap works on the principal of hashing.*

*Map.Entry interface - This interface gives a map entry (key-value pair). HashMap in Java stores both key and value object, in bucket, as Entry object which implements this nested interface Map.Entry.*

*hashCode() -HashMap provides put(key, value) for storing and get(key) method forretrieving Values from HashMap. When put() method is used to store (Key, Value) pair, HashMap implementation calls hashcode on Key object to calculate a hash that is used to find a bucket where Entry object will be stored. When get() method is used to retrieve value, again key object is used to calculate a hash which is used then to find a bucket where that particular key is stored.*

*equals() - equals() method is used to compare objects for equality. In case of HashMap key object is used for comparison, also using equals() method Map knows how to handle hashing collision (hashing collision means more than one key having the same hash value, thus assigned to the same bucket. In that case objects are stored in a linked list.*

*Where hashCode method helps in finding the bucket where that key is stored, equals method helps in finding the right key as there may be more than one key-value pair stored in a single bucket.*
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*161)Java 8 Features?*

*Some of the important Java 8 features are;*

*1.forEach() method in Iterable interface*

*2.default and static methods in Interfaces*

*3.Functional Interfaces and Lambda Expressions*

*4.Java Stream API for Bulk Data Operations on Collections*

*5.Java Time API*

*6.Collection API improvements*

*7.Concurrency API improvements*

*8.Java IO improvements*

*9.Miscellaneous Core API improvements*

*162)Java 7 Features?*

*The important features of JavaSE 7 are try with resource, catching multiple exceptions*

*etc.*

*1.String in switch statement (Java 7)*

*2.Binary Literals (Java 7)*

*3.The try-with-resources (Java 7)*

*4.Caching Multiple Exceptions by single catch (Java 7)*

*5.Underscores in Numeric Literals (Java 7)*

*163)Java 6 Features?*

*The important feature of JavaSE 6 is premain method (also known as instrumentation).*

*Instrumentation (premain method) (Java 6)*

*164)Java 5 Features?*

*The important features of J2SE 5 are generics and assertions. Others are auto-boxing, enum, var-args, static import, for-each loop (enhanced for loop etc.*

*1.For-each loop (Java 5)*

*2.Varargs (Java 5)*

*3.Static Import (Java 5)*

*4.Autoboxing and Unboxing (Java 5)*

*5.Enum (Java 5)*

*6.Covariant Return Type (Java 5)*

*7.Annotation (Java 5)*

*8.Generics (Java 5)*

*FEATURES JAVA 6:*

*JDK Documentation:*

*Java Platform, Standard Edition 6 is a major feature release. The following list highlights many of the significant features and enhancements in Java SE 6 since the prior major release, J2SE 5.0. It is followed by a detailed table with links to related bugs, enhancements, and JSRs.*

*Note, this web page relates to the Release Candidate milestone for Java SE 6. Its related Umbrella JSR 270 does not itself define specific features. Instead it enumerates features defined in other JSRs or through the concurrent maintenance review of the Java SE platform specification. The final release is expected to include all JSR 270 features, although*

*it is possible for an approved feature to be dropped.*

*Highlights of Technology Changes in Java SE 6:*

*1.Collections Framework*

*2.Deployment (Java Web Start and Java Plug-in)*

*3.Drag and Drop*

*4.Instrumentation*

*5.Internationalization Support*

*6.I/O Support*

*7.JAR (Java Archive Files) - An annotated list of changes*

*between the 5.0 and 6.0 releases to APIs, the jar command,*

*and the jar/zip implementation.*

*8.Java Web Start*

*9.JMX (Java Management Extensions) - A list of JMX API changes*

*between the J2SE 5.0 and Java SE 6 releases.*

*10.JPDA (Java Platform Debugger Architecture)*

*11.JVM TI (Java Virtual Machine Tool Interface)*

*12.lang and util Packages*

*13.Monitoring and Management for the Java Platform*

*14.JConsole is Officially Supported in Java SE 6*

*15.Networking Features*

*16.Performance*

*17.Reflection*

*18.RMI (Remote Method Invocation)*

*19.Scripting*

*20.Security*

*21.Serialization of Objects*

*22.Swing*

*23.VM (Java Virtual Machine)*

*Enhancements in JDK 6:*

*java.lang.instrument*

*The following functionality has been added to the java.lang.instrument package between its initial release in JDK 5.0 and JDK 6.*

*Support for retransformation of class files:*

*To facilitate dynamic transformation of classes that have already been loaded, the following methods have been added.*

*1.Instrumentation.retransformClasses(Class...)*

*2.Instrumentation.addTransformer(ClassFileTransformer, boolean)*

*3.Instrumentation.isModifiableClass(Class)*

*4.Instrumentation.isRetransformClassesSupported()*

*They are suited to operations such as adding instrumentation to methods whose classes have already been loaded. Support for retransformation means that access to the original class file is no longer required in order to instrument loaded classes. They enable the easy removal of applied*

*transformations and are designed to work in multi-agent environments.*

*Support for instrumenting native methods:*

*The following methods allow native methods to be instrumented by providing a JVM-aware mechanism for wrapping the native method.*

*1.Instrumentation.setNativeMethodPrefix(ClassFileTransformer, String)*

*2.Instrumentation.isNativeMethodPrefixSupported()*

*Support for appending to class loader search:*

*The following methods allow instrumentation support classes to be defined in the appropriate class loader.*

*1.Instrumentation.appendToBootstrapClassLoaderSearch(JarFile)*

*2.Instrumentation.appendToSystemClassLoaderSearch(JarFile)*

*JavaSE 7 Features:*

*The important features of JavaSE 7 are try with resource, catching multiple exceptions etc.*

*1.String in switch statement (Java 7)*

*2.Binary Literals (Java 7)*

*3.The try-with-resources (Java 7)*

*4.Caching Multiple Exceptions by single catch (Java 7)*

*5.Underscores in Numeric Literals (Java 7)*

*1.Strings in switch Statements:*

*In the JDK 7 release, you can use a String object in the expression of a switch statement:*

*public String getTypeOfDayWithSwitchStatement(String dayOfWeekArg) {*

*String typeOfDay;*

*switch (dayOfWeekArg) {*

*case "Monday":*

*typeOfDay = "Start of work week";*

*break;*

*case "Tuesday":*

*case "Wednesday":*

*case "Thursday":*

*typeOfDay = "Midweek";*

*break;*

*case "Friday":*

*typeOfDay = "End of work week";*

*break;*

*case "Saturday":*

*case "Sunday":*

*typeOfDay = "Weekend";*

*break;*

*default:*

*throw new IllegalArgumentException("Invalid day of the week:"*

*+ dayOfWeekArg);*

*}*

*return typeOfDay;*

*}*

*The switch statement compares the String object in its expression with the expressions associated with each case label as if it were usingthe String.equals method; consequently, the comparison of String objectsin switch statements is case sensitive. The Java compiler generates generally more efficient bytecode from switch statements that use String objects than from chained if-then-else statements.*

*2.Binary Literals:*

*In Java SE 7, the integral types (byte, short, int, and long) can also be expressed using the binary number system. To specify a binary literal, add the prefix 0b or 0B to the number. The following examplesshow binary literals:*

*// An 8-bit 'byte' value:*

*byte aByte = (byte)0b00100001;*

*// A 16-bit 'short' value:*

*short aShort = (short)0b1010000101000101;*

*// Some 32-bit 'int' values:*

*int anInt1 = 0b10100001010001011010000101000101;*

*int anInt2 = 0b101;*

*int anInt3 = 0B101; // The B can be upper or lower case.*

*// A 64-bit 'long' value. Note the "L" suffix:*

*long aLong = 0b1010000101000101101000010100010110100001010001011010000101000101L;*

*Binary literals can make relationships among data more apparent than they would be in hexadecimal or octal. For example, each successive number in the following array is rotated by one bit:*

*public static final int[] phases = {*

*0b00110001,*

*0b01100010,*

*0b11000100,*

*0b10001001,*

*0b00010011,*

*0b00100110,*

*0b01001100,*

*0b10011000*

*}*

*3.Try-with-resources:*

*In Java 7 you can write the code from the example above using the try-with-resource construct like this:*

*private static void printFileJava7() throws IOException {*

*try(FileInputStream input = new FileInputStream("file.txt")) {*

*int data = input.read();*

*while(data != -1){*

*System.out.print((char) data);*

*data = input.read();*

*}*

*}*

*}*

*Notice the first line inside the method:*

*try(FileInputStream input = new FileInputStream("file.txt")) {*

*This is the try-with-resources construct. The FileInputStream variable is declared inside the parentheses after the try keyword. Additionally, a FileInputStream is instantiated and assigned to the variable.When the try block finishes the FileInputStream will be closed automatically.*

*4.Caching Multiple Exceptions by single catch (Java 7):*

*In Java 7 it was made possible to catch multiple different exceptions in the same catch block. This is also known as multi catch.*

*Before Java 7 you would write something like this:*

*try*

*{*

*// execute code that may throw 1 of the 3 exceptions below.*

*}*

*catch(SQLException e)*

*{*

*logger.log(e);*

*}*

*catch(IOException e)*

*{*

*logger.log(e);*

*}*

*catch(Exception e)*

*{*

*logger.severe(e);*

*}*

*As you can see, the two exceptions SQLException and IOException are handled in the same way, but you still have to write two individual catch blocks for them.*

*In Java 7 you can catch multiple exceptions using the multi catch*

*syntax:*

*try*

*{*

*// execute code that may throw 1 of the 3 exceptions below.*

*}*

*catch(SQLException | IOException e)*

*{*

*logger.log(e);*

*}*

*catch(Exception e)*

*{*

*logger.severe(e);*

*}*

*Notice how the two exception class names in the first catch block are separated by the pipe character |. The pipe character between exception class names is how you declare multiple exceptions to be caught by the same catch clause.*

*5.Underscores in Numeric Literals (Java 7):*

*One of the Java 7 features is underscores in numeric literals. You can place underscores between digits of any numeric literal like int, byte, short, float, long, double. Using underscores in numeric literals will allow you to divide them in groups for better readability.*

*Underscores in Numeric Literals Tips:*

*1.Underscores can be placed only between digits.*

*2.You can’t put underscores next to decimal places, L/F*

*suffix or radix prefix. So 3.\_14, 110\_L, 0x\_123 are*

*invalid and will cause compilation error.*

*3.Multiple underscores are allowed between digits, so 12\_\_\_3*

*is a valid number.*

*4.You can’t put underscores at the end of literal. So 123\_ is*

*invalid and cause compile time error.*

*5.When you place underscore in the front of a numeric*

*literal, it’s treated as an identifier and not a numeric*

*literal. So don’t confuse with it.*

*int \_10=0;*

*int x = \_10;*

*6.You can’t use underscores where you are expecting a String*

*with digits. For example Integer.parseInt("12\_3"); will*

*throw java.lang.NumberFormatException.*

*GECE Faced Interview Questions on Sep 17 2016*

1. *Explain the JavaScript Lifecycle?*
2. *Write the JavaScript code for Two fields name and DOB entered then auto filling the value of Age Field using JavaScript code .*
3. *Write the AJAX code for request and responses.*
4. *Write the code for Creating Database connection?*
5. *Explain the Spring MVC flow?*
6. *Explain the flow of Struts and mvc flow?*
7. *Explain the sample flow of spring mvc used in your project?*
8. *Write the code for Creating HashMap?*
9. *Write the code for Creating Thread and how many types of Thread creation?*
10. *Write the code for two type of Exceptions Checked and Unchecked Exceptions?*
11. *Write the code for Taglibs used in the project?*

***Hash Table:- Hash table doesn’t allow Null as key and value ...For reference please see HashTable class Line No:- 458..***

***The Enumerations returned by Hashtable's keys and elements methods are***

***\* <em>not</em> fail-fast.***

***Fail Fast means when iterating the hashtable objects when doing any operatins like add or remove it will work safely without any issues...***

*Oct 31 2016-10-31*

*Company: Quantilus  
Title: Java Developer  
Location: Salem, OR*

*Faced Interview Questions.*

* *1) What is the size of Byte?*

*Ans) –128 to 127*

*November 01 2016*

***Cusset InfoTech***

*Client:- South Africa Power Corporation, Johanesburg..*

1. *Is this below code correct?*

*public class A*

*{*

*A a = new A();*

*}*

## *Ans:*

*Yes,correct.*

1. *Find the output?*

*class A*

*{*

*static int i = 1111;*

*static*

*{*

*i = i-- - --i;*

*}*

*{*

*i = i++ + ++i;*

*}*

*}*

*class B extends A*

*{*

*static*

*{*

*i = --i - i--;*

*}*

*{*

*i = ++i + i++;*

*}*

*}*

*public class MainClass*

*{*

*public static void main(String[] args)*

*{*

*B b = new B();*

*System.out.println(b.i);*

*}*

*}*

## *Ans: 6*

1. *Can we override?*

*class A*

*{*

*void shashi(int i)*

*{*

*//method(int)*

*}*

*}*

*class B extends A*

*{*

*@Override*

*void shashi(Integer i)*

*{*

*//method(Integer)*

*}*

*}*

## *Ans:*

*We can’t override bcz,parameter list must be same to override a method .*

1. *Whats the output?*

*public class MainClass*

*{*

*public static void main(String[] args)*

*{*

*String s = "Six"6+2+"Seven"+"Eight"+3+4+"Nine"+"Ten"+5;*

*System.out.println(s);*

*}*

*}*

## *Ans:*

*Syntax Error,we should have ‘+’ sign before number 6.*

*5)What is the output?*

*class Ad*

*{*

*int methodOfA()*

*{*

*return (true ? null : 0);*

*}*

*}*

*6)What’s the output?*

*class A*

*{*

*static void staticMethod()*

*{*

*System.out.println("Static Method");*

*}*

*}*

*public class MainClass*

*{*

*public static void main(String[] args)*

*{*

*A a = null;*

*a.staticMethod();*

*}*

*}*

## *Ans:*

*The method staticMethod cannot be declared static; static methods can only be declared in a static or top level type*

*7) Why we need to implement Single Thread model in the case of Servlet?(d)*

*I think it is deprecated now, however, originally a servlet handles multiple simultaneous requests, each in its own thread. By annotating the servlet you could funnel requests into serial processing, because the servlet only allowed one thread to process all its request.*

*But as I said, it is deprecated now, and you shouldn't use it. If you have special synchronization needs, you should handle it manually..*

*8) How to call static and dynamic page in jsp?*

*9)Can i call destroy method in init method of servlet?*

*Dstroy() gets executed and the initialization process continues.In java servlet, destroy() is not supposed to be called by the programmer. But, if it is invoked, it gets executed.*

*10)Is static block extends?*

*NO. You cannot do that . Static initialzier blocks are not inherited . Static blocks are executed when class is loaded since your base class extends a super class , even the super class definition will be loaded by JVM when referring to your class.*

*11)Can we override static method?*

*We can declare static methods with same signature in subclass, but it is not considered overriding as there won’t be any run-time polymorphism. Hence the answer is ‘No’.*

*If a derived class defines a static method with same signature as a static method in base class, the method in the derived class hides the method in the base class.*

*/\* Java program to show that if static method is redefined by*

*a derived class, then it is not overriding. \*/*

*// Superclass*

*class Base {*

*// Static method in base class which will be hidden in subclass*

*public static void display() {*

*System.out.println("Static or class method from Base");*

*}*

*// Non-static method which will be overridden in derived class*

*public void print() {*

*System.out.println("Non-static or Instance method from Base");*

*}*

*}*

*// Subclass*

*class Derived extends Base {*

*// This method hides display() in Base*

*public static void display() {*

*System.out.println("Static or class method from Derived");*

*}*

*// This method overrides print() in Base*

*public void print() {*

*System.out.println("Non-static or Instance method from Derived");*

*}*

*}*

*// Driver class*

*public class Test {*

*public static void main(String args[ ]) {*

*Base obj1 = new Derived();*

*// As per overriding rules this should call to class Derive's static*

*// overridden method. Since static method can not be overridden, it*

*// calls Base's display()*

*obj1.display();*

*// Here overriding works and Derive's print() is called*

*obj1.print();*

*}*

*}*

## *Output:*

*Static or class method from Base*

*Non-static or Instance method from Derived*

*12)Can we overload static method?*

*The answer is ‘Yes’. We can have two ore more static methods with same name, but differences in input parameters. For example, consider the following Java program.*

*// filename Test.java*

*public class Test {*

*public static void foo() {*

*System.out.println("Test.foo() called ");*

*}*

*public static void foo(int a) {*

*System.out.println("Test.foo(int) called ");*

*}*

*public static void main(String args[])*

*{*

*Test.foo();*

*Test.foo(10);*

*}*

*}*

## *Output:*

*Test.foo() called*

*Test.foo(int) called*

*13)W.A.P to convert char to string.*

*Below are two simple ways you can convert Char[] to String in Java.*

## *Java Code:*

*package com.crunchify;*

*public class CrunchifyCharArrayToString {*

*public static void main(String[] args) {*

*char[] myString = new char[] {'T', 'H', 'I', 'S', ' ', 'I', 'S', ' ', 'T', 'E', 'S', 'T'};*

*String output1 = new String(myString);*

*System.out.println("output1 : " + output1);*

*String output2 = String.valueOf(myString);*

*System.out.println("\noutput2 : " + output2);*

*}*

*}*

## *Output:*

*output1 : THIS IS TEST*

*output2 : THIS IS TEST*

*15)W.A.P to convert String to charArray.*

*The simplest way to convert String to Char Array. How to convert String to Char Array in Java?*

## *Java Code:*

*package com.crunchify;*

*public class CrunchifyStringToCharArray {*

*public static void main(String[] args) {*

*String testString = "This Is Test";*

*char[] stringToCharArray = testString.toCharArray();*

*for (char output : stringToCharArray) {*

*System.out.println(output);*

*}*

*}*

*}*

## *Output:*

*T*

*h*

*i*

*s*

*I*

*s*

*T*

*e*

*s*

*t*

***Portware Solutions, Raheja IT Park,Mind Space,Hyderabad.***

***Attended on Nov 26 2016.***

***1)Program on ThreadPooling.***

***2)JavaSwings Questions-6Questions***

***Ex:- Whats the use of MouseListenerInterface?***

***3)Program to swap the numbers***

***a=1,***

***b=2,***

***c=3,***

***d=4.***

***4)Write the output of the program***

***package*** *com.ocjp;*

***import*** *java.util.ArrayList;*

***public******class*** *ArrayListDemo {*

***public******static******void*** *main(String[] args) {*

*//* ***TODO*** *Auto-generated method stub*

*ArrayList<String> list=****new*** *ArrayList<String>();*

*list.add("A");*

*list.add("B");*

*list.add("C");*

*list.add("D");*

*list.add("E");*

***for****(****int*** *i=0; i<list.size();i++)*

*{*

*System.out.println("array elementsare :" +list.remove(i));*

*}*

*}*

*}*

***OUTPUT:- ACE.***

***5)what the use of Transient Variable and program?***

***6)InterruptedException program***

***7)What is the differences between JDK and JRE?***

***Ans) By Using JDK ,we can compile and run the program also...***

***By Using JRE, we can only run the program but we cannot develop it..***

***8)***

***List Of Java Interview Questions:***

*1.How garbage collector knows that the object is not in use and needs to be removed?*

***Answer****:*

*Garbage collector reclaims objects that are no longer being used, clears their memory, and keeps the memory available for future allocations. This is done via bookkeeping the references to the objects. Any unreferenced object is a garbage and will be collected.*

*2.Can Java thread object invoke start method twice?*

***Answer****:*

*If we invoke start method twice we get the output for the first time but we get the IllegalThreadStateException for the second time.*

*3.Give the list of Java Object class methods.*

***Answer****:*

*clone() - Creates and returns a copy of this object.*

*equals() - Indicates whether some other object is "equal to" this one.*

*finalize() - Called by the garbage collector on an object when garbage collection*

*determines that there are no more references to the object.*

*getClass() - Returns the runtime class of an object.*

*hashCode() - Returns a hash code value for the object.*

*notify() - Wakes up a single thread that is waiting on this object's monitor.*

*notifyAll() - Wakes up all threads that are waiting on this object's monitor.*

*toString() - Returns a string representation of the object.*

*wait() - Causes current thread to wait until another thread invokes the notify() method*

*or the notifyAll() method for this object.*

*4.Can we call servlet destory() from service()?*

***Ans****:*

*As you know, destory() is part of servlet life cycle methods, it is used to kill the servlet instance. Servlet Engine is used to call destory(). In case, if you call destory method from service(), it just execute the code written in the destory(), but it wont kill the servlet instance. destroy() will be called before killing the servlet instance by servlet engine.*

*5.Can we override static method?*

***Ans****: We cannot override static methods. Static methods are belogs to class, not belongs to object. Inheritance will not be applicable for class members .*

*6.Can you list serialization methods?*

***Ans****: Serialization interface does not have any methods. It is a marker interface. It just tells that your class can be serializable.*

*7.What is the difference between super() and this()?*

***Ans****:super() is used to call super class constructor, whereas this() used to call constructors in the same class, means to call parameterized constructors.*

*8.How to prevent a method from being overridden?*

***Ans****: By specifying final keyword to the method you can avoid overriding in a subcalss. Similarlly one can use final at class level to prevent creating subclasses.*

*9.Can we create abstract classes without any abstract methods?*

***Ans****: Yes, we can create abstract classes without any abstract methods.*

*10.How to destroy the session in servlets?*

***Ans****: By calling invalidate() method on session object, we can destory the session.*

*11.Can we have static methods in interface?*

***Ans****: By default, all methods in an interface are decleared as public, abstract. It will never be static. But this concept is changed with java 8. Java 8 came with new feature called "default methods" with in interfaces click here for more details.*

*12.What is transient variable?*

***Ans****: Transient variables cannot be serialized. During serialization process, transient variable states will not be serialized. State of the value will be always defaulted after deserialization.*

*13.Incase, there is a return at the end of try block, will execute finally block?*

***Ans****:Yes*

*14.What is abstract class or abstract method?*

***Ans****: We cannot create instance for an abstract class. We can able to create instance for its subclass only. By specifying abstract keyword just before class, we can make a class as abstract class.*

***public abstract class MyAbstractClass{ }***

*Abstract class may or may not contains abstract methods. Abstract method is just method signature, it does not containes any implementation. Its subclass must provide implementation for abstract methods. Abstract methods are looks like as given below:*

***public abstract int getLength();***

*15.What is default value of a boolean?*

***Ans****: zero(false).*

*16.When to use LinkedList or ArrayList?*

***Ans****: Accessing elements are faster with ArrayList, because it is index based. But accessing is difficult with LinkedList. It is slow access. This is to access any element, you need to navigate through the elements one by one. But insertion and deletion is much faster with LinkedList, because if you know the node, just change the pointers before or after nodes. Insertion and deletion is slow with ArrayList, this is because, during these operations ArrayList need to adjust the indexes according to deletion or insetion if you are performing on middle indexes. Means, an ArrayList having 10 elements, if you are inserting at index 5, then you need to shift the indexes above 5 to one more.*

*17.What is daemon thread?*

***Ans****: Daemon thread is a low priority thread. It runs intermittently in the back ground, and takes care of the garbage collection operation for the java runtime system. By calling setDaemon() method is used to create a daemon thread.*

*18.Does each thread in java uses seperate stack?*

***Ans****: In Java every thread maintains its own separate stack. It is called Runtime Stack but they share the same memory.*

*19.What is the difference between Enumeration and Iterator?*

***Ans****: The functionality of Enumeration and the Iterator are same. You can get remove() from Iterator to remove an element, while while Enumeration does not have remove() method. Using Enumeration you can only traverse and fetch the objects, where as using Iterator we can also add and remove the objects. So Iterator can be useful if you want to manipulate the list and Enumeration is for read-only access.*

*20.Find out switch statement output.*

*Code:*

*public static void main(String a[]){*

*int price = 6;*

*switch (price) {*

*case 2: System.out.println("It is: 2");*

*default: System.out.println("It is: default");*

*case 5: System.out.println("It is: 5");*

*case 9: System.out.println("It is: 9");*

*}*

*}*

***Ans****:*

*It is: default*

*It is: 5*

*It is: 9*

*21.Does system.exit() in try block executes finally block?*

***Ans****: It will not execute the finally block.*

*22.What is fail-fast in java?*

***Ans****:*

*A fail-fast system is nothing but immediately report any failure that is likely to lead to failure. When a problem occurs, a fail-fast system fails immediately. In Java, we can find this behavior with iterators. Incase, you have called iterator on a collection object, and another thread tries to modify the collection object, then concurrent modification exception will be thrown. This is called fail-fast.*

*23.What is final, finally and finalize?*

*24.In java, are true and false keywords?*

*25.What are the different session tracking methods?*

*26.What is the purpose of garbage collection?*

*27.What are the types of ResultSet?*

*What is difference between wait and sleep methods in java?*

*What is servlet context?*

*What happens if one of the members in a class does not implement Serializable interface?*

*What is race condition?*

*How to get current time in milli seconds?*

*How can you convert Map to List?*

*What is strictfp keyword?*

*Q:What is System.out in Java?*

***Ans****: Here out is an instance of PrintStream. It is a static member variable in System class. This is called standard output stream, connected to console.*

*What is difference between ServletOuptputStream and PrintWriter?*

*What is java static import?*

*When to use String and StringBuffer?*

*What is difference between StringBuffer and StringBuilder?*

*What is wrapper class in java?*

*Is Iterator a Class?*

*What is java classpath?*

*Can a class in java be private?*

*Is null a keyword in java?*

*What is the initial state of a thread when it is started?*

*What is the super class for Exception and Error?*

*What is Class.forName()?*

*Can interface be final?*

*What is the difference between exception and error?*

*What is default value of a local variables?*

*What is local class in java?*

*Can we initialise uninitialized final variable?*

*Can we declare abstract method as final?*

*Can we have finally block without catch block?*

*What is pass by value and pass by reference?*

*Can we declare main method as private?*

*What is the difference between preemptive scheduling and time slicing?*

*Can non-static member classes (Local classes) have static members?*

*What are the environment variables do we neet to set to run Java?*

*Can you serialize static fields of a class?*

*What is the difference between declaring a variable and defining a variable?*

*Where can we use serialization?*

*What modifiers are allowed for methods in an Interface?*

*What is the purpose of Runtime and System class?*

*Which one is faster? ArrayList or Vector? Why?*

*What is the difference between static synchronized and synchronized methods?*

*What is the order of catch blocks when catching more than one exception?*

*What is the difference between the prefix and postfix forms of the increment(++) operator?*

*What is hashCode?*

*What is the difference between Hashtable and HashMap?*

*What are the restrictions when overriding a method?*

*What is the use of assert keyword?*

*What is adapter class?*

*What is difference between break, continue and return statements?*

*What is the difference between while and do-while statements?*

*When does the compiler provides the default constructor?*

*Difference between C++ and Java.*

*Usages of java packages.*

*What is dynamic class loading?*

*What happens if you do not provide a constructor?*

*Difference between shallow cloning and deep cloning of objects?*

*Can we have interfaces with no defined methods in java?*

*What is the difference between “==” and equals() method?*

*How can you create an immutable class in java?*

*What are access modifiers?*

*Can we have private constructor in java?*

*Why do we need generics in java?*

*What is the difference between a product and a project?*

*How does substring() method works on a string?*

*What is the difference between a Java Library and a framework?*

*JPMorgan Chase Interview Questions on Jan 25TH 2017.*

*1)what is the differences between List and Set?*

*2)Write the program on Singleton Object?*

*3)Write the program on reversing a string ?*

*4)Write the program on reversing a string using recursion?*

*5)Explain about the Spring web flow framework?*

*6)Why Spring framework?*

*7)What is the differences between SOAP and Restful Webservices?*

*8)I have one static method executing by Thread T1 and one instance method executing by Thread T2 then what will happen?*

*9)About Cucumber how can we access data from Database in the future file and Step Definition file?*

*10)HashTable and HashMap Differences?*

*11)HashMap Implementation?*

***4Soft Interview Questions***

*written test contains two papers*

*1)java-------------------------------25 qs 30minutes*

*2)aptitude and english--------25 qs 30minutes*

*1)try*

*{*

*do something*

*}*

*finally*

*{*

*}*

*will this program complie and run?*

*2)try*

*{*

*an exception raised*

*}*

*catch(Exception e)*

*{*

*sop("hai"+ e);*

*}*

*finally*

*{*

*sop("hello");*

*}*

*ans)hai java.lang.exception*

*what is the output of the program?*

*3)try // asked in intense technology also...........*

*{*

*an exception not raised*

*}*

*catch(Exception e)*

*{*

*sop("hai"+ e);*

*}*

*finally*

*{*

*sop("hello");*

*}*

*ans)hello*

*what is the output of the program?*

*4)what will happen a java program contains more than one main(String args[])?*

*a)successfully compile and executes*

*b)compile error*

*c)runtime error*

*d)none*

*ans)b*

*5)String a="australia";*

*String b=a.subString(5,7);*

*String c= b.concat("e");*

*sop(c);*

*what is the output of the program?*

*6)a java program has main() with that signature is not there in our program what will happen*

*a)no such method error*

*b)compile time error*

*c)runtime error*

*d)none*

*ans)a*

*7)write a java program to reversing a number ex:329 to 923?*

*8)write a java program to reversing a string without using java api?*

*9)write a java program to print fibonnaci numbers?*

*10)write a java program to sort the elements in bubblesort?*

*11)write a java program to print all prime numbers*

*12)try*

*{*

*System.exit(0);*

*an exception raised*

*}*

*catch(Exception e)*

*{*

*sop("hai"+ e);*

*}*

*finally*

*{*

*sop("hello");*

*}*

*what is the output of the program?*

*13)will constructor return a value?*

*14)write a javascript program to validate a mobile number?//intense technology...........*

*15)public class FourSoft*

*{*

*public static void main(String args[])*

*{*

*int a=012;*

*System.out.println(a);*

*}*

*}*

*what is the output?*

*a)12 b)012 c)compile time error d)runtime error*

*16)what will be the array size of 5 and initialising the 5 values*

*a)int []a={12,13,14,15,16};*

*b)new array(5);*

*c)int a[];*

*d)none...*

*17)transient variable*

*a)not used for serializing*

*b)to initialize the serializable object*

*c)used in sysnchronization*

*d)none...*

*18)public class HashSetDemo // intense technology*

*{*

*public static void main(String args[])*

*{*

*HashSet hs=new HashSet();*

*hs.add("australia");*

*HashSet hs1=new HashSet();*

*hs.add(hs1);*

*String s1=new String("australia");*

*hs.add(s1);*

*String s2=new String("australia");*

*hs.add(s2);*

*System.out.println("HashSet size is given by size() method is"+ hs.size());*

*}*

*}*

*19)i have an imported package,package of my programm class declaration is there in my java program.what is the order of declaring these three in java   
s*

*program?*

***FactSet Interview Questions***

*1)diff bwn php and java?*

*2)session in php same as session in java or different...*

*3)gc() in lang package or java.util package*

*4)include tag syntax in jsp?*

*5)to open a data in new window*

*a)type="self"*

*b)type="top"*

*c)type=""*

*d)type=""*

*6)*

***MedPlus Interview Questions***

*-------------------MedPlus Written Test on 10/11/2013--------------------*

*1--What is the output of the program??*

*class Test{*

*public static void main(String args[]){*

*int that\_number=3;*

*int this\_number=0;*

*while(that\_number<10){*

*this\_number=that\_number;*

*this\_number=that\_number+that\_number/2;*

*}*

*System.out.println("Number is"+this\_number);*

*}*

*}*

*2--What is incorrect statement in following??*

*a)Class error extends throwable*

*b)Out Of Memory Exception is type Exception*

*c)If Exception occures that must be handled by try/catch block*

*d)Class Exception extends throwable*

*3--Which data type is used to store the image in database??*

*4--What are the keywords used for create,update,delete operations performed on table??*

*5--what is the output of the program if we pass values of a and b as 10,0 ??*

*class Exception{*

*public static void main(String args[]){*

*int method(int a,int b)*

*try{*

*System.out.println("1");*

*c=a/b;*

*System.out.println("2");*

*}*

*catch(ArithmaticException ae){*

*System.out.println("3");*

*}*

*catch(Exception e){*

*System.out.println("4");*

*}*

*finally{*

*System.out.println("5");*

*}*

*}*

*}*

*6--How many address lines used in 2084\*4memory chip??*

*7--What is mean by pagefault??*

*8--What it ment by throwput??*

*9--How can you remove particular record from database table??*

*10--What is the output of the program??*

*class Test{*

*public static void main(String args[]){*

*int i=1;*

*int j=i++;*

*if((i>++j)&&(i++=j)){*

*i+=j;*

*}*

*System.out.println(i);*

*}*

*}*

*11--Which statement is used to free the memory in java??*

*12--Emp table contains some details and dept table has detois with out dept.no.Print the Emp table common details and employees which doesnt have dept.no??*

*13--Which interface doen't support the duplicate values??*

*14--Which of the following are java keywords??*

*15--What is the time complexity and space complexity of Quick sort??*

*United Health Group Interview Questions*

***UNITED HEALTH GROUP*** *INTERVIEW QUESTIONS FACED BY PARASURAM ON OCTOBER 9 2013*

*---------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------*

*1)WHAT IS MEANT BY DETACHED CRITERIA AND WHERE YOU USED IT?*

*2) I HAVE ONE HASHMAP COLLECTION I WANT YOU TO PUT THE KEYS AND VALUES IN ASCENDING ORDER(SORTING) AND KEEP THEM IN ANOTHER*

*HASHMAP COLLECTION(COLLECTION)?*

*3) HOW TO YOU DEFINE(WRITE) USERDEFINED EXCEPTIONS?*

*4)WHAT IS THE PURPOSE OF SET INTERFACE AND ITS CLASSES LIKE LIST,TREE?*

*5)IN USERDEFINED EXCEPTION CLASS ,SHALL I OVERRIDE METHODS AND IF OVERRIDE WHAT METHODS.IF OVERRIDE(toString()) WHY WE NEED TO*

*OVERRIDE IT?*

*6)IN YOUR HIBERNATE APPLICATIONS,YOU USED HBMMAPPING FILE OR ANNOTATIONS?*

*7)TELL ME ABOUT HASHSET COLLECTION?*

*8)IN ARRAYLIST,WHAT IS THE RETURN TYPE OF add() and put() RETURN TYPE IN HASHMAP?*

*9)IN MY USERDEFINED EXCEPTION,IAM HARDCODING THE MESSAGES LIKE AGE SHOULD NOT LESS THAN 0.HERE HARD CODING RECOMMENDED?*

*IF NOT WHAT IS THE OTHER APPROACH?*

*10)TELL ME WHAT IS THE USE OF FINALLY BLOCK?*

*WHAT WILL BE EXECUTION FLOW AT BELOW CASES?*

*System.exit(0)-->not recommended*

*System.exit(1)*

*System.exit(2)*

*System.exit(3)*

*11)WRITE HASHMAP COLLECTION USING GENERICS?*

*12)WHAT IS MEANT BY CHECKED EXCEPTION AND UNCHECKED EXCEPTION?*

*I TOLD CLASSNOTFOUNDEXCEPTION IS THE CHECKED EXCEPTION.HE SAID WRONG?*

*VCloud Pro Interview Questions*

*v cloud pro technologies*

*20 bits 20 marks 25 minutes*

*1)"4"+2+3*

*output*

*a)42 b)43 c)423 d)none*

*ans)423*

*2)5+"3"+"9"*

*a)39 b)539 c)59 d)none*

*ans)539*

*3)on file concept*

*4)i have Sample class declare in v.cloud.pro package*

*a)v.cloud.pro*

*b)package v.cloud.pro.Sample*

*c)import v.cloud.pro.Sample*

*d)package v.cloud.pro*

*ans)d....*

*5)int number=0;*

*int number2=20;*

*while(number<number2)*

*{*

*number=number+1;*

*}*

*sop(number);*

*output of number*

*a)5 b)12 c)20 d)none*

*ans)20....*

*6)A class has same method with different parameters in one object*

*called*

*a)method overriding b)method overloading*

*c)inheritance d)none*

*7)can i convert lower datatype to higher datatype i.e byte to int?*

*8)assume i have floating data 12389.56 and i want to represent that data in floating variable intrest*

*how can i represent?*

*a)12389.56f*

*b)intrest=(FLOAT)12389.56;*

*c)12389.56*

*d)none*

*ans)12389.56f*

*9)which command used to compile a java program?*

*a)java b)javac c)javap d)none*

*ans)javac*

*10)JOB keyword where will be used in JLC?*

*a)to mark start a job and initiate*

*b)end*

*c)stop*

*d)none*

*11)JOBTIME keyword something he asked*

*12)on arrays incrementing concept*

*13)javascript exception in java is availablie in*

*1)netscape.javascript exception*

*2)something*

*3)""*

*4)none*

*ans)import netscape.javascript.\*;*

***14)how we can declare the constant in pl/sql?***

*ans)Data constant number:=value;*

*credit constant c:=10;*

*15)*

*Covalense Interview Questions*

*1) Describe Yourself for 2 minutes?*

*2) what is struts?*

*3)why struts and why not other frameworks?*

*4)In Which Year struts and Spring came into market?*

*5)How to know this struts framework is suitable to current project and who will be decided?*

*6)what are the standards followed in your struts framework?*

*7)How to know code is acceptable or not before deploying into client?*

*8)How to know which developer developed which module and how can you integrate it?*

*9)Diff Btwn Java and J2EE?*

*10)what is web application and how to develop web applications?*

*11)what are the uses of web applications?*

*12)How many developers are there in your project?*

*13)Did you face any issue(Risk) in your development?*

*14)when integrating modules that are developed by different developers did you face any issue?*

*15)There are some rules and regulations when integrating different modules what are they and did you follow?*

*16)what are the modules present in your previous project?*

*17)what was the duratin of your previous project?*

*18)what is the duration of the current project?*

*19)how did you integrate retailers module and users module and what issues came when integrating them?*

*20)what were the exceptins raised in your project and how did you resolve it?*

*21)you got a problem and solved it .. did you get any other problem after solved first?*

*22)what is the size of the testing team?*

*23)did you perform manual testing and automation testing?*

*24)How developers interact with testers?*

*25)how do you get daily task?*

*26)what is agile development process and explain about it?*

*27)what is the name of your bug tracker tool?*

*28)You given a task that you dont know it .. how will you finish it?*

*29)You told your team size is 6 and less duration for your project which is e-commerce how did you manage it with less man power and less duration?*

*30)was there any bugs after production?*

*31)what is the current version of the tomcat?*

*32)when you joined in your organization?*

*33)How you are interacting with the Client?*

*34)Whom reported your project?*

*35)Did you perform smoke testing and whom performs?*

*36) What are your roles and responsibilities in your project?*

*37)who is your client?*

*38)what is Client Location?*

*39)What is CVS and SVN?*

*40)Diff Between CVS and SVN?*

*41)You Finished your module you need to deploy to testing team..How did you deploy that code to testing team?*

*42)if client ask you to release the product by tomorrow But Not Possible how do you manage it?*

*43)Have you Involved in project budget and whom involved?*

*44)If I have given 3 modules to you..How much time do you take and how do you know it?*

*45)How do you know this project is suitable for this technology (or) for this concept?*

*46)How do you interact with the testing team?*

*47)Tester Reported a bug but you Rejected it and again he reported ? how do you handle the bug?*

*48)What is the status of the bug at the time of implementing the bug to the Testers?*

*49)Have you prepared unit test cases and what was the plan for that?*

*50)what do you maintain in loggers?*

*51)what are the standards followed in your sdlc?*

*52)Who will design use cases?*

*53)Diff Btwn Usecases and functionalities?*

*54)what is usecase and what is the use of usecase?*

*55)what is the language used to design an application?*

*56)How Many Employers working in your organization?*

*57)How Many Projects running in your Organization?*

*58)what is the environment you are using in your Project?(d)*

*59)Diff Btwn Client/Server Application and Web Based Application?*

*60)What is OOPS?*

*61)What is a Class?*

*62)What is a Object?*

*63)What is an Abstraction?*

*64)What are your Daily Activities in your Organization?*

*65)Why You Would Like to Change your Company?*

*66)If i gave you a offer how long do you work for your organization?*

*67)What is Mutual Understanding?*

*68)Any Drawbacks in your current Project?*

*69)What is Current CTC?*

*70)what is Expected CTC?*

*71)If I Give only 15% hike will you Join?*

*72)How Did your Experience with your Company?*

*73)Did you face any Situation that you speak to Project Manager and what was the reason to meet him?*

*74)Who was your Team Leader ?*

*75)what do you know about development?*

*76)When Your Current project started?*

*77)Tell me About Your Organization?*

***ABM Technologies, Mumbai 2nd Telephonic Round***

*1)i have country and state drop down list if I select country how corresponding states will be loading in our spring controller and jsp and it will display tell me the code flow?*

*2)Diff Hibernate Session and Normal Jsp Session?*

*3)Vector Vs ArrayList?*

*4)Why We use First Level Cache and Second Level Cache?*

*5)What is Diff StringBuilder and StringBuffer?*

*6)What is Diff btwn Final, Finally and Finalize()?*

*7)How we Sort the Collection Objects?*

*8)What is Spring AutoWiring?*

*9)What is Spring Transaction?*

*10)What is Diff between saveorUpdate() and merge()?*

*11)How we get Connection Objects in your Spring and Hibernate Apps?*

*12)How good in JavaScript and JQuery?*

*13)i have div tag and have its id=”mydiv” and I want to print some data how can we print some data in that div and what we have to do?*

*14)What is HttpListener?*

*15)What is Criteria?*

***Accenture Interview Questions***

*1)Could you please explain brief on java experience and first project you worked on?*

*2)Primary work you have done on client tier of the application (or) web tier of the application?*

*3)Are you comfortable with hibernate?*

*4)On Core Java which areas you worked most?*

*5)Tell me specific area which you are more comfortable in Core java?*

*6)In Collections which Collection Object you used?*

*7)Why did you use vector Object and In what kind of Scenarios you used ?*

*8)Why Vector and why not ArrayList?*

*9)How can we Provide Synchronization using vector?*

*10)In Vector Do you Initialize the capacity of the vector?*

*11)How can you Convert Vector into ArrayList?*

*12) Can I Construct an ArrayList by Passing vector as an argument?*

*13) How can you Convert ArrayList into Normal Array?*

*14)we have Collection of objects we have one scenario where we need to select any one of the collection in this time what factors will you determine to select particular collection?*

*15) What is the front controller in struts framework?*

*16)How is the mapping between Action Class and ActionServlet Done?*

*17)How ActionServlet Knows that required information available in Strust-Config.xml?*

*18)Have you worked on Struts Tiles?*

*19)Can You Explain about Struts tag Lib?*

*20)How Can You Display POJO Class data in JSP and What Code You can Use to Achieve This Requirement?*

*21) How Java calls Asynchronous Calling?*

*22)where did you JQuery In Your Project?*

*23)Tell me About IOC in Spring in Brief?*

*24)Why are you Typecasting Your Own Class Triangle into context object?*

*25) After Perform Unit Testing of your developed code then How will you Report that Unit Testing?*

***Infosys Interview Questions***

*1)Tell me about yourself?*

*2)Can We Develop Struts Application without Using Action Form?*

*3)Why you use Ajax and where you used Ajax n tell me one situation?*

*4) Why you use JQuery and where you used JQuery n tell me one situation?*

*5)How Can we call Ajax from JavaScript?*

*6)Tell me About Spring n Hibernate?*

*7)Tell me About DeadLock Situtation in java?*

*8)Can You Tell me about Design Patterns n did you design patterns in coding?*

*9)In Current how do you perform database connections?*

*10)did you use singleton design pattern in connection object?*

*11)When u r using database connection do u use two phase commit or single phase commit?*

*12)What type of collections are in java?*

*13)Did u face DeadLock Situtation in java?*

*14)why would we handle deadlock Situtation in java n what happen if we don’t handle ?*

*15)what was the situation that got deadlock in your project?*

*16)what is the typical function that you write in JQuery?*

*17)Do you know evil twelve issue in CVS Server?*

***Jala Technologies***

*1)what is the use of CallableStatement?*

*ans)In CallableStatement we use procedures. By using this procedures we can insert the data into two tables at a time....*

*ex:table 1:*

*create table personal\_details (fname varchar2,lname varchar2,addr varchar2);*

*table 2:*

*create table job (qualification varchar2,design varchar2);*

*Procedure Creation*

*create or replace procedure proc3(fname in varchar2,lname in varchar2,addr in varchar2,qualification in varchar2, design in varchar2)is*

*begin*

*insert into personal\_details values(fname,lname,addr);*

*insert into job values(qualification,design);*

*end;*

*2)which CollectionFramework does not support key and null values as null?*

*ans: Hashtable CollectionFramework.*

*3)how we can represent the data in Map interface?*

*ans: we can represent the data in Map in the form of key and value pairs.*

*HashMap hm=new HashMap();*

*hm.put(101,"A");*

*hm.put(102,"B");*

*hm.put(103,"C");*

*hm.put(104,"D");*

*System.out.println(hm);*

*4)Is HashMap order preserved?*

*ans:order is not preserved.*

*5)what is the keySet() method on HashMap(class)?*

*ans)Used to print the keys.*

*Question 1) What is difference between Vector and ArrayList in Java?*

*Answer : One of the most popular Java question at 2 years experience level which aims to check your knowledge on Java collection API. key point to mention is synchronization and speed, since ArrayList is not synchronized its fast compare to Vector. See Vector vs ArrayList in Java for more difference between both of them.*

*Question 2) What is difference in LinkedList and ArrayList in Java?*

*Answer : If you don't get previous Java question then you are likely to get this question at 2 to 3 years experience level Java interview. Unlike synchronization, key point to mention here is underlying data structure. See LinkedList vs ArrayList in Java for detail answer of this java question.*

*3) What is difference between fail-fast and fail-safe Iterator in Java?*

*This is relatively new Java question compare to previous ones but increasingly getting popular into 2 to 3 years level Java interviews. key difference here is that fail-fast Iterator throw ConcurrentModificationException while fail-safe doesn't. See fail-safe vs fail-fast Iterator in Java for more differences between two.*

*4) Difference between throw and throws in Java?*

*This Java question belongs to Exception handling category which is another popular category for 2 to 4 years experienced Java programmer. Main difference between these two is that one declares exception thrown by a Java method while other is actually used to throw Exception. See Difference between throw and throws in Java for full answer of this Java exception handling question.*

*5) What is difference between checked and unchecked Exception in Java.*

*Another java interview question for 2 to 4 years experienced Java programmer from Exception handling. key point to mention here is that checked Exception requires mandatory exception handling code while unchecked doesn't. See checked vs unchecked Exception in Java for more differences.*

*6) Write code to print Fibonacci series in Java?*

*You are bound to expect some coding interview question in Java interview for 2 to 4 years experience. Though Fibonacci series is one of the most classical and popular question not every Java programmer is able to do it correctly in interview, things get more complicated if interviewer ask to do this by using recursion. So better to prepare for approach, See how to write Java program for Fibonacci series using recursion for details and code example.*

*7) Write Java program to reverse String in Java without using StringBuffer?*

*Another Java coding interview question asked on 2 ot 4 years experienced Java developer. Many times interviewer specifically mentioned that you can not use StringBuffer because it has reverse() method which makes this taks trivial. So you must know how to do this by using iteration as well as recursion to perform well. Look at Java program to reverse String in Java for full code sample and explanation.*

*8) What is difference between Runnable and Thread in Java ?*

*Frequently asked Java interview question on 2 to 4 years experienced level from Threading fundamentals. there are two ways to implement Thread in Java, in fact three e..g extending java.lang.Thread class or implementing java.lang.Runnable or Callable interface. See Thread vs Runnable in Java for exact differences on following each approach.*

*9) What happens if you don't call wait and notify from synchronized block?*

*Another common Java interview question from multi-threding and inter thread communication. As I said earlier you must know concept of wait and notify in Java if you have worked for 2 to 3 years in Java. Check why wait and notify needs to call from synchronized block for exact reason to answer this Java question.*

*10) Write code to solve producer consumer problem in Java.*

*A good java question in my opinion which is mix of threading, synchronization, inter-thread communication and coding abilities. This particular java question can make any body's list at any day, not just 2 to 4 years experienced programmer. despite being so common it has something on it which confuse average programmer and allow you to differentiate between good and average programmer. See Producer consumer problem solving using BlockingQueue in Java for full code example.*

*These were 10 frequently asked Core Java interview question for 2 to 3 years experienced Java programmers. If you want to increase numbers there are lot many questions floating around web for 2 to 3 or 2 to 4 years experienced Java developers but key things it to remember topics e.g. Collection, Exception handling, Coding, Threading and OOPS principles are the main areas from which most of 2 to 3 years experienced Java programmer interview question appear. Just get them right and you can crack any Java interview upto 2 to 4 years experienced Java programmer.*

***Menlo Technologies ,Aditya Trade Centre,Ameerpet***

*1)Can we have private variable and methods in interface?. If we put what will happen compile time error or runtime error?*

*2)What is the difference between interface and abstract class?*

*3)Asked a program to print list objects in descending order without using Api with logic?*

*4)Asked a program to print duplicate of list objects from list with string generic and its count?*

*5)Tell me how did you write a code for JQuery for date pickers and disable copy and paste in website?*

*6)Tell me the implicit objects of jsp?*

*7)How can you create session ?*

*8)How can you add attribute to the session?*

*9)How can you delete the session write the logic?*

*10)what is the differences between session. close() and session. invalidate()?(d)*

*11)Tell me about collections in java?*

*12)Tell me about current project?*

*13)Tell me about yourself?*

*14)What is session and what is its use?*

***Minle Technologies***

*1)Diff List and Set?*

*2)How can you convert list to set?*

*3)How can you redirect from one servlet to another servlet?*

*4)tell me the workflow of struts?*

*5) i got exception in struts i didn't handle it i want to display in jsp how?*

*6)Map features?*

*7)How do you rate yourself in core java out of 5?  
8)How do you rate yourself in collection out of 5?*

*Opentext Interview Questions*

*1st round:*

*Written Test : for Profile screening*

1. *Write a program to print duplicate numbers in an array of n numbers?*
2. *Write a program to swap two numbers without using temp variable?*

*2nd Round*

1. *Tell me about yourself?*
2. *Can you briefly tell me about your Projects?*
3. *How do you rate yourself in Collection out of 10? I said 9*
4. *How do you rate yourself in Threading out of 10? I said 7*
5. *What is super constructor call?*
6. *What is the purpose of static keyword and static import?*
7. *What are the OOP principles?*
8. *What is the Thread lifecycle?*
9. *What is your C C.T.C and E C.T.C ? (d)*

*3rd Round*

*-------------------------------------------------------*

1. *Tell me about yourself?*
2. *What are OOP concepts? Explain them briefly?*
3. *Why do we need polymorphism? Explain with an Example?*
4. *When should we go for Abstract classes and Interfaces?*
5. *Can you briefly explain what Struts is?*
6. *Can we implement a web application without using Struts?*
7. *What are the limitations of Struts?*
8. *How many Design patterns do you know? Explain any of it with usage?*
9. *What is Single ton Write a program for it?(d)*
10. *Write a program to print Triangle using \* (asterisk)?*

*4th Round:*

*----------------------------------------------*

1. *Tell me about yourself?*
2. *Explain me about old project?*
3. *Some more deeper discussion happened about my project, like technologies used, architecture or flow of your project?*
4. *What is the difference between overloading and overriding?*
5. *He has given two sample codes on overloading and overriding , and asked me to predict the output?*
6. *Does static method can be overridden?*
7. *What is the purpose of finally block?*
8. *What happens when I write try with 2 catch blocks where 2nd catch block is having NFE type and its 1st catch block having RuntimeException?*
9. *Can I have throw and throws in a same method?(d)*
10. *What are the differences between List and ArrayList?*
11. *What are the differences between Hashtable and HashMap?*
12. *What are the differences between Comparable and Comparator?*
13. *How can I make a collection as synchronized?*
14. *What is the use of LinkedHashMap?*
15. *What is purpose of start() method?*
16. *What is the purpose of run() method?*
17. *Can I invoke run() method before calling start()?*
18. *I have 3 threads, How Can I join one thread after the other?*
19. *What is the purpose of synchronization?*
20. *Can I apply synchronization outside method and within the class?*
21. *What is the purpose Serialization?*
22. *Can I call remove() method before calling next() method of Iterator while retrieving the elements?*
23. *Write a program to print Fibonacci numbers upto the given number?*
24. *Find the 2nd Largest number in the Array of elements?*
25. *What is the life cycle phases of Servlet?*
26. *What are the lifecycle methods of servlet?*
27. *Can we override init() method of a Servlet?*
28. *What are difference between sendRedirect() and forward() method ? Give an Example?*
29. *What are the differences between RequestDispatcher and ServletContext?*
30. *What is PreparedStatement?*
31. *How to submit a Procedure from JDBC application?*
32. *What is connection polling?*
33. *What does happen when no.of connections exceeded ?ex fixed = 100 and when 101 connection came?*
34. *What is JSP? What is the life cycle of JSP?*
35. *What the difference is between include attribute and include action?*
36. *How do you handle exception in JSP?*
37. *How can you upload a file into a server?*
38. *What is the struts architecture?*
39. *Can you explain why request and response objects are provided as arguments to the method execute() of an Action class?*
40. *What is the Dispatcher action in Struts?*
41. *How do you validate a form in Struts?*
42. *Write a query which displays all the employees whose department is “Information Sciences”?*
43. *What is the difference between Primary Key and Unique Key?*
44. *What is Index?*
45. *What is Trigger?*
46. *Write a Query which displays 2nd highest salary from the emp table?*

*5th Round*

1. *Tell me about yourself?*
2. *Tell me about your role in old project?*
3. *What is Struts and architecture of Struts?*
4. *Can you explain your architecture of Old project?*
5. *How do you handle validation using Struts?*
6. *How did you perform client side validations using Java script?*
7. *What is RegExp in Java script?*
8. *Explain about SA Desk Project?*
9. *What is your role is this project?*
10. *He asked me some more relevant questions on that project ?and also asked me write the code of it?*
11. *Any questions from your side? I asked him to tell about the current running project in OpenText and Why Open Text is hiring candidates?*
12. *He answered about his current projects and upcoming projects?*

*6th Round*

1. *Tell me about yourself?*
2. *Tell me briefly about old and present projects?*
3. *What is the Team size of your old project? How do you communicate others?*
4. *Are they in your work location or in any other branch?*
5. *How do you get the requirement specification from your client?*
6. *How do you communicate your manager?*
7. *In your Team how does work share among the team of members?*
8. *To whom you report?*
9. *What is web server maintenance?*
10. *What are the frequent changes you do in web server?*
11. *Have you used Logging in your project?*
12. *Do you ve any questions? I asked most likely question which I asked in the previous round?*

*Randstad Interview Questions*

*1) Write a Java Logic to find Leap Year?*

*2) Write HTML code to Print TEST as Header and A, B and C as text definitions in table row.*

*3)Write a Logic To Print Date in Jsp Script let?*

*4)Write HTML code to Validate User Name Using JavaScript Validation and store it in HttpSession and Print In Jsp by Retrieving from Session?*

*5) a)Write a Single SQL Query to Print first-name,last-name of all Persons in Person Table?*

*b)Write a Single SQL Query to Print first-name ,last-name,total orders where person whom average age is more and orders weight  Exceeds 100?*

*Note:- Person id is a primary key in person table and it is foreign key in order table.*

*Person table has 1) First Name 2) Last Name 3) Person Id 4) Weight*

*Order table has  1)Order id 2)Person Id 3)Orders*

*Note:- Query would be like this.No Wonder if it has some changes.I don't remember completely.*

*Yash Technologies*

*1)Tell me about yourself briefly?*

*2)how do you rate yourself in J2EE,Core Java,Struts,Spring and Hibernate?*

*3)Could you Please explain me about OOPS Concept?*

*4)What is the diff between overloading and overriding anything else for the difference?*

*Its not enough I want the basic difference of overloading and overriding?*

*What we can do in overloading and what we can do in overriding?*

*5)Can we have constructors in abstract class n can we define constructors in abstract class?*

*6)How do you override equals() method n what are the reasons to override equals() method?*

*Anything else we have to do when overriding equals() method?*

*7)Have u worked with Collection then what is SortedMap?(d)*

*8)How SortedMap will do Ascending Order n Descending Order How it will works n is there anything to do by us?*

*9)What is Load Factor in Hash Map and How it Works?*

*Ans:* An instance of **HashMap** has two parameters that affect its performance: initial capacity and **load factor**. The capacity is the number of buckets in the **hash table**, and the initial capacity is simply the capacity at the time the **hash table** is created.

*10)What is Diff Between Error and Exception?*

*11)Have See anywhere out of memory error n how did u handle them?*

*12)Can u Expand NullPointerException?*

*13)What are the Other Exceptions you faced generally n what are they when did u get that exceptions n how did u handle?*

*14) Can we clone () an Object?*

*15) Can we define Marker Interface and what are the uses of marker interfaces?*

*16)What is the diff Synchronized method and Synchronized block?*

*17) Why we need Many-Many implementation in hibernate?*

*18) What is LazyLoading in Hibernate?*

*19)What is IOC in Spring?*

*20)What is DirtyReads in Hibernate?*

***Hibernate Interview Questions***

*HOME\_JAVA*

*This Blog provides java faq's and java openings*

*Java OpeningsCoreJava RealtimeCoding SQL FaqsJDBC Servlets JSPStrutsHibernate Spring*

*Hibernate*

*1.what is the advantage of Hibernate over jdbc?*

*There are so many*

*1) Hibernate is data base independent, your code will work for all ORACLE,MySQL ,SQLServer etc.*

*In case of JDBC query must be data base specific. So hibernate based persistance logic is database independent persistance logic and JDBC based persistance logic is database dependent logic.*

*2) As Hibernate is set of Objects ,*

*3) No need to learn SQL language.You can treat TABLE as a Object . Only Java knowledge is need.*

*In case of JDBC you need to learn SQL.*

*3) Dont need Query tuning in case of Hibernate. If you use Criteria Quires in Hibernate then hibernate automatically tuned your query and return best result with performance.*

*In case of JDBC you need to tune your queries.*

*4) You will get benefit of Cache. Hibernate support two level of cache. First level and 2nd level. So you can store your data into Cache for better performance.*

*In case of JDBC you need to implement your java cache .*

*5) Hibernate supports Query cache and It will provide the statistics about your query and database status.*

*JDBC Not provides any statistics.*

*6) Development fast in case of Hibernate because you dont need to write queries*

*7) No need to create any connection pool in case of Hibernate. You can use c3p0.*

*In case of JDBC you need to write your own connection pool*

*8) In the xml file you can see all the relations between tables in case of Hibernate. Easy readability.*

*9) You can load your objects on start up using lazy=false in case of Hibernate.*

*JDBC Dont have such support.*

*10 ) Hibernate Supports automatic versioning of rows but JDBC Not.*

*2.What is Hibernate?*

*Hibernate is an open source, light weight Object Relational Mapping tool to develop the database independent persistence login in java and j2ee based applications.*

*Hibernate is a pure Java object-relational mapping (ORM) and persistence framework that allows you to map plain old Java objects to relational database tables using (XML) configuration and mapping files. Its purpose is to relieve the developer from a significant amount of relational data persistence-related programming tasks*

*3.What is ORM ?*

*ORM stands for object/relational mapping, means providing the mapping between class with table and member variables with columns is called ORM. ORM is the automated persistence of objects in a Java application to the tables in a relational database.*

*4.hat does ORM consists of ?*

*An ORM solution consists of the following four pieces:*

*API for performing basic CRUD operations*

*API to express queries referring to classes*

*Facilities to specify metadata*

*Optimization facilities : dirty checking,lazy associations fetching*

*5.What are the ORM levels ?*

*The ORM levels are:*

*Pure relational (stored procedure.)*

*Light objects mapping (JDBC)*

*Medium object mapping*

*Full object Mapping (composition,inheritance, polymorphism, persistence by reachability)*

*.*

*6.Why do you need ORM tools like hibernate?*

*The main advantage of ORM like hibernate is that it can develop the database independent persistence logic. Apart from this, ORM provides following benefits:*

*Improved productivity*

*High-level object-oriented API*

*Less Java code to write*

*No SQL to write*

*Improved performance*

*Sophisticated caching*

*Lazy loading*

*Eager loading*

*Improved maintainability*

*A lot less code to write*

*Improved portability*

*ORM framework generates database-specific SQL for you*

*7.What Does Hibernate Simplify?*

*Hibernate simplifies:*

*Saving and retrieving your domain objects*

*Making database column and table name changes*

*Centralizing pre save and post retrieve logic*

*Complex joins for retrieving related items*

*Schema creation from object model*

*8.What is the main difference between Entity Beans and Hibernate ?*

*1)In Entity Bean at a time we can interact with only one data Base. Where as in Hibernate we can able to establishes the connections to more than One Data Base. Only thing we need to write one more configuration file.*

*2) EJB need container like Weblogic, WebSphare but hibernate don't nned. It can be run on tomcat.*

*3) Entity Beans does not support OOPS concepts where as Hibernate does.*

*4) Hibernate supports multi level cacheing, where as Entity Beans doesn't.*

*5) In Hibernate C3P0 can be used as a connection pool.*

*6) Hibernate is container independent. EJB not.*

*9.What are the Core interfaces and classes of Hibernate framework?*

*The five core interfaces are used in just about every Hibernate application. Using these interfaces, you can store and retrieve persistent objects and control transactions.*

*Configuration class (org.hibernate.cfg package)*

*Session interface (org.hibernate package)*

*SessionFactory interface (org.hibernate package)*

*Transaction interface (org.hibernate package)*

*Query and Criteria interfaces (org.hibernate package)*

*10.What is the general flow of Hibernate communication with RDBMS?*

*The general flow of Hibernate communication with RDBMS is :*

*Load the Hibernate configuration file and create configuration object. It will automatically load all hbm mapping files because mapping file can be configured in configuration file.*

*Create session factory from configuration object*

*Get one session from this session factory*

*Create HQL Query*

*Execute query to get list containing Java objects.*

*11.What is the need for Hibernate mapping file?*

*Hibernate mapping file is used to provides the mapping between java class with table member variables with column names of the table. And also we can configure primary key generation algorithm, relations and so on. Typical mapping file look as follows:*

*12.What are the important tags of hibernate.cfg.xml?*

*This file can be used to provide the database information like driverclass name, url, database usename, database password, dialect, connection pooling mapping file and so on.*

*Following are the important tags of hibernate.cfg.xml:*

*13.What role does the Session interface play in Hibernate?*

*The main runtime interface between a Java application and Hibernate The Session interface is the primary interface used by Hibernate applications. It is a single-threaded, short-lived object representing a conversation between the application and the persistent store. It allows you to create query objects to retrieve persistent objects.*

*The main function of the Session is to offer create, read and delete operations for instances of mapped entity classes. Instances may exist in one of three states:*

*transient: never persistent, not associated with any Session*

*persistent: associated with a unique Session*

*detached: previously persistent, not associated with any Session*

*Session session = sessionFactory.openSession();*

*Session interface role:*

*Wraps a JDBC connection*

*Factory for Transaction*

*Holds a mandatory (first-level) cache of persistent objects, used when navigating the object graph or looking up objects by identifier*

*14.What role does the SessionFactory interface play in Hibernate?*

*SessionFactorys are immutable. The behaviour of a SessionFactory is controlled by properties supplied at configuration time. These properties are defined on Environment.*

*The application obtains Session instances from a SessionFactory. There is typically a single SessionFactory for the whole application—created during application initialization. The SessionFactory caches generate SQL statements and other mapping metadata that Hibernate uses at runtime. It also holds cached data that has been read in one unit of work and may be reused in a future unit of work*

*Implementors must be threadsafe.*

*SessionFactory sessionFactory = configuration.buildSessionFactory();*

*15.What are the most common ways to specify the Hibernate configuration properties?*

*The most common methods of Hibernate configuration are:*

*Programmatic configuration*

*By using setProperty(-) method of org.hibernate.cfg.Configuration.*

*XML configuration (hibernate.cfg.xml)*

*By using .properties file*

*By Using annotaions.(from Hibernate 3.3 on words)*

*16.How do you map Java Objects with Database tables?*

*First we need to write Java domain objects (beans with setter and getter).*

*Write hbm.xml, where we map java class to table and database columns to Java class variables.*

*Example :*

*not-null="true" type="java.lang.String"/>*

*not-null="true" type="java.lang.String"/>*

*17.How do you define sequence generated primary key algorithm in hibernate?*

*By using , tags we can configure the primary key and primary key generation algorithm.*

*Example:-*

*SEQ\_NAME*

*18.What is component mapping in Hibernate?*

*A component is an object saved as a value, not as a reference*

*A component can be saved directly without needing to declare interfaces or identifier properties*

*Required to define an empty constructor*

*Shared references not supported*

*19 . Difference between getCurrentSession() and openSession() in Hibernate ?*

*getCurrentSession() :*

*Obtains the current session. The "current session" refers to a Hibernate Session bound by Hibernate behind the scenes, to the transaction scope.*

*A Session is opened when getCurrentSession() is called for the first time and closed when the transaction ends. It is also flushed automatically before the transaction commits. You can call getCurrentSession() as often and anywhere you want as long as the transaction runs. Only the Session that you obtained with sf.getCurrentSession() is flushed and closed automatically.*

*openSession() :*

*If you decide to use manage the Session yourself the go for sf.openSession() , you have to flush() and close() it.*

*It does not flush and close() automatically.*

*Example :*

*Transaction tx =session.beginTransaction();*

*Session session = factory.openSession();*

*try {*

*tx.begin();*

*// Do some work*

*session.createQuery(...);*

*session.persist(...);*

*session.flush(); // Extra work you need to do*

*tx.commit();*

*}*

*catch (RuntimeException e) {*

*tx.rollback();*

*throw e; // or display error message*

*}*

*finally {*

*session.close(); // Extra work you need to do*

*}*

*20.What are the types of Hibernate instance states ?*

*Three types of instance states:*

*Transient -The instance is not associated with any persistence context*

*Persistent -The instance is associated with a persistence context*

*Detached -The instance was associated with a persistence context which has been closed – currently not associated*

*21.What are the types of inheritance models in Hibernate?*

*There are three types of inheritance models in Hibernate:*

*Table per class hierarchy*

*Table per subclass*

*Table per concrete class*

*22.What is Hibernate Query Language (HQL)?*

*Hibernate Query Language is query language which is used to develop the data independent query language in the application. This HQL queries are not related to any database. Hibernate offers a query language that embodies a very powerful and flexible mechanism to query, store, update, and retrieve objects from a database. This language, the Hibernate query Language (HQL), is an object-oriented extension to SQL.*

*23.What are the ways to express joins in HQL?*

*HQL provides four ways of expressing (inner and outer) joins:-*

*An implicit association join*

*An ordinary join in the FROM clause*

*A fetch join in the FROM clause.*

*A theta-style join in the WHERE clause.*

*24 . Transaction with plain JDBC in Hibernate ?*

*If you don't have JTA and don't want to deploy it along with your application, you will usually have to fall back to JDBC transaction demarcation. Instead of calling the JDBC API you better use Hibernate's Transaction and the built-in session-per-request functionality:*

*To enable the thread-bound strategy in your Hibernate configuration:*

*set hibernate.transaction.factory\_class to org.hibernate.transaction.JDBCTransactionFactory*

*set hibernate.current\_session\_context\_class to thread*

*Session session = factory.openSession();*

*Transaction tx = null;*

*try {*

*tx = session.beginTransaction();*

*// Do some work*

*session.load(...);*

*session.persist(...);*

*tx.commit(); // Flush happens automatically*

*}*

*catch (RuntimeException e) {*

*tx.rollback();*

*throw e; // or display error message*

*}*

*finally {*

*session.close();*

*}*

*25 . What are the general considerations or best practices for defining your Hibernate persistent classes?*

*1.You must have a default no-argument constructor for your persistent classes and there should be getXXX()and setXXX() methods for all your persistable instance variables.*

*2.You should implement the equals() and hashCode() methods based on your business key and it is important not to use the id field in your equals() and hashCode() definition if the id field is a surrogate key (i.e. Hibernate managed identifier). This is because the Hibernate only generates and sets the field when saving the object.*

*3. It is recommended to implement the Serializable interface. This is potentially useful if you want to migrate around a multi-processor cluster.*

*4.The persistent class should not be final because if it is final then lazy loading cannot be used by creating proxy objects.*

*26 . Difference between session.update() and session.lock() in Hibernate ?*

*The session.update method is used to update the persistence object in the in the database.*

*The session.lock() method simply reattaches the object to the session without checking or updating the database on the assumption that the database in sync with the detached object. It is the best practice to use either session.update(..) or session.saveOrUpdate(). Use session.lock() only if you are absolutely sure that the detached object is in sync with your detached object or if it does not matter because you will be overwriting all the columns that would have changed later on within the same transaction.*

*27.What are the Collection types in Hibernate ?*

*Set*

*List*

*Array*

*Map*

*Bag*

*28.What is the difference between sorted and ordered collection in hibernate?*

*sorted collection vs. order collection :-*

*sorted collection*

*order collection*

*A sorted collection is sorting a collection by utilizing the sorting features provided by the Java collections framework. The sorting occurs in the memory of JVM which running Hibernate, after the data being read from database using java comparator.*

*Order collection is sorting a collection by specifying the order-by clause for sorting this collection when retrieval.*

*If your collection is not large, it will be more efficient way to sort it.*

*If your collection is very large, it will be more efficient way to sort it .*

*29.What are the ways to express joins in HQL?*

*HQL provides four ways of expressing (inner and outer) joins:-*

*An implicit association join*

*An ordinary join in the FROM clause*

*A fetch join in the FROM clause.*

*A theta-style join in the WHERE clause.*

*30.What do you mean by Named – SQL query?*

*Named SQL queries are defined in the mapping xml document and called wherever required.*

*Example:*

*SELECT emp.EMP\_ID AS {emp.empid},*

*emp.EMP\_ADDRESS AS {emp.address},*

*emp.EMP\_NAME AS {emp.name}*

*FROM Employee EMP WHERE emp.NAME LIKE :name*

*Invoke Named Query :*

*List people = session.getNamedQuery("empdetails")*

*.setString("TomBrady", name)*

*.setMaxResults(50)*

*.list();*

*31.How do you invoke Stored Procedures?*

*{ ? = call selectAllEmployees() }*

*32.Explain Criteria API*

*The interface org.hibernate.Criteria represents a query against a particular persistent class. The Session is a factory for Criteria instances. Criteria is a simplified API for retrieving entities by composing Criterion objects. This is a very convenient approach for functionality like "search" screens where there is a variable number of conditions to be placed upon the result set.*

*Example :*

*List employees = session.createCriteria(Employee.class)*

*.add(Restrictions.like("name", "a%") )*

*.add(Restrictions.like("address", "Boston"))*

*.addOrder(Order.asc("name") )*

*.list();*

*33.What’s the difference between load() and get()?*

*load()*

*get()*

*Only use the load() method if you are sure that the object exists.*

*If you are not sure that the object exists, then use one of the get() methods.*

*load() method will throw an exception if the unique id is not found in the database.*

*get() method will return null if the unique id is not found in the database.*

*load() just returns a proxy by default and database won’t be hit until the proxy is first invoked.*

*get() will hit the database immediately.*

*34.What is the difference between and merge and update ?*

*Use update() if you are sure that the session does not contain an already persistent instance with the same identifier, and merge() if you want to merge your modifications at any time without consideration of the state of the session.*

*35.Define cascade and inverse option in one-many mapping?*

*cascade - enable operations to cascade to child entities.*

*cascade="all|none|save-update|delete|all-delete-orphan"*

*inverse - mark this collection as the "inverse" end of a bidirectional association.*

*inverse="true|false"*

*Essentially "inverse" indicates which end of a relationship should be ignored, so when persisting a parent who has a collection of children, should you ask the parent for its list of children, or ask the children who the parents are?*

*36.Define HibernateTemplate?*

*org.springframework.orm.hibernate.HibernateTemplate is a helper class which provides different methods for querying/retrieving data from the database. It also converts checked HibernateExceptions into unchecked DataAccessExceptions.*

*37.What are the benefits does HibernateTemplate provide?*

*The benefits of HibernateTemplate are :*

*HibernateTemplate, a Spring Template class simplifies interactions with Hibernate Session.*

*Common functions are simplified to single method calls.*

*Sessions are automatically closed.*

*Exceptions are automatically caught and converted to runtime exceptions.*

*38. How do you switch between relational databases without code changes?*

*Using Hibernate SQL Dialects , we can switch databases. Hibernate will generate appropriate hql queries based on the dialect defined.*

*39.If you want to see the Hibernate generated SQL statements on console, what should we do?*

*By using “show\_sql” property of the hibernate configuration file*

*In Hibernate configuration file set as follows:*

*true*

*40.What are derived properties?*

*The properties that are not mapped to a column, but calculated at runtime by evaluation of an expression are called derived properties. The expression can be defined using the formula attribute of the element.*

*41.Define cascade and inverse option in one-many mapping?*

*cascade - enable operations to cascade to child entities.*

*cascade="all|none|save-update|delete|all-delete-orphan"*

*inverse - mark this collection as the "inverse" end of a bidirectional association.*

*inverse="true|false"*

*Essentially "inverse" indicates which end of a relationship should be ignored, so when persisting a parent who has a collection of children, should you ask the parent for its list of children, or ask the children who the parents are?*

*42 . Explain about transaction file?*

*Transactions denote a work file which can save changes made or revert back the changes. A transaction can be started by session.beginTransaction() and it uses JDBC connection, CORBA or JTA. When this session starts several transactions may occur.*

*43 . Difference between session.save() , session.saveOrUpdate() and session.persist()?*

*All methods are used to store the data in to database*

*session.save() : save() method uSave does an insert and will fail if the primary key is already persistent.*

*session.saveOrUpdate() : saveOrUpdate() insert the data in the database if that primary key data not available and it update the data if primary key data not availabt*

*session.persist() :it is the same like session.save(). But session.save() return Serializable object but session.persist() return void.*

*For Example :*

*if you do :-*

*System.out.println(session.save(question));*

*This will print the generated primary key.*

*if you do :-*

*System.out.println(session.persist(question));*

*Compile time error because session.persist() return void.*

*44 . Explain about the id field?*

*This id field is used to configure the primary key in the mapping file, and also we can configure primary key generation algorithm.*

*45.What is the use of dynamic-insert and dynamic-update attributes in a class mapping?*

*Criteria is a simplified API for retrieving entities by composing Criterion objects. This is a very convenient approach for functionality like "search" screens where there is a variable number of conditions to be placed upon the result set.*

*dynamic-update (defaults to false): Specifies that UPDATE SQL should be generated at runtime and contain only those columns whose values have changed*

*dynamic-insert (defaults to false): Specifies that INSERT SQL should be generated at runtime and contain only the columns whose values are not null.*

*46.What is automatic dirty checking?*

*Automatic dirty checking is a feature that saves us the effort of explicitly asking Hibernate to update the database when we modify the state of an object inside a transaction.*

*47.What are Callback interfaces?*

*Callback interfaces allow the application to receive a notification when something interesting happens to an object—for example, when an object is loaded, saved, or deleted. Hibernate applications don't need to implement these callbacks, but they're useful for implementing certain kinds of generic functionality.*

*48.What is Hibernate proxy?*

*The proxy attribute enables lazy initialization of persistent instances of the class. Hibernate will initially return CGLIB proxies which implement the named interface. The actual persistent object will be loaded when a method of the proxy is invoked.*

*49.How can Hibernate be configured to access an instance variable directly and not through a setter method ?*

*By mapping the property with access="field" in Hibernate metadata. This forces hibernate to bypass the setter method and access the instance variable directly while initializing a newly loaded object.*

*50.How can a whole class be mapped as immutable?*

*Mark the class as mutable="false" (Default is true),. This specifies that instances of the class are (not) mutable. Immutable classes, may not be updated or deleted by the application.*

*51 . Explain about transparent persistence of Hibernate?*

*Transparent persistence is provided for Plain old Java objects or POJOs. For proper functioning of the applications importance should be given to the methods equals () and hash Code methods (). It has a requirement which should be strictly followed in the applications which is a no-argument constructor.*

*52 . Explain about the dirty checking feature of Hibernate?*

*Dirty checking feature of the Hibernate allows users or developers to avoid time consuming data base write actions. This feature makes necessary updations and changes to the fields which require a change, remaining fields are left unchanged or untouched.*

*Q)what is the difference between String hashcode and normal hash code?*

*A:Here the hashcode method of object class is overridden in String class hence ,both are same,they are overridden hashcode in String class in such a way that it returns 0 for empty String and returns int number for the existing String object.*

*Q)why JVM gives unique hashcode to the objects?*

*A:*

*Hashcode technique:*

*S[0]\*31^(n-1)+ S[1]\*31^(n-2)+…….s[n-1]*

*Feb 11 2017*

*ServiceNow Interview Questions*

1. *I have given 99 numbers from 1 to 100 then find the missed number?*

*Ans)sum of 100 numbers – sum of 99 numbers*

1. *I have given an array of numbers {3,7,2,7,5,6,15,12,4,9} ,write a logic to find highest product of two numbers and print those two numbers as well*

*Ans) Take first two then start iterating loop from the third numbers in the loop. Lets say*

*{3,7,2,7,5,6,15,12,4,9}*

*First=3*

*Second=7 ‘*

*]*

*Product=First\*Second=3\*7=21..*

*It will compare the fourth and fifth product lets say 2\*7=14.*

*Now it will compare the first two numbers of first product with iterating set of two numbers if any one of two iterating numbers is greater then any one of first two numbers then it will take that maximum number*

*Then 3\*7=21*

*Iteration 2:- 5,6=5\*6=30,*

*Then 6\*7=42*

*Iteration 3:- 15,12=15\*12=180*

*Then 15\*12=180*

*Iteration 4\*9=36.*

*Then 15\*12=180..*

*3)Class.forName(“jdbc:oracle:thin:localhost:1521:XE”);*

*How we can load it and execute it?*

*4)*

*Prokrama by Rajesh*

*1)Try with Resources added in java7*

**package** com.interview;

**import** java.io.BufferedReader;

**import** java.io.FileReader;

**import** java.io.IOException;

//Added in Java 7

**public** **class** TryWithResourcesDemo {

**public** **static** **void** main(String[] args) {

**try** (BufferedReader br = **new** BufferedReader(**new** FileReader(

"F:/New/ram.txt"))) {

System.*out*.println(br.readLine());

} **catch** (IOException e) {

e.printStackTrace();

}

}

}

*2)Array and ArrayList?*

*Ans)*

**Difference between Array and ArrayList in Java with Example**  
  
**1. Resizable :**   Array is static in size that is fixed length data structure, One can not change the length after creating the Array object.  
ArrayList is dynamic in size . Each ArrayList object  has instance variable *capacity* which indicates the size of the ArrayList. As elements are added to an ArrayList its capacity grows automatically.  
  
**2. Performance :** Performance of Array and ArrayList depends on the operation you are performing :  
  
*resize() opertation :* Automatic resize of ArrayList will slow down the performance as it will use temporary array to copy elements from the old array to new array.  
ArrayList is internally backed by Array during resizing  as it calls the native implemented method System.arrayCopy(src,srcPos,dest,destPos,length) .  
  
  
  
*add() or get() operation :* adding an element or retrieving an element from the array or arraylist object has almost same  performance , as for ArrayList object these operations  run in constant time.  
  
**3. Primitives :**  ArrayList can not contains primitive data types (like int , float , double) it can only contains Object while Array can contain both primitive data types as well as objects.  
One get a misconception that we can store primitives(int,float,double) in ArrayList , but it is not true    
  
Suppose we have ArrayList object ,

ArrayList  arraylistobject = new ArrayList();  
arraylistobject.add(**23**);  // try to add 23 (primitive)

JVM through Autoboxing(converting primitives to equivalent objects internally) ensures that only objects are added to the arraylist object.   
thus , above step internally works like this :

arraylistobject.add( **new Integer(23)**);         
// Converted int primitive to Integer object and added to arraylistobject

[![Difference between Array and Arraylist in Java with Example](data:image/png;base64,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)](http://1.bp.blogspot.com/-WsUtI3c7wrQ/Uu9tohX5HLI/AAAAAAAAAJw/9PMdWlBvu-s/s1600/java-collections-tutorial.png)

**4. Iterating the values :** We can use iterator  to iterate through ArrayList . The iterators returned by the ArrayList class's iterator and listiterator method are [fail-fast](http://javahungry.blogspot.ca/2014/04/fail-fast-iterator-vs-fail-safe-iterator-difference-with-example-in-java.html).  We can use for loop or for each loop to iterate through array .    
  
**5. Type-Safety :**In Java , one can ensure Type Safety through Generics. while Array is a homogeneous data structure , thus it will contain objects of specific class or primitives of specific  data type. In array if one try to store the different data type other than the specified while creating the array object , ArrayStoreException is thrown.  
  
for example :

String temp[] =  new String[2];  // creates a string array of size 2  
temp[0] = new Integer(12); // throws ArrayStoreException, trying to add Integer object in String[]

**6. Length :**Length of the ArrayList is provided by the size() method while Each array object has the length variable which returns the length of the array.  
  
for example :

Integer arrayobject[] = new Integer[3];  
arraylength= arrayobject.length   ;  //uses arrayobject length variable

ArrayList  arraylistobject = new ArrayList();  
arraylistobject.add(12);   
arraylistobject.size();   //uses arraylistobject size method

**7. Adding elements :** We can insert elements into the arraylist object using the add() method while  in array we insert elements using the assignment operator.  
  
  
for example :

Integer addarrayobject[] = new Integer[3];  
addarrayobject[0]= new Integer(8)   ;  //new object is added to the array object

**8. Multi-dimensional :**Array can be multi dimensional , while ArrayList is always single dimensional.  
  
example of multidimensional array:

Integer addarrayobject[][] = new Integer[3][2];  
addarrayobject[0][0]= new Integer(8)

    
**Example of Array and ArrayList**    
 

**import** **java.util.ArrayList**;

**import** **java.util.Iterator**;

**public** **class** **ArrayArrayListExample** {

**public** **static** **void** **main**(String[] args) {

// ArrayList Example

 ArrayList<String> arrlistobj = **new** ArrayList<String>();

arrlistobj.add("Alive is awesome");

arrlistobj.add("Love yourself");

  Iterator it = arrlistobj.iterator();

System.out.print("*ArrayList object output :*");

  while(it.hasNext())

  System.out.print(it.next() + " ");

  // Array Example

String[] arrayobj = new String[3];

arrayobj[0]= "Love yourself";

arrayobj[1]= "Alive is awesome";

arrayobj[2]= "Be in Present";

System.out.print("*Array object output :*");

  for(int i=0; i < arrayobj.length ;i++)

  System.out.print(arrayobj[i] + " ");

 }

}

**Output :***ArrayList object output :****{ Alive is awesome , Love yourself }***  
                 *Array object output :****{ Love yourself , Alive is awesome, Be in present}***  
      
  
  
**Similarities Between Array and ArrayList**  
  
**1. add and get method :**Performance of Array and ArrayList are similar for the add and get operations .Both operations runs in constant time.  
  
**2. Duplicate elements :**Both array and arraylist can contain duplicate elements.  
  
**3. Null Values :**Both can store null values and uses index to refer to their elements.  
  
**4. Unordered :**  Both does not guarantee ordered  elements.  
  
  
  
  
**Recap : Difference between Array and ArrayList in Java** 

|  |  |  |
| --- | --- | --- |
|  | **Array** | **ArrayList** |
|  |  |  |
| Resizable | No | Yes |
|  |  |  |
| Primitives | Yes | No |
|  |  |  |
| Iterating values | for, for each | Iterator , for each |
|  |  |  |
| Length | length variable | size method |
|  |  |  |
| Performance | Fast | Slow in comparision |
|  |  |  |
| Multidimensional | Yes | No |
| Add Elements | Assignment operator | add method |

In case you have any doubts regarding the difference between array and arraylist  in java then please mention in comments.

1. Diff bw spring jdbc and hibernate and which is better?

Hibernate is a really huge solution with data persistence and ORM including JPA implementation. Also there are defined many ways how to manage entities in Hibernate, how to persist, transactions, etc. In hibernate you can use SQL, HQL or java annotations. JDBC template is just a simple tool that helps you to manage SQL queries and transactins. Probably it is better JDBC wrapper or helper. Also if you prefer managing database queries (SQL) yourself or if you are a beginner, try Spring JdbcTemplate to understand, how it works. Even if you are working on a bigger application, think about using Hibernate. However it needs some time to know Hibernate.

|  |
| --- |
| [share](http://stackoverflow.com/a/17301317)[improve this answer](http://stackoverflow.com/posts/17301317/edit) |

1. What changes u do if I give Java 1.5 project to convert into Java 7 or 8

Ans) 1)check wrapper classes

2)switch with string

3)ArrayList generics added in 1.7

4)Try with resources in 1.7

5)

1. Questions on exception handling and Custom exception handling program ?

Ans)

**package** com.interview;

**class** InvalidAgeException **extends** Exception{

InvalidAgeException(String s){

**super**(s);

}

}

**public** **class** TestCustomException1{

**static** **void** validate(**int** age)**throws** InvalidAgeException{

**if**(age<18)

**throw** **new** InvalidAgeException("not valid");

**else**

System.*out*.println("welcome to vote");

}

**public** **static** **void** main(String args[]){

**try**{

*validate*(13);

}**catch**(Throwable m){System.*out*.println("Exception occured: "+m);}

System.*out*.println("rest of the code...");

}

}

1. Can we write catch(throwable e) ?

Ans)Yes

1. Hibernate configuration in spring XML file?

Ans)

1. <bean id="dataSource" **class**="org.apache.commons.dbcp.BasicDataSource">
2. <property name="driverClassName"  value="oracle.jdbc.driver.OracleDriver"></property>
3. <property name="url" value="jdbc:oracle:thin:@localhost:1521:xe"></property>
4. <property name="username" value="system"></property>
5. <property name="password" value="oracle"></property>
6. </bean>
8. <bean id="mysessionFactory"  **class**="org.springframework.orm.hibernate3.LocalSessionFactoryBean">
9. <property name="dataSource" ref="dataSource"></property>
11. <property name="mappingResources">
12. <list>
13. <value>employee.hbm.xml</value>
14. </list>
15. </property>
17. <property name="hibernateProperties">
18. <props>
19. <prop key="hibernate.dialect">org.hibernate.dialect.Oracle9Dialect</prop>
20. <prop key="hibernate.hbm2ddl.auto">update</prop>
21. <prop key="hibernate.show\_sql">**true**</prop>
23. </props>
24. </property>
25. </bean>
27. <bean id="template" **class**="org.springframework.orm.hibernate3.HibernateTemplate">
28. <property name="sessionFactory" ref="mysessionFactory"></property>
29. </bean>
31. <bean id="d" **class**="com.javatpoint.EmployeeDao">
32. <property name="template" ref="template"></property>
33. </bean>
34. How many ways u can iterate hash map?

Ans)

Looping over a Map in Java. In this post we look at four different ways we can iterate through a map in Java. We can use for-each loop as well as the iterator class.

### Method #1: Iterating over entries using For-Each loop

Java
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|  |  |
| --- | --- |
| 1  2  3  4 | Map<Integer, Integer> map = new HashMap<Integer, Integer>();  for (Map.Entry<Integer, Integer> entry : map.entrySet()) {      System.out.println("Key = " + entry.getKey() + ", Value = " + entry.getValue());  } |

### Method #2: Iterating over keys or values using For-Each loop

Java

![](data:image/x-wmf;base64,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)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | Map<Integer, Integer> map = new HashMap<Integer, Integer>();    //iterating over keys only  for (Integer key : map.keySet()) {      System.out.println("Key = " + key);  }    //iterating over values only  for (Integer value : map.values()) {      System.out.println("Value = " + value);  } |

*3)*

### Method #3: Iterating using Iterator.

Using Generics:

![](data:image/x-wmf;base64,183GmgAAAAAAALYAXQBgAAAAAACaVwEACQAAA1wFAAAGAC0AAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAl0AtgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAF0AAQAAALUACQAAAB0GIQDwAAEAtQBcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABcAAEAAAAAAAkAAAAdBiEA8AABALQAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAWwABAAEAtAAJAAAAHQYhAPAAAQCzAFsAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAFoAAQABAAEACQAAAB0GIQDwAAEAsgABAAIABQAAAAsCAAAAAAUAAAAMAl0AtgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgCjAEoABAAAAC0BAwAJAAAAHQYhAPAAEQABABMAswAJAAAAHQYhAPAAAQAQACMAowAEAAAALQECAAkAAAAdBiEA8AAQAAEAEwCjAAkAAAAdBiEA8AABAA8AEwCkAAQAAAAtAQEACQAAAB0GIQDwAA8AAQAUALIACQAAAB0GIQDwAAEADgAiAKQABAAAAC0BAAAJAAAAHQYhAPAADgABABQApAAJAAAAHQYhAPAAAQANABQApQAHAAAA/AIAAPDw8AAAAAQAAAAtAQQACQAAAB0GIQDwAA0ADQAVAKUABQAAAAkC8PDwAAUAAAABAv///wAtAAAAQgEDAAAAKAAAAAgAAAAIAAAAAQABAAAAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///8AqgAAAFUAAACqAAAAVQAAAKoAAABVAAAAqgAAAFUAAAAEAAAALQEFAAkAAAAdBiEA8AAAABEAEwCjAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAAFQARACQAowAEAAAALQEDAAkAAAAdBiEA8AARAAEAAgCzAAkAAAAdBiEA8AABABAAEgCjAAQAAAAtAQIACQAAAB0GIQDwABAAAQACAKMACQAAAB0GIQDwAAEADwACAKQABAAAAC0BAQAJAAAAHQYhAPAADwABAAMAsgAJAAAAHQYhAPAAAQAOABEApAAEAAAALQEAAAkAAAAdBiEA8AAOAAEAAwCkAAkAAAAdBiEA8AABAA0AAwClAAQAAAAtAQQACQAAAB0GIQDwAA0ADQAEAKUABAAAAC0BAAAJAAAAHQYhAPAAAQABAAoArAAEAAAALQEAAAkAAAAdBiEA8AABAAMACwCrAAQAAAAtAQAACQAAAB0GIQDwAAEABQAMAKoABAAAAC0BAAAJAAAAHQYhAPAAAQAHAA0AqQAEAAAALQEBAAkAAAAdBiEA8AABAAEACQCrAAQAAAAtAQEACQAAAB0GIQDwAAEAAwAKAKoABAAAAC0BAQAJAAAAHQYhAPAAAQAFAAsAqQAEAAAALQEBAAkAAAAdBiEA8AABAAcADACoAAQAAAAtAQMACQAAAB0GIQDwABEAAQA5ALMACQAAAB0GIQDwAAEAEABJAKMABAAAAC0BAgAJAAAAHQYhAPAAEAABADkAowAJAAAAHQYhAPAAAQAPADkApAAEAAAALQEBAAkAAAAdBiEA8AAPAAEAOgCyAAkAAAAdBiEA8AABAA4ASACkAAQAAAAtAQAACQAAAB0GIQDwAA4AAQA6AKQACQAAAB0GIQDwAAEADQA6AKUABAAAAC0BBAAJAAAAHQYhAPAADQANADsApQAEAAAALQEAAAkAAAAdBiEA8AABAAEARACsAAQAAAAtAQAACQAAAB0GIQDwAAEAAwBDAKsABAAAAC0BAAAJAAAAHQYhAPAAAQAFAEIAqgAEAAAALQEAAAkAAAAdBiEA8AABAAcAQQCpAAQAAAAtAQEACQAAAB0GIQDwAAEAAQBDAKsABAAAAC0BAQAJAAAAHQYhAPAAAQADAEIAqgAEAAAALQEBAAkAAAAdBiEA8AABAAUAQQCpAAQAAAAtAQEACQAAAB0GIQDwAAEABwBAAKgABAAAAC0BAwAJAAAAHQYhAPAAEQABAEoAJwAJAAAAHQYhAPAAAQASAFoAFQAEAAAALQECAAkAAAAdBiEA8AAQAAEASgAVAAkAAAAdBiEA8AABABEASgAWAAQAAAAtAQEACQAAAB0GIQDwAA8AAQBLACYACQAAAB0GIQDwAAEAEABZABYABAAAAC0BAAAJAAAAHQYhAPAADgABAEsAFgAJAAAAHQYhAPAAAQAPAEsAFwAEAAAALQEEAAkAAAAdBiEA8AANAA8ATAAXAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAAEQAAAEoAFQAFAAAACQLw8PAABQAAAAEC////AAQAAAAtAQUACQAAAB0GIQDwABEAaABKACgABAAAAC0BAwAJAAAAHQYhAPAAEQABAEoAFAAJAAAAHQYhAPAAAQASAFoAAgAEAAAALQECAAkAAAAdBiEA8AAQAAEASgACAAkAAAAdBiEA8AABABEASgADAAQAAAAtAQEACQAAAB0GIQDwAA8AAQBLABMACQAAAB0GIQDwAAEAEABZAAMABAAAAC0BAAAJAAAAHQYhAPAADgABAEsAAwAJAAAAHQYhAPAAAQAPAEsABAAEAAAALQEEAAkAAAAdBiEA8AANAA8ATAAEAAQAAAAtAQAACQAAAB0GIQDwAAEAAQBTAAsABAAAAC0BAAAJAAAAHQYhAPAAAwABAFIADAAEAAAALQEAAAkAAAAdBiEA8AAFAAEAUQANAAQAAAAtAQAACQAAAB0GIQDwAAcAAQBQAA4ABAAAAC0BAQAJAAAAHQYhAPAAAQABAFIACgAEAAAALQEBAAkAAAAdBiEA8AADAAEAUQALAAQAAAAtAQEACQAAAB0GIQDwAAUAAQBQAAwABAAAAC0BAQAJAAAAHQYhAPAABwABAE8ADQAEAAAALQEDAAkAAAAdBiEA8AARAAEASgCiAAkAAAAdBiEA8AABABIAWgCQAAQAAAAtAQIACQAAAB0GIQDwABAAAQBKAJAACQAAAB0GIQDwAAEAEQBKAJEABAAAAC0BAQAJAAAAHQYhAPAADwABAEsAoQAJAAAAHQYhAPAAAQAQAFkAkQAEAAAALQEAAAkAAAAdBiEA8AAOAAEASwCRAAkAAAAdBiEA8AABAA8ASwCSAAQAAAAtAQQACQAAAB0GIQDwAA0ADwBMAJIABAAAAC0BAAAJAAAAHQYhAPAAAQABAFMAnAAEAAAALQEAAAkAAAAdBiEA8AADAAEAUgCbAAQAAAAtAQAACQAAAB0GIQDwAAUAAQBRAJoABAAAAC0BAAAJAAAAHQYhAPAABwABAFAAmQAEAAAALQEBAAkAAAAdBiEA8AABAAEAUgCbAAQAAAAtAQEACQAAAB0GIQDwAAMAAQBRAJoABAAAAC0BAQAJAAAAHQYhAPAABQABAFAAmQAEAAAALQEBAAkAAAAdBiEA8AAHAAEATwCYAAUAAAABAvDw8AALAAAAMgoAAAAAAAACAKMASgC0AFsABQAAAAECAQAAAAQAAAAnAf//AwAAAAAA)

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | Map<Integer, Integer> map = new HashMap<Integer, Integer>();  Iterator<Map.Entry<Integer, Integer>> entries = map.entrySet().iterator();  while (entries.hasNext()) {      Map.Entry<Integer, Integer> entry = entries.next();      System.out.println("Key = " + entry.getKey() + ", Value = " + entry.getValue());  } |

Without Generics:

![](data:image/x-wmf;base64,183GmgAAAAAAALYAUQBgAAAAAACWVwEACQAAA1wFAAAGAC0AAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAlEAtgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAFEAAQAAALUACQAAAB0GIQDwAAEAtQBQAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABQAAEAAAAAAAkAAAAdBiEA8AABALQAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAATwABAAEAtAAJAAAAHQYhAPAAAQCzAE8AAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAE4AAQABAAEACQAAAB0GIQDwAAEAsgABAAIABQAAAAsCAAAAAAUAAAAMAlEAtgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgCjAD4ABAAAAC0BAwAJAAAAHQYhAPAAEQABABMAswAJAAAAHQYhAPAAAQAQACMAowAEAAAALQECAAkAAAAdBiEA8AAQAAEAEwCjAAkAAAAdBiEA8AABAA8AEwCkAAQAAAAtAQEACQAAAB0GIQDwAA8AAQAUALIACQAAAB0GIQDwAAEADgAiAKQABAAAAC0BAAAJAAAAHQYhAPAADgABABQApAAJAAAAHQYhAPAAAQANABQApQAHAAAA/AIAAPDw8AAAAAQAAAAtAQQACQAAAB0GIQDwAA0ADQAVAKUABQAAAAkC8PDwAAUAAAABAv///wAtAAAAQgEDAAAAKAAAAAgAAAAIAAAAAQABAAAAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///8AqgAAAFUAAACqAAAAVQAAAKoAAABVAAAAqgAAAFUAAAAEAAAALQEFAAkAAAAdBiEA8AAAABEAEwCjAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAACQARACQAowAEAAAALQEDAAkAAAAdBiEA8AARAAEAAgCzAAkAAAAdBiEA8AABABAAEgCjAAQAAAAtAQIACQAAAB0GIQDwABAAAQACAKMACQAAAB0GIQDwAAEADwACAKQABAAAAC0BAQAJAAAAHQYhAPAADwABAAMAsgAJAAAAHQYhAPAAAQAOABEApAAEAAAALQEAAAkAAAAdBiEA8AAOAAEAAwCkAAkAAAAdBiEA8AABAA0AAwClAAQAAAAtAQQACQAAAB0GIQDwAA0ADQAEAKUABAAAAC0BAAAJAAAAHQYhAPAAAQABAAoArAAEAAAALQEAAAkAAAAdBiEA8AABAAMACwCrAAQAAAAtAQAACQAAAB0GIQDwAAEABQAMAKoABAAAAC0BAAAJAAAAHQYhAPAAAQAHAA0AqQAEAAAALQEBAAkAAAAdBiEA8AABAAEACQCrAAQAAAAtAQEACQAAAB0GIQDwAAEAAwAKAKoABAAAAC0BAQAJAAAAHQYhAPAAAQAFAAsAqQAEAAAALQEBAAkAAAAdBiEA8AABAAcADACoAAQAAAAtAQMACQAAAB0GIQDwABEAAQAtALMACQAAAB0GIQDwAAEAEAA9AKMABAAAAC0BAgAJAAAAHQYhAPAAEAABAC0AowAJAAAAHQYhAPAAAQAPAC0ApAAEAAAALQEBAAkAAAAdBiEA8AAPAAEALgCyAAkAAAAdBiEA8AABAA4APACkAAQAAAAtAQAACQAAAB0GIQDwAA4AAQAuAKQACQAAAB0GIQDwAAEADQAuAKUABAAAAC0BBAAJAAAAHQYhAPAADQANAC8ApQAEAAAALQEAAAkAAAAdBiEA8AABAAEAOACsAAQAAAAtAQAACQAAAB0GIQDwAAEAAwA3AKsABAAAAC0BAAAJAAAAHQYhAPAAAQAFADYAqgAEAAAALQEAAAkAAAAdBiEA8AABAAcANQCpAAQAAAAtAQEACQAAAB0GIQDwAAEAAQA3AKsABAAAAC0BAQAJAAAAHQYhAPAAAQADADYAqgAEAAAALQEBAAkAAAAdBiEA8AABAAUANQCpAAQAAAAtAQEACQAAAB0GIQDwAAEABwA0AKgABAAAAC0BAwAJAAAAHQYhAPAAEQABAD4AJwAJAAAAHQYhAPAAAQASAE4AFQAEAAAALQECAAkAAAAdBiEA8AAQAAEAPgAVAAkAAAAdBiEA8AABABEAPgAWAAQAAAAtAQEACQAAAB0GIQDwAA8AAQA/ACYACQAAAB0GIQDwAAEAEABNABYABAAAAC0BAAAJAAAAHQYhAPAADgABAD8AFgAJAAAAHQYhAPAAAQAPAD8AFwAEAAAALQEEAAkAAAAdBiEA8AANAA8AQAAXAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAAEQAAAD4AFQAFAAAACQLw8PAABQAAAAEC////AAQAAAAtAQUACQAAAB0GIQDwABEAaAA+ACgABAAAAC0BAwAJAAAAHQYhAPAAEQABAD4AFAAJAAAAHQYhAPAAAQASAE4AAgAEAAAALQECAAkAAAAdBiEA8AAQAAEAPgACAAkAAAAdBiEA8AABABEAPgADAAQAAAAtAQEACQAAAB0GIQDwAA8AAQA/ABMACQAAAB0GIQDwAAEAEABNAAMABAAAAC0BAAAJAAAAHQYhAPAADgABAD8AAwAJAAAAHQYhAPAAAQAPAD8ABAAEAAAALQEEAAkAAAAdBiEA8AANAA8AQAAEAAQAAAAtAQAACQAAAB0GIQDwAAEAAQBHAAsABAAAAC0BAAAJAAAAHQYhAPAAAwABAEYADAAEAAAALQEAAAkAAAAdBiEA8AAFAAEARQANAAQAAAAtAQAACQAAAB0GIQDwAAcAAQBEAA4ABAAAAC0BAQAJAAAAHQYhAPAAAQABAEYACgAEAAAALQEBAAkAAAAdBiEA8AADAAEARQALAAQAAAAtAQEACQAAAB0GIQDwAAUAAQBEAAwABAAAAC0BAQAJAAAAHQYhAPAABwABAEMADQAEAAAALQEDAAkAAAAdBiEA8AARAAEAPgCiAAkAAAAdBiEA8AABABIATgCQAAQAAAAtAQIACQAAAB0GIQDwABAAAQA+AJAACQAAAB0GIQDwAAEAEQA+AJEABAAAAC0BAQAJAAAAHQYhAPAADwABAD8AoQAJAAAAHQYhAPAAAQAQAE0AkQAEAAAALQEAAAkAAAAdBiEA8AAOAAEAPwCRAAkAAAAdBiEA8AABAA8APwCSAAQAAAAtAQQACQAAAB0GIQDwAA0ADwBAAJIABAAAAC0BAAAJAAAAHQYhAPAAAQABAEcAnAAEAAAALQEAAAkAAAAdBiEA8AADAAEARgCbAAQAAAAtAQAACQAAAB0GIQDwAAUAAQBFAJoABAAAAC0BAAAJAAAAHQYhAPAABwABAEQAmQAEAAAALQEBAAkAAAAdBiEA8AABAAEARgCbAAQAAAAtAQEACQAAAB0GIQDwAAMAAQBFAJoABAAAAC0BAQAJAAAAHQYhAPAABQABAEQAmQAEAAAALQEBAAkAAAAdBiEA8AAHAAEAQwCYAAUAAAABAvDw8AALAAAAMgoAAAAAAAACAKMAPgC0AE8ABQAAAAECAQAAAAQAAAAnAf//AwAAAAAA)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | Map map = new HashMap();  Iterator entries = map.entrySet().iterator();  while (entries.hasNext()) {      Map.Entry entry = (Map.Entry) entries.next();      Integer key = (Integer)entry.getKey();      Integer value = (Integer)entry.getValue();      System.out.println("Key = " + key + ", Value = " + value);  } |

*5)*

### Method #4: Iterating over keys and searching for values

![](data:image/x-wmf;base64,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)

|  |  |
| --- | --- |
| 1  2  3  4  5 | Map<Integer, Integer> map = new HashMap<Integer, Integer>();  for (Integer key : map.keySet()) {      Integer value = map.get(key);      System.out.println("Key = " + key + ", Value = " + value);  } |

1. Diff between outofmemory and heap exception?

### *9)* What Are Memory Leaks?

Let’s start by describing how memory leaks happen in Java. Java implements automatic garbage collection (GC), and once you stop using an object you can depend on the garbage collector to collect it. While additional details of the collection process are important when tuning GC performance, for the sole purpose of fixing a memory leak we can safely ignore them.

When is memory eligible for GC? Let’s take a look at an example:

We don't have to do anything special to make an object eligible for GC—we just eliminate any references to it, and it "magically" disappears and stops using memory. That's why we say that Java performs "automatic" GC.  
  
Why "eligible" for GC? Because objects are not collected immediately. GC is not instantaneous and comes with some performance impacts. Consequently, Java doesn't immediately collect every object that is eligible for collection; it typically postpones collection until a more convenient time later on. The way to think about GC in Java is that it's a "lazy bachelor" that hates taking out the trash and typically postpones the process for some period of time. However, if the trash can begins to overflow, Java immediately takes it out. In other words, if memory becomes scarce, Java immediately runs GC to free memory.  
  
Since we don't need to do anything special in order to dispose of objects in Java, how do memory leaks happen in Java? Memory leaks occur when a program never stops using an object, thus keeping a permanent reference to it.  
  
Let's take a look at an example that helps illustrate this point. The following code will cause all available memory in the JVM to be exhausted:  
  
  
  
When no more memory is remaining, an OutOfMemoryError alert will be thrown and generate an exception like this:  
  
Exception in thread "main" java.lang.OutOfMemoryError: Java heap space at  
MemoryLeakDemo.main(MemoryLeakDemo.java:14)  
  
In the example above, we continue adding new elements to the list memoryLeakArea without ever removing them. In addition, we keep references to the memoryLeakArea, thereby preventing GC from collecting the list itself. So although there is GC available, it cannot help because we are still using memory. The more time passes the more memory we use, which in effect requires an infinite amount memory for this program to continue running.  
  
This is an example of unbounded memory leak—the longer the program runs, the more memory it takes. So even if the memory size is increased, the application will still run out of memory at a later date.

## Meat & Potatoes

### Fixing Memory Leaks

As illustrated by the flowchart below, the process of fixing memory leaks is fairly simple:

Memory leaks are misunderstood creatures. Just getting an OutOfMemoryError alert doesn’t necessary mean that you're suffering from a memory leak. So, before you dive into "fixing" the problem, you must first find out whether or not a memory leak actually exists. If a memory leak does in fact exist, the next step is to determine which objects are leaking and uncover the source of the memory leak. Then, you fix it.  
  
We'll skip past the initial steps and dive right into diagnosing whether or not the problem is a memory leak.

### Is My Program Leaking Memory?

Not every OutOfMemoryError alert indicates that a program is suffering from a memory leak. Some programs simply need more memory to run. In other words, some OutOfMemoryError alerts are caused by the load, not by the passage of time, and as a result they indicate the need for more memory in a program rather than a memory leak.

To distinguish between a memory leak and an application that simply needs more memory, we need to look at the "peak load" concept. When program has just started no users have yet used it, and as a result it typically needs much less memory then when thousands of users are interacting with it. Thus, measuring memory usage immediately after a program starts is not the best way to gauge how much memory it needs! To measure how much memory an application needs, memory size measurements should be taken at the time of peak load—when it is most heavily used.  
  
The graph below shows the memory usage in a healthy Java application that does not suffer from memory leaks, with the peak load occurring around 10 AM and application usage drastically decreasing at 5 PM. Naturally, the peak load on business applications often correlates with normal business hours.  
  
  
  
The application illustrated by the chart above reaches its peak load around 10 AM and needs around 900MB of memory to run. This is normal behavior for an application suffering from no memory leaks; the difference in memory requirements throughout the day is caused solely by the user load.  
  
Now, let's suppose that we have a memory leak in the application. The primary characteristic of memory leaks is that memory requirements increase as a function of time, not as a function of the load. Let's see how the application would look after running for a few days with a memory leak and the same peak user loads reached around 10 AM every day:

Because peak loads on the system are similar every morning but memory usage is growing over a period of a few days, this picture indicates a strong possibility of memory leaks. If the program eventually started suffering from OutOfMemory exceptions, it would be a very strong indication that there’s a problem with memory leaks. The picture above shows a memory leak of about 100MB per day.

Note that the key to this example is that the only thing changing is the amount of time the system is up—the system peak load doesn’t change over time. This is not the case for all businesses. For example, the peak load for a tax preparation service is seasonal, as there are likely more users on the system in April than July.

There is one special case that should be noted here: a program that needs to be restarted periodically in order to prevent it from crashing with an OutOfMemoryError alert. Imagine that on the previous graph the max memory size was 1100MB. If the program started with about 900MB of memory used, it would take about 48 hours to crash because it leaks about 100MB of memory per day. Similarly, if the max memory size was set to 1000MB, the program would crash every 24 hours. However, if the program was regularly restarted more often than this interval, it would appear that all is fine.

Regularly scheduled restarts may appear to help, but also might make “upward sloping memory use” (as shown in the previous graph) more difficult to notice because the graph is cut short before the pattern emerges. In a case like this, you’ll need to look more carefully at the memory usage, or try to increase the available memory so that it’s easier to see the pattern.

### Monitoring Memory in Java

As you are already aware, you need to measure memory that is free and used inside of the JVM, not memory that the JVM process is using. In other words, the top/Task Manager/Activity Monitor will measure how much memory your Java process is using, but that’s not what you need. You need a tool that can look inside the JVM process and tell you how much memory is available for your program running inside the JVM.

In addition, keep in mind that Java GC is not a constant process—it runs in intervals. The memory usage that you see in the JVM is usually higher then what your program needs at the moment, as GC hasn’t yet run. Remember, lazy bachelors usually have some trash in their apartments waiting to be taken out.

*10)ApplicationContext and BeanFactory?*

**Bean Factory**

* Bean instantiation/wiring

**Application Context**

* Bean instantiation/wiring
* Automatic BeanPostProcessor registration
* Automatic BeanFactoryPostProcessor registration
* Convenient MessageSource access (for i18n)
* ApplicationEvent publication

So if you need any of the points presented on the Application Context side, you should use ApplicationContext.

Nisum Technologies ,Gachibowli, Feb 13 2017

1)what is immutable in java?

Ans)The string is an immutable object .once the object is created it wont be changed…

If I add data to the existing string it will create new object in the memory rather then adding to the existing string object…

2)Write immutable class ?

Ans)

3)What is use of ResponseBody annotation in spring mvc ?

4)What is the use of @Produces and @Consumes Annotations in Restful web services?

5)Which one is secure SOAP or Rest?

6)SOAP Protocol uses which

7)Write Program on Singleton Design Pattern?

8)Diff HashSet and TreeSet?

9)What is the Diff Comparable and Comparator?

10)Can we have customized employee object in the key of HashMap?

11)What is Spring IOC Container?

@Autowired

Product product;

Prokarma Software Technologies On Feb 18 2017

1)I have HTML page having css files and Js files included .How Browser will read this is the right synax for css class like syntax:- .classs

{

}

How Browser Engine will work?.

2)How you are consuming SOAP web service in your project?

3)What is the Return type of Map.put(“key”,”value”)?

4)How Map removes Duplicate Keys ?

5)I have one jsp,servlet and web.xml is there how you can convert it into Spring MVC application?

6) I have client and app server .one request is passed which will take it directly servlet or app server?

7)Are you good in Angular JS –Said just stared training as part of new project Reqmnt.

8)What is the return type of Set.add() ?

9) I have Javascript method like below im passing One Object as a parameter in that function .

In that method definition you just check if that object is null or undefined then return empty string or else

Return same object .. write the code for it?(**Without using if conditions(any conditional statements or Ternary Operator**)

10)What is SPY in Mockito Framework?

11)In My spring core java application im loading spring configuration file im having Spring ApplicationContext object I can get the bean lets say Demo demo=applicationContext.getBean(“beanid”); But here I don’t know my bean id lets assume .Without knowing Bean Id how can we load that Bean here….

12)What is the Diff Set and List ?

13) I have HashSet collection added three objects

HashSet s=new HashSet();

s.add(“a”);

s.add(“b”);

s.add(“c”);

Now Write one method in java class takes this Set collection and return second object from the Set. Write the code for it?(**Without using Iterator and counters and for loops or any for each**)

14)What are the methods of Set Collections?

15)Tell me one Singleton class in Java API?

16)Write the code of Singleton Design Pattern?

17)What is the use of volatile keyword and can we apply volatile to all like methods or classes and variables ?

18)Can you write the JUNIT or TestNG Testclass for Singleton class?

19)Let us assume in testclass one method is taking different objects like creditcard object or deposit object or etc i.e passing as argument based on the object it return different value .How we can write the test class and what are the annotations we can use either in Junit or TestNG?

20) I have Spring bean is there Demo having

Class Demo

{

Void m1()

{

Sop(“Parasuram”);

}

Void m2()

{

Sop(“Hello”);

}

Void m3()

{

Sop(“Yerramsetty”);

}

Main class

{

Psvm()

{

Demo demo=applicationContext.getBean(“demo”);

Demo.m1();

}

Spring XML Bean is created like this

<bean id=”demo” class=”Demo”>

</bean>

Without Changing the Java code ,you can change the spring configuration code to execute all the three methods and print the output :-

21) Who will Marshall and Unmarshall the Object in SOAP?

22) What is XSD and why we can change it in SOAP?

23)Which Version Spring Jars are using ?

24)Which Java version using and tell me Java 8 Features and Lamda Expression?

25)SOAP and REST Uses which Protocols ?

26) Did you work on Jenkins

27)Do you know Sonar Cubes ?

28)How cucumber works ?

29)