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**Interacción en Java 3D**

**Comportamiento: la Base para Interacción y Animación**

La interacción y la animación se especifican con objetos **Behavior**. La clase **Behavior** es una subclase abstracta que proporciona el mecanismo para incluir código que modifique el escenario gráfico. La clase **Behavior**, y sus descendientes, son enlaces a código del usuario que proporciona las modificaciones para los gráficos y los sonidos del universo virtual.

El propósito del objeto **Behavior** en un escenario gráfico es modificar el propio escenario gráfico, o los objetos que hay dentro de él, en respuesta a algunos estímulos. Un estímulo puede ser una pulsación de tecla, un movimiento del ratón, la colisión de objetos, el paso del tiempo, algún otro evento, o una combinación de estos. Los cambios producidos incluyen la adicción de objetos al escenario gráfico, la eliminación de objetos, cambio de atributos de los objetos del escenario gráfico, reordenación de los objetos del escenario gráfico, o una combinación de estos. Las posibilidades sólo están limitadas por las capacidades de los objetos del escenarios gráfico.

**Aplicaciones de Behavior**

Como un comportamiento (Behavior) es un enlace entre un estímulo y una acción, si consideramos todas las combinaciones posibles entre estímulos y acciones podremos obtener todas las aplicaciones de los objetos **Behavior**. La siguiente tabla muestra algunas de las posibilidades de **Behavior**, listando los posibles estímulos hacia abajo, y los posibles cambios hacia la derecha.

La tabla no lista todas las combinaciones posibles, sólo las más simples (un estímulo resulta en un cambio). Algunas combinaciones de estímulos y cambios sólo tienen sentido en un entorno específico; estas se listan como "específicas de la aplicación".

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Estímulo** | **Objeto** | **del** | **cambio** |  |
| **(razón para el cambio)** | **TransformGroup** (los objetos visuales cambian la orientación o la localización) | **Geometry** (los objetos visuales cambian la forma o el color) | **Scene Graph** (añadir, eliminar o intercambiar objetos) | **View** (cambiar la localización o dirección de la vista) |
| usuario | interacción | específico de la aplicación | específico de la aplicación | navegación |
| colisiones | Los objetos visuales cambian su orientación o posición | Los objetos visuales cambian su apariencia con la colisión | Los objetos visuales desaparecen con la colisión | La vista cambia con la colisión |
| tiempo | animación | animación | animación | animación |
| Posición de la Vista | cartelera | nivel de detalles (LOD) | específico de la aplicación | específico de la aplicación |

La cosas naturales, como los árboles, utilizan una tremenda cantidad de geometría para representar de forma segura todas la estructura de ramas, hojas y tronco. Una alternativa es usar un polígono texturado en lugar de la geometría. Esta técnica algunas veces es referida como la aproximación cartelera. Esto es cierto especialmente cuando se usa un comportamiento para orientar automáticamente el polígono texturado hacia el espectador para que sólo se vea el frente de la superficie texturada. Este comportamiento de orientación se llama comportamiento cartelera.

Esta aproximación es efectiva cuando el objeto a representar por la textura está lejano para que las partes individuales del objeto visual no sean fácilmente distinguibles. Para el ejemplo del árbol, si el espectador está tan alejado que las ramas son dificiles de distinguir, no merece la pena gastar recursos de memoria y de cálculo para representar todas las hojas del árbol. Esta técnica está recomendada para cualquier aplicación que requiera visualizar objetos complejos en la distancia. Sin embargo, si el espectador puede aproximarse a la cartelera, a cierta distancia el grado de profundidad del polígono textura podría ser detectado por el espectador.

El comportamiento de nivel de detalle (LOD) tiene una aplicación relacionada. Con LOD, los objetos visualmente complejos son representados por múltiples objetos visuales variando los niveles de detales (de ahí su nombre). La representación del objeto visual con menor nivel de detalle se usa cuando el espectador está lejos. La representación con más nivel de detalle se usa cuando el espectador está muy cerca. El comportamiento LOD cambia automáticamente entre las representación del objeto basándose en la distancia al espectador.

Los comportamientos de cartelera y de nivel de detalle corresponden a clases extendidas desde **Behavior** que implementan estas aplicaciones comunes. Son posibles otros comportamientos especilizados y varios de ellos se pueden ver en la Figura 4-1. Por ejemplo, hay varias clases **MouseBehavior** que manipulan una transformación en respuesta a movimientos del ratón. Normalmente la transformación de la vista se cambia por el comportamiento del ratón para cambiar la vista en respuesta a una acción del ratón.

Observa también como los comportamientos pueden encadenarse. Por ejemplo, los movimientos del ratón o las pulsaciones de teclas pueden usarse para cambiar la vista. En respuesta al movimiento de la vista, podrían tener lugar otros comportamientos como la cartelera, o el nivel de detalles. Afortunadamente, cada comportamiento se especifica de forma separada.

**Animación contra Interacción**

Como la distinción entre animación e interacción usada en este tutorial está bastante bien, aquí hay un ejemplo para clarificar esta distinción. Si un usuario navega en un programa donde se proporciona un comportamiento, la vista se moverá en respuesta a eventos del teclado y/o ratón. El movimiento de la plataforma de la vista es una interacción porque es el resultado directo de una acción del usuario. Sin embargo, otras cosas podrían cambiar como resultado del movimiento de la plataforma de la vista, (por ejemplo, comportamientos de cartelera o LOD). Los cambios causados como resultado del movimiento de la plataforma de vista son indirectamente causados por el usuario y por lo tanto son animaciones.

**Introducción a la clases Behavior**

La Figura 4-1 muesta especializaciones de la clase **Behavior** creadas en el API de Java 3D. También son posibles las clases especializadas de **Behavior** definidas por el usuarios y están sólo limitadas por la imaginación del programador. Este módulo del tutorial cubre cada una de las clases de la Figura 4-1. Este capítulo cubre las clases sombreadas, el siguiente capítulo cubre el resto.

**Behavior Básico**

Como se explicó en la sección anterior, las clases **Behavior** se usan en muchas aplicaciones Java 3D y de muchas formas. Es importante entender las consideraciones de funcionamiento y programación de estas clases. Esta sección explica la clase **Behavior**, ofrece una receta para programar clases de comportamientos personalizadas, y muestra una aplicación de ejemplo que usa una clase **Behavior**.
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**Escribir una Clase Behavior**

Esta sección explica cómo escribir una clase de comportamiento personalizado. Ya sabemos que hay clases de comportamiento que podemos usar. Sin embargo, al ver cómo crear una clase **Behavior** aprenderemos como funciona. Por eso, incluso si no planeas usar una clase comportamiento, podrías querer leer esta sección. Las clases escritas en esta sección se usan en la siguiente.

**Mecánismo de Behaviors**

Una clase de comportamiento personalizado implementa los métodos de inicialización y processStimulus de la clase abstracta **Behavior**. Por supuesto, la clase de comportamiento personalizado, también tiene al menos un constructor y también podría tener otros métodos.

La mayoría de los comportamientos actuarán sobre un objeto del escenario gráfico para afectar al comportamiento. El objeto sobre el que actúa un comportamiento es referido como el objeto del cambio. Es a través de este objeto, u objetos, que el comportamiento afecta al mundo virtual. Aunque es posible tener un comportamiento que no tenga un objeto del cambio, la mayoría lo tienen.

El comportamiento necesita una referencia a su objeto(s) de cambio para poder realizar los cambios de comportamiento. Se puede usar el constructor para seleccionar la referencia del objeto de cambio. Si no se hace, otro método de la clase de comportamiento personalizado debe almacenar esta información. En cualquier caso, la referencia se hace en el momento en que se construye el escenario gráfico, que es el primer cálculo de comportamiento.

El método de inicialización se invoca cuando el escenario gráfico que contiene la clase de comportamiento se vuelve vivo. Este método de iniciación es responsable de seleccionar el evento de disparo inicial para el comportamiento y seleccionar la condición inicial de las variables de estado del comportamiento. El disparo se especifica como un objeto **WakeupCondition**, o una combinación de objetos **WakeupCondition**.

El método processStimulus se invoca cuando ocurre el evento de disparo especificado para el comportamiento. Este método es responsable de responder al evento. Como se pueden codificar muchos eventos en un sólo objeto **WakeupCondition** (por ejemplo, varias acciones de teclado podrían estár codificados en un **WakeupOnAWTEvent**), esto incluye la descodificación del evento. El método processStimulus responde al estímulo, normalmente modificando el objeto de cambio, y, cuando es apropiado, reseteando el disparo. Abajo tenemos una receta para escribir una clase de comportamiento personalizada:

1. escribir (al menos uno) constructor   
   almacenar una referencia al objeto del cambio.
2. sobreescribir public void initialization()   
   especificar el criterio de diparo inicial
3. sobreescribir public void processStimulus()   
   decodificar la condición de disparo   
   actuar de acuerdo a la condición de disparo   
   resetar el disparo si es apropiado

La receta anterior muestra los pasos básicos para crear una clase de comportamiento personalizada. Los comportamientos complejos podrían requerir más programación que la descrita en la receta. El uso de un objeto **Behavior** es otro problema y se discute en una sección posterior. Pero antes, usaremos esta receta para crear el siguiente ejemplo de clase **Behavior**.

**Ejemplo de Clase Behavior Personalizada: SimpleBehavior**

Para el ejemplo de comportamiento personalizado, la clase implementará un comportamiento sencillo para hacer que algo gire en respuesta a pulsaciones del teclado.

Para crear dicha clase, todo lo que necesitamos es un referencia a un **TransformGroup** (el objeto del cambio para esta clase), y una variable con el ángulo. En respuesta a una pulsación de tecla la variable del ángulo se modifica, y el ángulo de la fuente del **TransformGroup** se selecciona al valor del ángulo. Como el comportamiento actuará sobre un objeto **TransformGroup**, que está siendo rotado no es un problema.

Para crear esta clase no se necesita nada más que los tres ingredientes esenciales que se listarón en la receta: un constructor, el método initialization() y el método processStimulus. El constructor almacenará la referencia al objeto **TransformGroup**. El método initialization() selecciona el disparo inicial a **WakeOnAWTEvent**, y el ángulo de rotación a cero. Como se mencionó antes, el estímulo para un comportamiento se especifica como un objeto **WakeupCondition**.

Cómo sólo hay una posible condición de disparo, el método processStimulus no la descodifica. Es posible posteriormente descodificar el evento de pulsación de tecla para determinar qué tecla, o combinación de teclas, se pulsó.

El método processStimulus siempre incrementa la variable del ángulo, entonces lo usa para ajustar el objeto **TransformGroup**. El último trabajo de este método es resetear el disparo. En este ejemplo, el disparo siempre se resetea a una pulsación de tecla. Los comportamientos pueden cambiar el evento de disparo en el tiempo para cambiar comportamientos (otra razón para tener que descodificar el evento de disparo), o no seleccionar otro disparo para comportamientos de una sóla vez.

El [Fragmento de Código 4-1](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-1) presenta la clase **SimpleBehavior** ([SimpleBehaviorApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/SimpleBehaviorApp.java)) que es una implementación de la clase de comportamiento personalizada. Las sentencias import son necesarias para esta clase. java.awt.event es necesaria para la interacción con el teclado. java.util.eumeration es necesaria para decodificar el **WakeupCondition**; y por lo tanto necesaria virtualmente para casi cualquier clase de comportamiento personalizado. También son necesarias las sentencias import normales del API Java 3D.

**Fragmento de Código 4-1, Clase SimpleBehavior de SimpleBehaviorApp.java**

1. import java.awt.event.\*;

2. import java.util.Enumeration;

3.

4. // SimpleBehaviorApp renders a single, rotated cube.

5.

6. public class SimpleBehaviorApp extends Applet {

7.

8. public class SimpleBehavior extends Behavior{

9.

10. private TransformGroup targetTG;

11. private Transform3D rotation = new Transform3D();

12. private double angle = 0.0;

13.

14. // create SimpleBehavior - set TG object of change

15. SimpleBehavior(TransformGroup targetTG){

16. this.targetTG = targetTG;

17. }

18.

19. // initialize the Behavior

20. // set initial wakeup condition

21. // called when behavior becomes live

22. public void initialize(){

23. // set initial wakeup condition

24. this.wakeupOn(new WakeupOnAWTEvent(KeyEvent.KEY\_PRESSED));

25. }

26.

27. // called by Java 3D when appropriate stimulus occurs

28. public void processStimulus(Enumeration criteria){

29. // do what is necessary in response to stimulus

30. angle += 0.1;

31. rotation.rotY(angle);

32. targetTG.setTransform(rotation);

33. this.wakeupOn(new WakeupOnAWTEvent(KeyEvent.KEY\_PRESSED));

34. }

35.

36. } // end of class SimpleBehavior

Esta clase sólo demuestra la programación básica necesaria para este comportamiento sencillo. Se pude mejorar, por ejemplo, se podrían seleccionar el ángulo y/o el eje de rotación por métodos de la clase. La clase podría además personalizarse con un método para seleccionar una tecla específica, o conjunto de teclas, a las que responder.

Otra mejora definitiva de la clase podría prevenir la sobrecarga de la variable del ángulo, en la clase actual, el valor para el ángulo podría crecer sin límites incluso aunque los valores de 0.0 a 2P sean todo lo necesario. Aunque es improbable, es posible que esta variable genere una sobrecarga y cause una excepción en tiempo de ejecución.

**Riesgos de Programación al Escribir Clases Behavior**

En los tres pasos de la receta para crear una clase behavior personalizada, los dos errores más comunes son:

* olvidarse de seleccionar y resetear el disparo del comportamiento, y
* no volver de los métodos de la clase **Behavior**.

Obviamente, si no se selecciona el disparo inicial en el método initialization(), el comportamiento nunca será invocado. Un poco menos obvio es que el disparo debe seleccionarse de nuevo en el método processStimulus() si se desea un comportamiento repetido.

Como estos dos métodos (initialization() y processStimulus()) son llamados por el sistema Java 3D, deben volver para permitir que continúe el renderizado. Por ejemplo, si se desea un ejemplo peonza, el ángulo y el **TransformGroup** necesitan actualizarse periódicamente. Si nuestro comportamiento implementa este comportamiento sin deshilar un thread, no se renderizará nada más. También, hay una forma mucho mejor para conseguir este tipo de comportamiento.

**Usar una Clase Behavior**

Encontrar o escribir la clase **behavior** apropiada para nuestra aplicación es el principio para escribir un programa Java 3D interactivo. Esta sección cubre los problemas de programación en la adicción de objetos **behavior** a los programas.

El primer paso implica el asegurarnos de que el escenario gráfico hace provisiones para el **behavior**. Por ejemplo, para usar la clase **SimpleBehavior** de la sección anterior debe haber un **TransformGroup** en el escenario gráfico sobre el objeto a rotar. Muchos comportamientos sólo necesitan un único objeto **TransformGroup**; sin embargo, los requerimientos de un escenario gráfico para una comportamiento dependen de la aplicación y del propio comportamiento y podrían ser más complejos.

Habiendo establecido el soporte para un comportamiento, se debe añadir un ejemplar de la clase al escenario gráfico. Sin ser una parte de un escenario gráfico vivo, no hay forma de poder inicializar un comportamiento. De hecho, un objeto **behavior** que no es parte de un escenario gráfico se convertirá en basura y será eliminado en la próxima recolección.

El último paso para añadir comportamiento es proporcionar unos límites para el comportamiento. Para mejorar la eficiencia, Java 3D usa los límites para realizar el recorte de ejecución. El comportamiento sólo está activo cuando sus límites interseccionan un volumen de activación de la **ViewPlatform**. Solo los comportamientos activos son elegibles para recibir estímulos. De esta forma, los estímulos pueden ser ignorados por algunos comportamientos. El programador tiene control sobre el recorte de ejecución a través de la selección de los límites del comportamiento.

La siguiente lista muestra una receta con los pasos para usar un objeto **behavior**.

1. preparar el escenario gráfico (añadiendo un **TransformGroup** u otros objetos necesarios)
2. insertar el objeto **behavior** en el escenario gráfico, referenciando el objeto del cambio
3. especificar los límites (o **SchedulingBoundingLeaf**)
4. seleccionar la capacidades de escritura (y lectura) del objeto fuente (según sea apropiado)

El [Fragmento de Código 4-2](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-2) es un extracto del programa de ejemplo [SimpleBehaviorApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/SimpleBehaviorApp.java) y es la continuación del [Fragmento de Código 4-1](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-1)

**Fragmento de Código 4-2, El método CreateSceneGraph en SimpleBehaviorApp.java**

37. public BranchGroup createSceneGraph() {

38. // Create the root of the branch graph

39. BranchGroup objRoot = new BranchGroup();

40.

41. TransformGroup objRotate = new TransformGroup();

42. objRotate.setCapability(TransformGroup.ALLOW\_TRANSFORM\_WRITE);

43.

44. objRoot.addChild(objRotate);

45. objRotate.addChild(new ColorCube(0.4));

46.

47. SimpleBehavior myRotationBehavior = new SimpleBehavior(objRotate);

48. myRotationBehavior.setSchedulingBounds(new BoundingSphere());

49. objRoot.addChild(myRotationBehavior);

50.

51. // Let Java 3D perform optimizations on this scene graph.

52. objRoot.compile();

53.

54. return objRoot;

55. } // end of CreateSceneGraph method of SimpleBehaviorApp

Se necesita muy poco código para completar el programa de los fragmentos de código 4-1 y 4-2. El programa completo está en: [SimpleBehaviorApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/SimpleBehaviorApp.java). La aplicación completa renderiza un objeto **ColorCube** en una escena estática hasta que se pulsa una tecla. En respuesta a la pulsación de la tecla, el **ColorCube** rota 0,1 radianes (unos 6°). La Figura 4-4 muestra el diagrama del escenario gráfico para la rama de contenido gráfico de esta aplicación.
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El diagrama anterior muestra claramente la relación entre el objeto **behavior** y el objeto del cambio, el objeto **TransformGroup**. El ejemplo rota un **ColorCube**, pero la clase **Behavior** no está limitada a esto. Puede rotar cualquier objeto visual, o porción de una escena gráfica que sea hija de un objeto **TransformGroup**.

Este sencillo ejemplo no está pensado para demostrar todas las posibilidades de los comportamientos; es sólo un punto de arranque en la exploración de los comportamientos. En secciones posteriores veremos el API de la clase **Behavior**.

**Riesgos de Programación al usar Objetos Behavior**

En la receta de tres pasos para usar clases **Behavior**, los dos errores más comunes son:

* no especificar (correctamente) los límites, y
* no añadir un **behavior** al escenario gráfico.

La intersección de los límites de un **behavior** con el volumen de activación de una vista determina si el evento Java 3D considera el disparo del estímulo para el **behavior**. Java 3D no avisará si no ponemos los límites -- el comportamiento nunca se disparará. También debemos mantener los límites de cada objeto **behavior** tan pequeños como sea posible para una mejora global del rendimiento.

Como se mencionó arriba, un objeto **behavior** que no forma parte de un escenario gráfico será considerado basura y será eliminado en el siguiente ciclo del recolector de basura. Esto, también sucederá sin errores ni avisos.

**¿Dónde Debería ir un Objeto Behavior en un Escenario Gráfico?**

Los comportamientos pueden situarse en cualquier lugar del escenario gráfico. Los problemas para esta localización son: 1) el efecto de los límites, y 2) el mantenimiento del código.

El objeto **bounds** referenciado por un objeto **behavior** está sujeto al sistema local de coordenadas creado en **SimpleBehaviorApp**, el objeto **SimpleBehavior** y **ColorCube** no están sujetos al mismo sistema local de coordenadas. En la aplicación de ejemplo esto no crea un problema. El objeto **TransformGroup** del ejemplo sólo rota el **ColorCube** para que los límites del objeto **myRotationBehavior** siempre encierren el objeto **ColorCube** permitiendo la interacción con el **ColorCube** cuando es visible.

Sin embargo, si el objeto **TransformGroup** se usara para trasladar el objeto **ColorCube**, sería posible moverlo fuera de la vista. Como el objeto **bounds** permanece con el objeto **behavior** en la escena, el usuario podría continuar moviendo el objeto. Mientras que el volumen de activación de una vista interesecciona los límites del comportamiento, éste está activo.

Siendo posible interactuar con un objeto visual que no está en la vista no está mal (si esto es lo que queremos). El problema viene si la vista a cambiar dicho volumen de activación no intersecciona con límites del comportamiento, incluso para incluir el objeto visual, el comportamiento está inactivo. Por eso el objeto visual con el que queremos interactuar podría estar a nuestra vista pero inactivo. La mayoría de los usuarios consideran esto un problema (incluso si es intencional).

Hay dos soluciones a este problema. Una es cambiar el escenario gráfico para mantener los límites del comportamiento con el objeto visual. Esto se consigue fácilmente como se demuestra en la Figura 4-5. La solución alternativa usa un objeto **BoundingLeaf** para los límites.
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**Recomendaciones de Diseño para la Clase Behavior**

El mecanismo de escritura de un comportamiento personalizado es sencillo. Sin embargo, deberíamos tener en cuentra que un comportamiento pobremente escrito puede degradar el rendimiento del renderizado. Mientras que hay otras consideraciones en la escritura de un comportamiento, hay dos cosas que debemos evitar: quemar la memoria y condiciones de disparo innecesarios.

'Quemar la Memoria' es el término para la creacción de objetos innecesarios en Java. La quema de memoria excesiva causará la recolección de basura. Las pausas ocasionales en el renderizado son típicas de la quema de memoria ya que durante la recolección de basura, el renderizado se parará.

Los métodos de la clase **Behavior** frecuentemente son responsables de crear problemas de quema de memoria. Por ejemplo, en el [Fragmento de Código 4-1](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-1) el **processStimulus** usa un 'new' en la invocación de **wakeupOn** (línea 24). Esto causa que se cree un nuevo objeto cada vez que se invoca a este método. El objeto se convierte en basura cada vez que se dispara el comportamiento.

Los problemas potenciales de la quema de memoria son fáciles de indentificar y evitar. Buscamos cualquier uso de 'new' en el código para encontrar la fuente de estos tipos de problemas. Siempre que sea posible, reemplazaremos el uso de 'new' con código que reutilice un objeto.

**API de la Clase Behavior**

Esta sección presenta los detalles del API de la clase **Behavior**. La Figura 4-6 muestra el árbol de clases del API Java 3D que incluye la clase **Behavior**. Como clase abstracta, la clase **Behavior** debe ser extendida antes de poder ejemplarizar un objeto **behavior**. Por supuesto, podemos escribir nuestras clases **behavior** personalizadas. Además, hay muchas clases **behavior** existentes en los paquetes de utilidad de Java 3D. Como una extensión de la clase **Leaf**, los ejemplares que extienden **Behavior** pueden ser hijos de un **group** en un escenario gráfico.

![Figura 4-6, Árbol de Clases de Behavior](data:image/png;base64,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)

Anteriormente hemos visto los métodos processStimulus() e initialize(). Ahora vamos a ver el resto de los métodos de la clase **Behavior**.

El método wakeupOn() se usa en los métodos initialize() y processStimulus() para seleccionar el disparo para el comportamiento. El parámetro de este método es un objeto **WakeupCondition**. En secciones posteriores veremos **WakeupCondition**, y las clases relacionadas.

El método postId() permite a un comportamiento comunicarse con otro método. Una de las condiciones de disparo es **WakeupOnBehaviorPost**. Los objetos **Behavior** pueden estar coordinados para crear colaboraciones complejas usando el método postId() en conjunción con condiciones **WakeupOnBehaviorPost** apropiadas.

El método setEnable() proporciona la forma de desactivar un comportamiento incluso si los límites están activos. El valor por defecto es **true** (es decir, el objeto comportamiento está activado).

Un objeto **behavior** está activo sólo cuando sus límites intereseccionan con el volumen de activación de un **View**. Como es posible tener varias vistas en un universo virtual, un comportamiento puede hacerse activo por más de una vista.

El método getView() es útil con comportamientos que tratan con información por-vista (por ejemplo, Billboard, LOD) y con comportamientos en general para programar en el tiempo. Este método devuelve una referencia al objeto **View** primario asociado actualmente con el comportamiento. No existe el correspondiente método setView. La vista "primaria" se define como la primera vista adjunta a un **ViewPlatform** vivo, si hay más de una vista activa. Por eso, por ejemplo, los comportamientos **Billboard** podrían orientar hacia adelante esta vista primaria, en caso de varias vistas activas dentro del mismo escenario gráfico.

|  |
| --- |
| Sumario de Métodos de la Clase **Behavior**  Behavior es una clase abstracta que contiene el marco de trabajo para los componentes de comportamiento en Java 3D.  View getView()  Devuelve la vista primaria asociada con este comportamiento.  void initialize()  Inicializa este comportamiento.  void postId(int postId)  Postea la identidad especificada.  void processStimulus(java.util.Enumeration criteria)  Procesa un estímulo para este comportamiento.  void setEnable(boolean state)  Activa o desactiva este comportamiento.  void setSchedulingBoundingLeaf(BoundingLeaf region)  Selecciona la región de límites del comportamiento con los límites del leaf especificado.  void setSchedulingBounds(Bounds region)  Selecciona la región de límites del comportamiento con los límites especificados.  void wakeupOn(WakeupCondition criteria)  Define este criterio de disparo del comportamiento. |

**API ViewPlatform**

Los Comportamientos están activos (dispuestos para ser disparados) sólo cuando sus límites (o BoundingLeaf) intersecciona con el volumen de activación de una **ViewPlatform**.

|  |
| --- |
| Lista Parcial de Métodos de la Clase **ViewPlatform**  Estos métodos de la clase **ViewPlatform** obtienen y seleccionan el radio del volumen de activación (esfera). El valor por defecto es 62.  float getActivationRadius()  Obtiene el radio de activación del ViewPlatform.  void setActivationRadius(float activationRadius)  Selecciona el radio de activación del ViewPlatform que define un volumen de activación alrededor de la plataforma. |

**Condiciones de Disparo: Cómo se Disparan los Comportamientos**

Los comportamientos activados se disparan por la ocurrencia de uno o más estimulos especificados. El estimulo de disparo para un comportamiento se especifica usando descendientes de la clase **WakeupCondition**.

La clase abstracta, **WakeupCondition**, es la base para todas las clases de disparo del API Java 3D. Cinco clases extienden **WakeupCondition**, una es la clase abstracta **WakeupCriterion**, las otras cuatro permiten la composición de múltiples condiciones de disparo en una única condición de disparo. La Figura 4-7 muestra el árbol de clases.
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Una condición de disparo para un objeto **behavior** se puede especificar como un criterio de disparo específico o como una combinación de criterios usando clases compuestas. Las siguientes secciones describen **WakeupCondition** y sus subclases.

**WakeupCondition**

La clase **WakeupCondition** proporciona dos métodos. El primer método, allElements, devuelve una lista **enumeration** de todos los criterios de disparo para el objeto **WakeupCondition**. El otro método, triggeredElements, enumera qué criterio ha causado que el comportamiento sea disparado. Este método podría ser muy útil en el método processStimulus de un objeto **Behavior**.

|  |
| --- |
| Sumario de Métodos de **WakeupCondition**  La clase abstracta **WakeupCondition** es la base para todas las clases **wakeup**. Proporciona los siguientes métodos:  Enumeration allElements()  Devuelve una enumeración con todos los objetos WakeupCriterion en esta condición.  Enumeration triggeredElements()  Devuelve una enumeración de todos los objetos WakeupCriterion disparados en esta condición. |

**WakeupCriterion**

**WakeupCriterion** es una clase abstracta para todas las clases **wakeup**. **WakeupCriterion** sólo proporciona un método: hasTriggered. Probablemente no necesitaremos usar este método ya que el método triggeredElements de **WakeupCondition** realiza esta operación por nosotros.

|  |
| --- |
| Sumario de Métodos de **WakeupCriterion**  boolean hasTriggered()  Devuelve **true** si el criterio disparó el comportamiento. |

**Clases WakeupCriterion Específicas**

La Tabla 4-2 presenta las 14 clases **WakeupCriterion** específicas. Estas clases se usan para especificar las condiciones de disparo de los objetos **behavior**. Los ejemplares de estas clases se usan individualmente o en combinaciones.

|  |  |
| --- | --- |
| **Clase Criterio** | **Disparo** |
| WakeupOnActivation | en la primera detección de una intersección del volumen de activación de un **ViewPlatform** con la región límite del objeto. |
| WakeupOnAWTEvent | cuando ocurre un evento AWT específico |
| WakeupOnBehaviorPost | cuando un objeto **behavior** envía un evento específico |
| WakeupOnCollisionEntry | en la primera detección de colisión del objeto especificaco con otro objeto del escenario gráfico. |
| WakeupOnCollisionExit | cuando el objeto especifico no colisiona con ningún otro objeto del escenario gráfico. |
| WakeupOnCollisionMovement | cuando el objeto especificado se mueve mientras colisiona con otro objeto del escenario gráfico |
| WakeupOnDeactivation | cuando el volumen de activación de un **ViewPlatform** deja de intereseccionar con los límites del objeto |
| WakeupOnElapsedFrames | cuando ha pasado un número determinado de frames |
| WakeupOnElapsedTime | cuando ha pasado un número de segundos determinado |
| WakeupOnSensorEntry | en la primera detección de cualquier sensor que intersecciona con los límites especificados |
| WakeupOnSensorExit | cuando un sensor que interseccionava con los límites del objeto deja de interseccionar con los límites especificados |
| WakeupOnTransformChange | cuando cambia la transformación dentro de un **TransformGroup** especificado |
| WakeupOnViewPlatformEntry | en la primera detección de intersección del volumen de activación de un **ViewPlatform** con los límites especificados |
| WakeupOnViewPlatformExit | cuando el volumen de activación de una vista deja de intereseccionar con los límites especificados |

**Comentarios Generales sobre WakeupCriterion**

Varias clases **WakeupCriterion** se disparan con la "primera detección" de un evento. Lo que significa que el criterio sólo se disparará una vez por cada evento. Por ejemplo, un objeto **WakeupOnActivation** disparará la intersección del volumen de activación de un **ViewPlatform** y la región de límites del objeto **behavior** asociado. Mientras que la intersección persista, el **WakeupCondition** no se disparará de nuevo. Lo mismo es cierto para cualquier marco secuencial. Hasta que Java 3D detecte que los volumenes no intereseccionan más no se podrá disparar de nuevo el **WakeupCondition**.

Hay varias parejas de clases **WakeupCriterion** correspondientes (Entry/Exit o Activation/Deactivation). Este criterio sólo se disparará en elternancias estrictas empezando con los criterios de Entry o Activation.

**WakeupOnActivation**

Es posible que una región de límites interseccione con el volumen de activación de un **ViewPlatform** tan brevemente que no sea detectada. Consecuentemente, no se disparará ninguna condición de Activation o Deactivation. Bajo estas circunstancias, el comportamiento no se activa nunca.

|  |
| --- |
| Sumario de Constructores de **WakeupOnActivation**  Extiende: WakeupCriterion  Esta clase especifica la condición de disparo en la primera detección de una interesección del volumen de activación de un **ViewPlatform** con la región límite de su objeto. **WakeupOnActivation** está emparejado con **WakeupOnDeactivation** que veremos más adelante.  WakeupOnActivation()  Construye un nuevo criterio **WakeupOnActivation**. |

**WakeupOnAWTEvent**

Varias de las clases **WakeupCriterion** tienen constructores y métodos dependientes del disparo. Por ejemplo, **WakeupOnAWTEvent** tiene dos constructores y un método. Los constructores permiten la especificación de eventos AWT usando constantes de clases AWT. El método devuelve el array de eventos AWT consecutivos que causaron el disparo.

|  |
| --- |
| Sumario de Constructores de **WakeupOnAWTEvent**  Extiende: WakeupCriterion  Esta clase especifica el disparo de un **Behavior** cuando ocurre un evento AWT específico.  WakeupOnAWTEvent(int AWTId)  Construye un nuevo objeto **WakeupOnAWTEvent**, donde **AWTId** es uno de KeyEvent.KEY\_TYPED, KeyEvent.KEY\_PRESSED, KeyEvent.KEY\_RELEASED, MouseEvent.MOUSE\_CLICKED, MouseEvent.MOUSE\_PRESSED, MouseEvent.MOUSE\_RELEASED, MouseEvent.MOUSE\_MOVED, MouseEvent.MOUSE\_DRAGGED, o uno de los otros muchos valores de eventos.  WakeupOnAWTEvent(long eventMask)  Construye un nuevo objeto **WakeupOnAWTEvent** usando valores ORed EVENT\_MASK. Estos valores son: KEY\_EVENT\_MASK, MOUSE\_EVENT\_MASK, MOUSE\_MOTION\_EVENT\_MASK, u otros valores. |

|  |
| --- |
| Sumario de métodos de **WakeupOnAWTEvent**  AWTEvent[] getAWTEvent()  Recupera el array de eventos AWT consecutivos que ocasionaron el disparo. |

**WakeupOnBehaviorPost**

La condición **WakeupOnBehaviorPost** junto con el método postID de la clase **Behavior** proporcionan un mecanismo a través del cual se pueden coordinar los comportamientos. Un objeto **Behavior** puede postear un valor entero ID particular. Otro comportamiento puede especificar su condición de disparo, usando un **WakeupOnBehaviorPost**, cómo enviando un ID particular desde un objeto **Behavior** específico. Esto permite la creacción de objetos **Behavior** parentales como que uno abra una puerta y otro diferente la cierre. Para esta materia, incluso se pueden formular comportamientos más complejos usando comportamientos y coordinación posterior.

|  |
| --- |
| Sumario de Constructores de **WakeupOnBehaviorPost**  Extiende: WakeupCriterion  Esta clase especifica un disparo de un objeto **Behavior** cuando un comportamiento específico postea un evento específico.  WakeupOnBehaviorPost(Behavior behavior, int postId)  Construye un nuevo criterio **WakeupOnBehaviorPost**. |

Como un **WakeupCondition** puede estar compuesto por varios objetos **WakeupCriterion**, incluyendo más de un **WakeupOnBehaviorPost**, los métodos para determinar la especificidad son necesarios para interpretar un evento de disparo.

|  |
| --- |
| Sumario de Métodos de **WakeupOnBehaviorPost**  Behavior getBehavior()  Devuelve el comportamiento especificado en este constructor.  int getPostId()  Recupera el **posId** especificado en el **WakeupCriterion**.  Behavior getTriggeringBehavior()  Devuelve el comportamiento que disparo este evento.  int getTriggeringPostId()  Devuelve el **postId** que causó el disparo del comportamiento. |

El [Fragmento de Código 4-3](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-3) y el [Fragmento de Código 4-4](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-4) muestran un código parcial para un programa de ejemplo que usa posteo de comportamientos para coordinar comportamientos. El ejemplo abre y cierra una puerta. El código incluye una clase: **OpenBehavior**, y el código que crea los dos objetos **behavior**. El segundo objeto es un ejemplar de **CloseBehavior**, que es casi un duplicado exacto de **OpenBehavior**. En **CloseBehavior**, la condición es compartida en el método initialization (y el comportamiento opuesto completado).

**Fragmento de Código 4-3, clase OpenBehavior, y un ejemplo de clases de comportamiento coordinadas**

1. public class OpenBehavior extends Behavior{

2.

3. private TransformGroup targetTG;

4. private WakeupCriterion pairPostCondition;

5. private WakeupCriterion AWTEventCondition;

6.

7. OpenBehavior(TransformGroup targetTG){

8. this.targetTG = targetTG;

9. AWTEventCondition = new WakeupOnAWTEvent(KeyEvent.KEY\_PRESSED);

10. }

11.

12. public void setBehaviorObjectPartner(Behavior behaviorObject){

13. pairPostCondition = new WakeupOnBehaviorPost(behaviorObject, 1);

14. }

15.

16. public void initialize(){

17. this.wakeupOn(AWTEventCondition);

18. }

19.

20. public void processStimulus(Enumeration criteria){

21. if (AWTEventCondition.hasTriggered()){

22. // make door open – code excluded

23. this.wakeupOn(pairPostCondition);

24. postId(1);

25. } else {

26. this.wakeupOn(AWTEventCondition);

27. }

28. }

29.

30. } // end of class OpenBehavior

**Fragmento de Código 4-4, código para usar las clases OpenBehavior y CloseBehavior**

1. // inside a method to assemble the scene graph ...

2.

3. // create the relevant objects

4. TransformGroup doorTG = new TransformGroup();

5. OpenBehavior openObject = new OpenBehavior(doorTG);

6. CloseBehavior closeObject = new CloseBehavior(doorTG);

7.

8. //prepare the behavior objects

9. openObject.setBehaviorObjectPartner(closeObject);

10. closeObject.setBehaviorObjectPartner(openObject);

11.

12. // set scheduling bounds for behavior objects – code excluded

13.

14. // assemble scene graph – code excluded

15.

Los objetos de estas dos clases responderán en estricta alternancia a los eventos de pulsación de teclas. El comportamiento **OpenBehavior** se disparará en respuesta a la primera pulsación. En su respuesta, señala el comportamiento **CloseBehavior** y selecciona su condición de disparo para que sea una señal para este objeto. El objeto **CloseBehavior** selecciona su condición de disparo para que sea una pulsación de tecla en respuesta a la señal desde el objeto **OpenBehavior**. Puedes encontrar un programa de ejemplo en [DoorApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/DoorApp.java).

La siguiente pulsación de tecla dispara el objeto **CloseBehavior**. Este objeto ahora realiza la misma función que acaba de realizar el objeto **OpenBehavior**: envía una señal y resetea su propia condición de disparo. El objeto **CloseBehavior** cierra la puerta en respuesta a la pulsación de tecla. De vuelta a las condiciones iniciales, la siguiente pulsación empezará de nuevo todo el proceso.

**WakeupOnCollisionEntry**

Java 3D puede detectar la colisión de objetos en el mundo virtual. Hay tres clases **WakeupCriterion** útiles para procesar la colisión de objetos: **WakeupOnCollisionEntry**, **WakeupOnCollisionMovement**, y **WakeupOnCollisionExit**.

Un Criterio **WakeupOnCollisionEntry** se disparará cuando un objeto colisione por primera vez. Luego, el criterio **WakeupOnCollisionMovement** disparará (potencialmente varios disparos) mientras dos objetos están en colisión hay un movimiento relativo entre los objetos. Finalmente, un sólo **WakeupOnCollisionExit** se diparará cuando finalice la colisión.

Java 3D sólo puede manejar una colisión por cada objeto a la vez. Una vez que se ha detectado una colisión de un objeto, las colisiones con otros objetos no se detectarán hasta que finalice la primera colisión. También puede ocurrir que una colisión sea tan breve que no sea detectada y por lo tanto no se disparará ninguna condición.

La detección de colisiones es más compleja que esta discusión sobre las condiciones de disparo. Sin embargo este tutorial no cubre la detección de colisiones en detalle, para esto puedes referirte a la Especificación del API Java 3D.

|  |
| --- |
| Sumario de Constructores de **WakeupOnCollisionEntry**  Extiende: WakeupCriterion  Esta clase especifica un disparo en la primera detección de colisión de un objeto especificado con otro objeto en el escenario gráfico. También puedes ver: **WakeupOnCollisionMovement**, y **WakeupOnCollisionExit**.  WakeupOnCollisionEntry(Bounds armingBounds)  Construye un nuevo criterio WakeupOnCollisionEntry.  WakeupOnCollisionEntry(Node armingNode)  Construye un nuevo cirterio WakeupOnCollisionEntry.  WakeupOnCollisionEntry(Node armingNode, int speedHint)  Construye un nuevo criterio WakeupOnCollisionEntry, donde speedHint es:   * USE\_BOUNDS - Usa límites geométircos como una aproximación al cálculo de colisiones. * USE\_GEOMETRY - Usa geometría en el cálculo de colisiones.   WakeupOnCollisionEntry(SceneGraphPath armingPath)  Construye un nuevo criterio WakeupOnCollisionEntry con USE\_BOUNDS como velocidad de choque.  WakeupOnCollisionEntry(SceneGraphPath armingPath, int speedHint)  Construye un nuevo criterio WakeupOnCollisionEntry, donde speedHint es USE\_BOUNDS o USE\_GEOMETRY. |

**WakeupOnCollisionExit**

|  |
| --- |
| Sumario de Constructores de **WakeupOnCollisionExit**  Extiende: WakeupCriterion  Esta clase especifica un disparo cuando se termina la colisión de un objeto especificado con otro objeto en el escenario gráfico. También puedes ver: **WakeupOnCollisionMovement**, y **WakeupOnCollisionExit**.  WakeupOnCollisionExit(Bounds armingBounds)  Construye un nuevo criterio WakeupOnCollisionExit.  WakeupOnCollisionExit(Node armingNode)  Construye un nuevo criterio WakeupOnCollisionExit.  WakeupOnCollisionExit(Node armingNode, int speedHint)  Construye un nuevo criterio WakeupOnCollisionExit, donde speedHint es:   * USE\_BOUNDS - Usa límites geométircos como una aproximación al cálculo de colisiones. * USE\_GEOMETRY - Usa geometría en el cálculo de colisiones.   WakeupOnCollisionExit(SceneGraphPath armingPath)  Construye un nuevo criterio WakeupOnCollisionExit.  WakeupOnCollisionExit(SceneGraphPath armingPath, int speedHint)  Construye un nuevo criterio WakeupOnCollisionExit, donde speedHint es USE\_BOUNDS, o USE\_GEOMETRY. |

|  |
| --- |
| Sumario de Métodos de **WakeupOnCollisionExit**  Bounds getArmingBounds()  Devuelve los límites del objeto usado en la especificación de la condición de colisión.  SceneGraphPath getArmingPath()  Devuelve el path usado en la especificación de la condición de colisión.  Bounds getTriggeringBounds()  Devuelve el objeto Bounds que causó la colisión.  SceneGraphPath getTriggeringPath()  Devuelve el path que describe el objeto que causó la colisión. |

**WakeupOnCollisionMovement**

|  |
| --- |
| Sumario de Constructores de **WakeupOnCollisionMovement**  Extiende: WakeupCriterion  Esta clase especifica un disparo cuando el objeto especificado se mueve durante la colisión con otro objeto en el escenario gráfico. También puedes ver: **WakeupOnCollisionEntry**, y **WakeupOnCollisionExit**.  WakeupOnCollisionMovement(Bounds armingBounds)  Construye un nuevo criterio WakeupOnCollisionMovement.  WakeupOnCollisionMovement(Node armingNode)  Construye un nuevo criterio WakeupOnCollisionMovement.  WakeupOnCollisionMovement(Node armingNode, int speedHint)  Construye un nuevo criterio WakeupOnCollisionMovement, donde speedHint es:   * USE\_BOUNDS - Usa límites geométircos como una aproximación al cálculo de colisiones. * USE\_GEOMETRY - Usa geometría en el cálculo de colisiones.   WakeupOnCollisionMovement(SceneGraphPath armingPath)  Construye un nuevo criterio WakeupOnCollisionMovement.  WakeupOnCollisionMovement(SceneGraphPath armingPath, int speedHint)  Construye un nuevo criterio WakeupOnCollisionMovement, donde speedHint es USE\_BOUNDS, o USE\_GEOMETRY. |

|  |
| --- |
| Sumario de Métodos de **WakeupOnCollisionMovement**  Bounds getArmingBounds()  Devuelve el objeto **Bounds** usado para especificar la condición de colisión.  SceneGraphPath getArmingPath()  Devuelve el path usado en la especificación de la condición de colisión.  Bounds getTriggeringBounds()  Devuelve el objeto **Bounds** que causó la colisión.  SceneGraphPath getTriggeringPath()  Devuelve el path que describe el objeto que causó la colisión. |

**WakeupOnDeactivation**

|  |
| --- |
| Sumario de Constructores de **WakeupOnDeactivation**  Extiende: WakeupCriterion  Esta clase especifica un disparo para la primera detección de que el volumen de activación deja de interseccionar con la región de límites de este objeto. También puedes ver **WakeupOnActivation**.  WakeupOnDeactivation()  Construye un nuevo criterio WakeupOnDeactivation. |

**WakeupOnElapsedFrames**

El objeto **WakeupOnElapsedFrames** se usa para disparar un objeto activo después de que haya pasado un número especificado de frames. Un **frameCount** de 0 especifica que se dispare en el siguiente frame.

|  |
| --- |
| Sumario de Constructores de **WakeupOnElapsedFrames**  Extiende: WakeupCriterion  Esta clase especifica un disparo cuando han pasado un número especificado de frames.  WakeupOnElapsedFrames(int frameCount)  Construye un nuevo criterio WakeupOnElapsedFrames. |

|  |
| --- |
| Sumario de Métodos de **WakeupOnElapsedFrames**  int getElapsedFrameCount()  Devuelve el contador de marcos **WakeupCriterion** que fue utilizado cuando se construyó este objeto. |

**WakeupOnElapsedTime**

Java 3D no puede garantizar el tiempo exacto entre disparos para un criterio **WakeupOnElapsedTime**. Un disparo ocurrirá en el momento especificado, o muy cercano.

|  |
| --- |
| Sumario de Constructores de **WakeupOnElapsedTime**  Extiende: WakeupCriterion  Esta clase especifica un disparo después de que hayan pasado un número de milisegundos especificado.  WakeupOnElapsedTime(long milliseconds)  Construye un nuevo criterio WakeupOnElapsedTime. |

|  |
| --- |
| Sumario de Métodos de **WakeupOnElapsedTime**  long getElapsedFrameTime()  Devuelve el valor de tiempo que se utilizó en la construcción de este objeto. |

**WakeupOnSensorEntry**

En Java 3D, cualquier dispositivo de entrada distinto del teclado o el ratón es un **sensor**. Un sensor es un concepto abstracto para un dispositivo de entrada. Cada sensor tiene un punto caliente definido en el sistema de coordenadas del sensor. La intersección del punto caliente de un sensor con una región puede detectarse con las clases **WakeupOnSensorEntry** y **WakeupOnSensorExit**.

Es posible que un sensor entre y salga de una región armada tan rápidamente que ninguna de las condiciones se dispare.

|  |
| --- |
| Sumario de Constructores de **WakeupOnSensorEntry**  Extiende: WakeupCriterion  Esta clase especifica un disparo en la primera detección de la intersección de cualquier sensor con los límites especificados.  WakeupOnSensorEntry(Bounds region)  Construye un nuevo criterio WakeupOnEntry. |

|  |
| --- |
| Sumario de Métodos de **WakeupOnSensorEntry**  Bounds getBounds()  Devuelve la especificación de límites de este objeto. |

**WakeupOnSensorExit**

|  |
| --- |
| Sumario de Constructores de **WakeupOnSensorExit**  Extiende: WakeupCriterion  Esta clase especifica un disparo en la primera detección de que un sensor que previamente intereseccionaba con los límites deja de intereseccionar con los límites especificados. También puedes ver **WakeupOnSensorEntry**.  WakeupOnSensorExit(Bounds region)  Construye un nuevo criterio WakeupOnExit. |

|  |
| --- |
| Sumario de Métodos de **WakeupOnSensorExit**  Bounds getBounds()  Devuelve la especificación de límites de este objeto. |

**WakeupOnTransformChange**

El criterio **WakeupOnTransformChange** es útil para detectar cambios en la posición o la orientación de objetos visuales en el escenario gráfico. Este criterio ofrece un alternativa a usar el método postId para crear comportamientos coordinados. Es especialmente útil cuando el comportamiento con el cual se desea coordinar ya está escrito, por ejemplo las utilidades de comportamientos presentadas anteriormente.

|  |
| --- |
| Sumario de Constructores de **WakeupOnTransformChange**  Extiende: WakeupCriterion  Esta clase especifica un disparo cuando cambia la transformación dentro de un **TransformGroup** especificado.  WakeupOnTransformChange(TransformGroup node)  Construye un nuevo criterio WakeupOnTransformChange. |

|  |
| --- |
| Sumario de Métodos de **WakeupOnTransformChange**  TransformGroup getTransformGroup()  Devuelve el nodo **TransformGroup** usado en la creacción de este WakeupCriterion |

**WakeupOnViewPlatformEntry**

La detección de la intersección del **ViewPlatform** con una región especificada se hace posible con las clases del criterio de **WakeupOnViewPlatfomEntry** y de **WakeupOnViewPlatformExit**.

Es posible que el límite especificado interseccione con un volumen de la activación de ViewPlatform tan brevemente que no sea detectada. En este caso ni se accionan las condiciones de **WakeupOnViewPlatformEntry** ni de **WakeupOnViewPlatformExit**.

|  |
| --- |
| Sumario de Constructores de **WakeupOnViewPlatformEntry**  Extiende: WakeupCriterion  Esta clase especifica un disparo en la primera intersección del **ViewPlatform** con los límites especificados.  WakeupOnViewPlatformEntry(Bounds region)  Construye un nuevo criterio WakeupOnEntry. |

|  |
| --- |
| Sumario de Métodos de **WakeupOnViewPlatformEntry**  Bounds getBounds()  Devuelve la especificación de límites de este objeto. |

**WakeupOnViewPlatformExit**

|  |
| --- |
| Sumario de Constructores de **WakeupOnViewPlatformExit**  Extiende: WakeupCriterion  Esta Class especifica un disparo en la primera detección de un Viewplatform que deja de interseccionar con el límite especificado. También puedes ver WakeupOnViewPlatformEntry.  WakeupOnViewPlatformExit(Bounds region)  Construye un nuevo criterio WakeupOnExit. |

|  |
| --- |
| Sumario de Métodos de **WakeupOnViewPlatformExit**  Bounds getBounds()  Devuelve la especificación de límites de este objeto |

**WakeupCondition Composition**

Varios objetos WakeupCriteron pueden componer un solo WakeupCondition usando las cuatro clases presentadas en esta sección. Las primeras dos clases permiten la composición de un WakeupCondition desde una colección de objetos WakeupCriterion que son lógicamente ANDed u ORed juntos, respectivamente. El tercero y siguientes permiten la composición de ejemplares de las dos primeras clases en objeto WakeupCondition más complejos.

**WakeupAnd**

|  |
| --- |
| Sumario de Constructores de **WakeupAnd**  Extiende: WakeupCondition  Esta clase especifica cualquier número de criterios de disparo que son (AND) juntos de forma lógica.  WakeupAnd(WakeupCriterion[] conditions)  Construye una nueva condición WakeupAnd. |

**WakeupOr**

|  |
| --- |
| Sumario de Consctructores de **WakeupOr**  Extiende: WakeupCondition  Esta clase especifica cualquiere número de criterios de disparo que son (OR) juntos de forma lógica.  WakeupAnd(WakeupCriterion[] conditions)  Construye una nueva condición WakeupOr. |

**WakeupAndOfOrs**

|  |
| --- |
| Sumario de Consctructores de **WakeupAndOfOrs**  Extiende: WakeupCondition  Esta clase especifica cualquier número de criterios de disparo WakeupOr que son (AND) juntos de forma lógica.  WakeupAndOfOrs(WakeupOr[] conditions)  Construye una nueva condición WakeupAndOfOrs. |

**WakeupOrOfAnds**

|  |
| --- |
| Sumario de Consctructores de **WakeupOrOfAnds**  Extiende: WakeupCondition  Esta clase especifica cualquier número de criterios de disparo WakeupAnd que son (OR) juntos de forma lógica.  WakeupOrsOfAnds(WakeupAnd[] conditions)  Construye una nueva condición WakeupOrOfAnds. |

**Clases de Comportamientos Útiles para la Navegación por Teclado**

Hasta este momento, el espectador ha estado en una localización fija con una orientación fija. El poder mover el espectador es una capacidad importante en muchas aplicaciones de los gráficos 3D. Java 3D es capaz de mover el espectador. De echo hay clases utilitarias de Java 3D que implementan esta funcionalidad.

La Figura 4-8 muestra la rama gráfica básica para un universo virtual de Java 3D. En esta figura, se considera la plataforma de la visión **transform**. Si se cambia la transformación, el efecto es mover, o reorientar, o ambas, al espectador. De esto, podemos ver que el diseño básico de la navegación del teclado es simple: hacemos que un objeto **behavior** cambie la transformación de la vista de la plataforma en respuesta a los movimientos dominantes.

Este diseño simple es exactamente el modo de trabajo de las clases utilitarias del teclado de Java 3D. Por supuesto podríamos construir nuestro propio comportamiento de navegación del teclado. El resto de esta sección explica cómo utilizar las clases de la navegación del teclado de Java 3D.
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**Cómo Navegar en un SimpleUniverse**

Podría ser que pensaramos que necesitar el acceso a los grupos de objeto **Transform** de la plataforma significa abandonar la utilidad **SimpleUniverse**. Sin embargo, **SimpleUniverse**, y las clases relacionadas, proporcionan una combinación de métodos para extraer el objeto **ViewPlatformTransform**. Por lo tanto, podemos tener nuestro **SimpleUniverse** y navegar en él también!

Específicamente, la siguiente línea de código extrae el **ViewPlatformTransform** de un objeto de SimpleUniverse, **su**.

TransformGroup vpt = su.getViewingPlatform().getViewPlatformTransform();

**Programa de Ejemplo de KeyNavigatorBehavior**

Es fácil utilizar la clase de utilidad **KeyNavigatorBehavior** en un programa de Java 3D. Esta sección demuestra el uso de la clase en el programa del ejemplo de [KeyNavigatorApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/KeyNavigatorApp.java). En este programa podemos ver que los pasos necesarios para usar la clase **KeyNavigatorBehavior** son esencialmente idénticos a los de usar cualquier clase de comportamiento. Los pasos para usar **KeyNavigatorBehavior** se resumen en la siguiente lista.

1. crear un objeto **KeyNavigatorBehavior**, seleccionado el grupo de transformación
2. añadir el objeto **KeyNavigatorBehavior** al escenario gráfico
3. proporcionar unos límites (o BoundingLeaf) para el objeto **KeyNavigatorBehavior**

Como cualquier problema de programación, hay una variedad de maneras de implementar los pasos de esta receta. Un acercamiento es incorporar estos pasos en el método de createSceneGraph. El [Fragmento de Código 4-5](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-5) muestra los pasos de la receta según la implementación para el programa del ejemplo de [KeyNavigatorApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/KeyNavigatorApp.java).

**Fragmento de Código 4-5, usar la clase KeyNavigatorBehavior (parte 1)**

1. public BranchGroup createSceneGraph(SimpleUniverse su) {

2. // Create the root of the branch graph

3. TransformGroup vpTrans = null;

4.

5. BranchGroup objRoot = new BranchGroup();

6.

7. objRoot.addChild(createLand());

8.

9. // create other scene graph content

10.

11.

12. vpTrans = su.getViewingPlatform().getViewPlatformTransform();

13. translate.set( 0.0f, 0.3f, 0.0f); // 3 meter elevation

14. T3D.setTranslation(translate); // set as translation

15. vpTrans.setTransform(T3D); // used for initial position

16. KeyNavigatorBehavior keyNavBeh = new KeyNavigatorBehavior(vpTrans);

17. keyNavBeh.setSchedulingBounds(new BoundingSphere(

18. new Point3d(),1000.0));

19. objRoot.addChild(keyNavBeh);

20.

21. // Let Java 3D perform optimizations on this scene graph.

22. objRoot.compile();

23.

24. return objRoot;

25. } // end of CreateSceneGraph method of KeyNavigatorApp

La ejecución del paso 1 de la receta en el método de createSceneGraph requiere el acceso al grupo de transformación de **ViewPlatform**. Esta implementación pasa el objeto **SimpleUniverse** (línea 34 del [Fragmento de Código 4-6](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-6)) al método createSceneGraph que lo hace disponible para tener acceso a la transformación de **ViewPlatform** (la línea 12 del [Fragmento de Código 4-5](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-5)).

Pasar el objeto **SimpleUniverse** al método de createSceneGraph permite acceder a otras características de la rama gráfica de la vista de **SimpleUniverse**, tales como **PlatformGeometry**, **ViewerAvatar**, o de agregar un **BoundingLeaf** a la rama gráfica de la vista.

La líneas 13 a 15 del [Fragmento de Código 4-5](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-5) proporcionan una posición inicial para el espectador. En este caso, el espectador se mueve a una posición 0,3 metros sobre el origen del mundo virtual. Esto es solamente una posición inicial, y de ninguna manera limita la posición futura o la orientación del espectador.

**Fragmento de Código 4-6, usar la clase KeyNavigatorBehavior (parte 2)**

26. public KeyNavigatorApp() {

27. setLayout(new BorderLayout());

28. Canvas3D canvas3D = new Canvas3D(null);

29. add("Center", canvas3D);

30.

31. // SimpleUniverse is a Convenience Utility class

32. SimpleUniverse simpleU = new SimpleUniverse(canvas3D);

33.

34. **BranchGroup scene = createSceneGraph(simpleU);**

35.

36. simpleU.addBranchGraph(scene);

37. } // end of KeyNavigatorApp (constructor)

**Cómo Crear una Aplicación Universal de un Comportamiento**

Como con cualquier objeto comportamiento, el objeto **KeyNavigtorBehavior** está solo activo cuando sus límites interseccionan con el volumen de activación de un **ViewPlatform**. Esto puede estar particularmente limitado para un comportamiento de navegación, donde el comportamiento debe siempre estar activado. El [Capítulo 3](http://www.labvis.unam.mx/elio/J3D/cursos/3d/cap_3.html) discute una solución a este problema usando un **BoundingLeaf**.

**Clases KeyNavigatorBehavior y KeyNavigator**

La utilidad de navegación del teclado se implementa como dos clases. En el tiempo de ejecución hay dos objetos. El primer objeto es el objeto **KeyNavigatorBehavior**, el segundo es un objeto **KeyNavigator**. La segunda clase no se documenta aquí ya que ni el programador ni el cliente deben saber que existe la segunda clase u objeto.

El objeto **KeyNavigatorBehavior** realiza todas las funciones típicas de una clase de comportamiento, excepto que llama al objeto **KeyNavigator** para realizar la función de processStimulus. La clase **KeyNavigator** toma el **AWTEvent** y lo procesa bajo al nivel de pulsaciones de teclas individuales. La Tabla siguiente muestra el efecto de las pulsaciones de teclas individuales. **KeyNavigator** implementa el movimiento con aceleración.

Movimientos de **KeyNavigatorBehavior**

|  |  |  |
| --- | --- | --- |
| **Tecla** | **Movimiento** | **Movimiento Alt-tecla** |
| <- | rotar a la izquierda | traslación lateral izquierda |
| -> | rotar a la derecha | traslación lateral derecha |
| ^ | mover hacia adelante |  |
| v | mover hacia atrás |  |
| PgUp | rotar arriba | translación hacia arriba |
| PgDn | rotar abajo | translación hacia abajo |
| + | aumenta la distancia de salto (y vuelve al origen) |  |
| - | reduce la distancia de salto |  |
| = | vuelve al centro del universo |  |

|  |
| --- |
| Sumario de Constructores de **KeyNavigatorBehavior**  Paquete: com.sun.j3d.utils.behaviors.keyboard  Extiende: Behavior  Esta clase es un sencillo comportamiento que invoca el **KeyNavigator** para modificar la transformación de la vista de la plataforma.  KeyNavigatorBehavior(TransformGroup targetTG)  Construye un nuevo comportamiento de navegación por teclado que opera sobre el grupo de transformación especificado. |

|  |
| --- |
| Sumario de Métodos de **KeyNavigatorBehavior**  void initialize()  Sobreescribe el método initialize de **Behavior** para configurar los criterios de disparo.  void processStimulus(java.util.Enumeration criteria)  Sobreescribe el método stimulus de **Behavior** para manejar el evento. |

**Clases de Utilidad para Interactuar con el Ratón**

El paquete de comportamientos de ratón (com.sun.j3d.utils.behaviors.mouse) contiene las clases del comportamiento en las cuales el ratón se utiliza como entrada de información para la interacción con los objetos visuales. Incluyendo las clases para traslaciones (moviéndose en un plano paralelo a la placa de la imagen), enfocando (que mueve hacia atrás y adelante), y los objetos visuales que rotan en respuesta a los movimientos del ratón.

La siguiente tabla resume las tres clases específicas del comportamiento del ratón incluidas en el paquete. Además de estas tres clases, está la clase abstracta **MouseBehavior**, y el interface **MouseCallback**. Esta clase abstracta y el interface se utilizan en la creación de las clases específicas del comportamiento del ratón y son útiles para crear comportamientos personalizados del ratón.

Sumario de las clases espécificas de **MouseBehavior**

|  |  |  |
| --- | --- | --- |
| **Clase MouseBehavior** | **Acción en Respuesta a la Acción del Ratón** | **Acción del ratón** |
| MouseRotate | rota el objeto visual sin moverlo | botón izquierdo pulsado con movimiento del ratón |
| MouseTranslate | translada el objeto visual en un plano paralelo al plato de imagen | boton derecho pulsado con movimiento del ratón |
| MouseZoom | translada el objeto visual en un plano orthogonal al plato de imagen | botón central pulsado con movimiento del ratón |

**Usar las Clases de Comportamiento del Ratón**

La clases de comportamientos específicos del ratón son fáciles de usar; es esencialmente lo mismo que el de otras clases de comportamientos. La siguiente lista representa la receta para usarlas:

1. proporcionar capacidades de lectura y escritura para el **transformGroup** fuente
2. crear uno bjeto MouseBehavior
3. seleccionar el **transformGroup** fuente
4. proporcionar unos límites (o BoundingLeaf) para el objeto MouseBehavior
5. añadir el objeto **MouseBehavior** al escenario gráfico

Como con algunas otras recetas, los pasos no tienen que ser realizados en el orden dado. El paso dos se debe realizar antes del tres, del cuatro, y del cinco; los otros pasos se pueden realizar en cualquier orden. También, los pasos dos y tres se pueden combinar usando un constructor diferente.

El [Fragmento de Código 4-7](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-7) presenta el método createSceneGraph del programa del ejemplo de [MouseRotateApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/MouseRotateApp.java). El escenario gráfico incluye el objeto **ColorCube**. El usuario puede rotar el **ColorCube** usando el ratón debido a la inclusión de un objeto **MouseRotate** en el escenario gráfico.

**Fragmento de Código 4-7, usar la clase de utilidad MouseRotate**

1. public class MouseRotateApp extends Applet {

2.

3. public BranchGroup createSceneGraph() {

4. // Create the root of the branch graph

5. BranchGroup objRoot = new BranchGroup();

6.

7. TransformGroup objRotate = new TransformGroup();

8. objRotate.setCapability(TransformGroup.ALLOW\_TRANSFORM\_WRITE);

9. objRotate.setCapability(TransformGroup.ALLOW\_TRANSFORM\_READ);

10.

11. objRoot.addChild(objRotate);

12. objRotate.addChild(new ColorCube(0.4));

13.

14. MouseRotate myMouseRotate = new MouseRotate();

15. myMouseRotate.setTransformGroup(objRotate);

16. myMouseRotate.setSchedulingBounds(new BoundingSphere());

17. objRoot.addChild(myMouseRotate);

18.

19. // Let Java 3D perform optimizations on this scene graph.

20. objRoot.compile();

21.

22. return objRoot;

23. } // end of CreateSceneGraph method of MouseRotateApp

La misma receta funcionará para las otras clases de comportamiento del ratón. De hecho los tres comportamientos se pueden utilizar en la misma aplicación que funciona en el mismo objeto visual. Puesto que cada uno de los comportamientos del ratón lee el **transform** fuente antes de escribirlo, sólo se necesita un objeto **TransformGroup** incluso con tres comportamientos de ratón. El programa del ejemplo de [MouseRotateApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/MouseRotateApp.java) hace apenas eso.

El siguiente ejemplo muestra cómo dos comportamientos del ratón trabajan en un solo mundo virtual. El programa [MouseRotate2App.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/MouseRotate2App.java) del ejemplo crea un escenario gráfico con dos objetos **ColorCube** uno junto al otro en el mundo virtual. Cada uno de los **ColorCubes** tiene un objeto **MouseRotate** asociado a él. Puesto que ambos objetos de comportamiento del ratón están activos, cuando el usuario hace clic y mueve el ratón, ambos **ColorCubes** rotan.

Si no quisieramos que ambos objetos rotaran, hay dos soluciones: 1) cambiar la posición del espectador, o cambiar los límites del comportamiento, de modo que solamente un comportamiento sesté activo, o 2) usar un mecanismo de selección para aislar el comportamiento.

**Fundamentos del Comportamiento del Ratón**

Las clases específicas de comportamiento del ratón (**MouseRotate**, **MouseTranslate**, y **MouseZoom**) son extensiones de la clase abstracta **MouseBehavior** e implementan el interface **MouseCallback**.

**La Clase Abstracta MouseBehavior**

Esta clase abstracta se presenta aquí en el evento que deseamos ampliarlo para escribir una clase personaliza de comportamiento del ratón. El método SetTransformGroup() es probablemente el único que utilizarán los usuarios de un ejemplar de **MouseBehavior**. Los otros métodos se crearón para los autores de las clases de comportamientos personalizados del ratón.

|  |
| --- |
| Sumario de Métodos de **MouseBehavior**  La clase base para todos los manipuladores de ratón (puedes ver **MouseRotate** y **MouseZoom** para ejemplos).  void initialize()  Inicializa el comportamiento.  void processMouseEvent(java.awt.event.MouseEvent evt)  Maneja eventos del ratón.  void processStimulus(java.util.Enumeration criteria)  Todos los manipuladores de ratón deben implementar este método de **Behavior** (para responder a los estimulos).  void setTransformGroup(TransformGroup transformGroup)  Selecciona el TransformGroup para el comportamiento.  void wakeup()  Dispara manualmente el comportamiento. |

**Interface MouseCallback**

Una clase que implementa este interfaz proporciona al método transformChanged que será llamado cuando cambie el **transform** fuente de la manera especificada. Cada uno de los tres comportamientos específicos del ratón implementa esta clase. Un programador simplemente puede reemplazar el método transformChanged de una de esas clases para especificar un método que se llamará cuando se modifique el **transform**.

|  |
| --- |
| Sumario de Métodos del **Interface MouseBehaviorCallback**  Paquete: com.sun.j3d.utils.behaviors.mouse  void transformChanged(int type, Transform3D transform)  Las clases que implementan este interface que se registran con un **MouseBehaviors** serán llamadas cada vez que el comportamient actualice el **Transform**. El tipo es uno de **MouseCallback.ROTATE**, **MouseCallback.TRANSLATE**, o **MouseCallback.ZOOM**. |

**Clases Específicas de Comportamientos de Ratón**

**MouseRotate**

Un escenario gráfico que incluye un objeto **MouseRotate** permite que el usuario rote objetos visuales en el mundo virtual. Los programas de ejemplo **MouseRotateApp**, **MouseRotate2App**, y **MouseBehaviorApp** demuestran el uso de esta clase.

|  |
| --- |
| Sumario de Constructores de **MouseRotate**  Paquete: com.sun.j3d.utils.behaviors.mouse  Extiende: MouseBehavior  MouseRotate es un objeto de comportamiento de Java3D que deja a los usuarios controlar la rotación de un objeto mediante una pulsación del botón izquierdo del ratón. Para utilizar esta utilidad, primero creamos un **TransformGroup** sobre el que operará este comportamiento. El usuario puede rotar cualquier objeto hijo del **TransformGroup** fuente.  MouseRotate()  Crea un comportamiento mouseRotate por defecto.  MouseRotate(TransformGroup transformGroup)  Crea un comportamiendo dando el transformgroup.  MouseRotate(int flags)  Crea un comportamiento con las banderas seleccionadas, donde las banderas son:   * MouseBehavior.INVERT\_INPUT. Invierte la entradas. * MouseBehavior.MANUAL\_WAKEUP. Dispara manualmente el comportamiento. |

|  |
| --- |
| Sumario de Métodos de **MouseRotate**  void setFactor(double factor)  Selecciona el factor multiplicador para los movimientos en los ejes x e y al valor **factor**  void setFactor(double xFactor, double yFactor)  Selecciona el factor multiplicador para los movimientos en los ejes x e y a los valores **xFactor** e **yFactor** respectivamente.  void setupCallback(MouseBehaviorCallback callback)  El método que se llama cada vez que se actualiza el transformgroup  void transformChanged(Transform3D transform)  Los usuarios pueden sobreescribir este método que es llamado cada vez que el comportamiento actualiza el transformgroup. La implementación por defecto no hace nada. |

**MouseTranslate**

Un escenario gráfico que incluye un objeto **MouseTranslate** permite que el usuario mueva objetos visuales en un plano paralelo a la placa de la imagen en el mundo virtual.

|  |
| --- |
| Sumario de Constructores de **MouseTranslate**  Paquete: com.sun.j3d.utils.behaviors.mouse  Extiende: MouseBehavior  MouseTranslate es un objeto comportamiento de Java3D que permite a los usuarios controlar la traslación (X,Y) de un objeto mediante un movimiento de arrastre del ratón con el botón derecho.  MouseTranslate()  Crea un comportamiento de movimiento por defecto.  MouseTranslate(TransformGroup transformGroup)  Crea un comportamiento de movimiento dando un transformgroup.  MouseTranslate(int flags)  Crea un comportamiento de movimiento con banderas, donde las banderas son:   * MouseBehavior.INVERT\_INPUT. Invierte la entradas. * MouseBehavior.MANUAL\_WAKEUP. Dispara manualmente el comportamiento. |

|  |
| --- |
| Sumario de Métodos de **MouseTranslate**  void setFactor(double factor)  Selecciona el factor multiplicador para los movimientos en los ejes x e y al valor **factor**  void setFactor(double xFactor, double yFactor)  Selecciona el factor multiplicador para los movimientos en los ejes x e y a los valores **XFactor** e **yFactor** respectivamente.  void setupCallback(MouseBehaviorCallback callback)  El método que se llama cada vez que se actualiza el transformgroup  void transformChanged(Transform3D transform)  Los usuarios pueden sobreescribir este método que es llamado cada vez que el comportamiento actualiza el transformgroup. La implementación por defecto no hace nada. |

**MouseZoom**

Un escenario gráfico que incluye un objeto **MouseZoom** permite a los usuarios mover objetos visuales en un plano orthogonal al plato de imagen en un mundo virtual.

|  |
| --- |
| Sumario de Constructores de **MouseZoom**  Paquete: com.sun.j3d.utils.behaviors.mouse  Extiende: MouseBehavior  MouseZoom es un objeto de comportamiento Java3D que permite a los usuarios controlar la traslación en el eje Z de un objeto mediante un movimiento de arrastre del ratón con el botón central (alt-tecla en el PC con el ratón de dos botones).  MouseZoom()  Crea un comportamiento de zoom con ratón por defecto.  MouseZoom(TransformGroup transformGroup)  Crea un comportamiento de zoom dando el transformgroup.  MouseZoom(int flags)  Crea un comportamiento de zoom con banderas, donde las banderas son:   * MouseBehavior.INVERT\_INPUT. Invierte la entradas. * MouseBehavior.MANUAL\_WAKEUP. Dispara manualmente el comportamiento. |

|  |
| --- |
| Sumario de Métodos de **MouseZoom**  void setFactor(double factor)  Selecciona el factor multiplicador del movimiento sobre el eje Z al valor **factor**.  void setupCallback(MouseBehaviorCallback callback)  El método que se llama cada vez que se actualiza el transformgroup  void transformChanged(Transform3D transform)  Los usuarios pueden sobreescribir este método que es llamado cada vez que el comportamiento actualiza el transformgroup. La implementación por defecto no hace nada. |

**MouseNavigation**

Las tres clases específicas de comportamiento del ratón se pueden utilizar para crear un universo virtual en el cual el ratón se utilice para la navegación. Cada una de las clases específicas del comportamiento del ratón tiene un constructor que toma un solo parámetro entero para las banderas. Cuando se utiliza **MouseBehavior.INVERT\_INPUTS** como argumento a este constructor, el comportamiento del ratón responde en la dirección opuesta. Este comportamiento inverso es apropiado para cambiar el **transform** ViewPlatform. Es decir las clases del comportamiento del ratón se pueden utilizar para el control navegacional.

El programa de ejemplo [MouseNavigatorApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/MouseNavigatorApp.java) utiliza casos de las tres clases específicas del comportamiento del ratón para la interacción navegacional. El [Fragmento de Código 4-8](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-8) muestra el método createSceneGraph de este programa del ejemplo.

El **TransformGroup** fuente para cada uno de los objetos del comportamiento del ratón es el ViewPlatform transform. El objeto **SimpleUniverse** es un argumento al método createSceneGraph de modo que se puedan alcanzar los objetos **transform** de ViewPlatform.

**Fragmento de Código 4-8 ,Usar clases de Comportamientos del Ratón para Navegación Interactiva en un Mundo Virtual.**

1. public BranchGroup createSceneGraph(SimpleUniverse su) {

2. // Create the root of the branch graph

3. BranchGroup objRoot = new BranchGroup();

4. TransformGroup vpTrans = null;

5. BoundingSphere mouseBounds = null;

6.

7. vpTrans = su.getViewingPlatform().getViewPlatformTransform();

8.

9. objRoot.addChild(new ColorCube(0.4));

10. objRoot.addChild(new Axis());

11.

12. mouseBounds = new BoundingSphere(new Point3d(), 1000.0);

13.

14. MouseRotate myMouseRotate = new

MouseRotate(MouseBehavior.INVERT\_INPUT);

15. myMouseRotate.setTransformGroup(vpTrans);

16. myMouseRotate.setSchedulingBounds(mouseBounds);

17. objRoot.addChild(myMouseRotate);

18.

19. MouseTranslate myMouseTranslate = new

MouseTranslate(MouseBehavior.INVERT\_INPUT);

20. myMouseTranslate.setTransformGroup(vpTrans);

21. myMouseTranslate.setSchedulingBounds(mouseBounds);

22. objRoot.addChild(myMouseTranslate);

23.

24. MouseZoom myMouseZoom = new

MouseZoom(MouseBehavior.INVERT\_INPUT);

25. myMouseZoom.setTransformGroup(vpTrans);

26. myMouseZoom.setSchedulingBounds(mouseBounds);

27. objRoot.addChild(myMouseZoom);

28.

29. // Let Java 3D perform optimizations on this scene graph.

30. objRoot.compile();

31.

32. return objRoot;

33. } // end of createSceneGraph method of MouseNavigatorApp

Los objetos **bounds** para los objetos de comportamientos de ratón se especifican como un **BoundingSphere** con un radio de 1000 metros. Si el usuario se sale de esta esfera, los objetos comportamiento se desactivarán.

**Picking**

En el programa de ejemplo [MouseNavigatorApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/MouseNavigatorApp.java), ambos objetos **ColorCube** giran en respuesta a acciones del usuario. En esta aplicación, no hay forma de manipular los cubos de forma separada. "Picking" (Elección) le da al usuario una forma de interactuar con objetos visuales individuales en la escena.

Picking (elección) está implementado por un comportamiento tipicamente disparado por eventos de botones del ratón. En la selección de un objeto visual, el usuario sitúa el puntero del ratón sobre el objeto elegido y pulsa el botón del ratón. El objeto **behavior** se dispara por la pulsación de este botón y empieza la operación de selección. Se proyecta un rayo dentro del mundo virtual desde la posición del puntero del ratón paralela con la proyección. Se calcula la intersección de este rayo con los objetos del mundo virtual. El objeto visual que interseccione más cerca al plato de la imagen se selecciona para interacción. La Figura 4-11 muestra un rayo de selección proyectado en un mundo virtual.

![Figura 4-11,  Proyección de un PickRay en el Mundo Virtual](data:image/png;base64,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)

En algunos casos la interacción no se hace directamente con el objeto seleccionado, sino con un objeto en el camino del escenario gráfico hasta el objeto. Por ejemplo, al seleccionar un objeto **ColorCube** para rotación, este objeto no se manipula, se manipula el objeto **TransformGroup** que hay sobre el **ColorCube** en el path del escenario gráfico. Por otro lado, su la operación de selección selecciona un objeto visual para el que se pensó un cambio de color, entonces el objeto visual seleccionado es requerido.

La determinación del objeto para un posterior procesamiento no siempre es sencilla. Si in objeto visual cúbico que va a ser rotado está compuesto por seis objetos **Shape3D** individuales junto con seis objetos **TransformGroup**, como en el escenario gráfico de la Figura 4-12, no es el objeto **TransformGroup** sobre el objeto **Shape3D** interseccionado el que necesita ser modificado. El 'cubo' se rota por la manipulación del objeto **TransformGroup** que es hijo del objeto **BranchGroup** en el escenario gráfico. Por esta razón, el resultado de algunas operaciones de selección es devolver el path del escenario gráfico para su posterior procesamiento.

![Figura 4-12, Diagrama del Escenario Gráfico para un Cubo Compuesto por objetos Shape3D planos.](data:image/png;base64,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)

La comprobación de intersecciones es necesita mucho cálculo. Por lo tanto, la selección es cara y se vuelve más cara con la complejidad del escena. El API Java 3D proporciona varias formas para que un programador pueda limitar la cantidad de cálculos realizados por la selección. Una forma importante es através de las capacidades y atributos de los nodos del escenario gráfico. Si un nodo es o no elegible se selecciona con el método setPickable() de la clase. Un nodo con setPickable() seleccionado a false no es elegible ni ninguno de sus hijos tampoco. Consecuentemente, estos nodos no se tienen en cuenta cuando se calculan las intersecciones.

Otra característica relacionada con la selección en la clase **Node** es la capacidad ENABLE\_PICK\_REPORTING. Esta capacidad sólo se aplica a nodos **Group**. Cuando se selecciona para un grupo, este objeto **group** siempre será incluido en el escenario gráfico devuelto por una operación de selección. Los nodos **Group** no se necesitan para unidades en un escenario gráfico que serán excluidas cuando la capacidad no está seleccionada. No tener seleccionado correctamente los nodos del escenario gráfico es un fuente común de frustacciones en el desarrollo de aplicaciones que utilizan operaciones de selección.

|  |
| --- |
| Lista Parcial de Métodos de **Node**  Extiende: SceneGraphObject  Subclases: Group, Leaf  La clase **Node** proporciona una clase abstracta para todos los nodos **Group** y **Leaf**. Porporciona un marco de trabajo común para construir un escenario gráfico Java 3D, especificamente volúmenes, y las capacidades de selección y colisión.  void setBounds(Bounds bounds)  Selecciona los límites geométricos de un nodo.  void setBoundsAutoCompute(boolean autoCompute)  Activa/desactiva el cálculo automático de los límites geométricos de un nodo.  setPickable(boolean pickable)  Cuando se selecciona a true este nodo puede ser elegido. Cuando se selecciona a false indica que este nodo y sus hijos no son elegibles. |

|  |
| --- |
| Lista Parcial de Capacidades de **Node**  **ENABLE\_PICK\_REPORTING**  Especifica que este nodo será reportado en el **SceneGraphPath** si ocurre una selección. Esta capacidad es sólo aplicable para nodos **Group**; es ignorado para nodos **leaf**. El valor por defecto para nodos **Group** es false. Los nodos interiores no necesitan ser únicos en un **SceneGraphPath** que no tiene seleccionado ENABLE\_PICK\_REPORTING serán excluidos del **SceneGraphPath**.  **ALLOW\_BOUNDS\_READ | WRITE**  Especifica que este nodo permite leer (escribir) la información de sus límites.  **ALLOW\_PICKABLE\_READ | WRITE**  Especifica que este nodo permite leer (escribir) su estado de selección. |

Otra forma en la que un programador puede reducir el cáculo de selección es usar pruebas de interesección de límites en vez de pruebas de intersecciones geométricas. Varias clases relacionadas con la selección (pick) tiene constructores y/o métodos con un parámetro que se selecciona a uno de: **USE\_BOUNDS** o **USE\_GEOMETRY**. Cuando se selecciona **USE\_BOUNDS**, la selección está determinada usando los límites de los objetos visuales, no la geometría real. La determinación de una selección usando los límites es significativamente más sencilla (computacionalmente) para todo excepto para las formas geométricas sencillas y por lo tanto, resulta en un mejor rendimiento. Por supuesto, la pérdida es que la selección no es tan precisa cuando se utilizan límites para su determinación.

Una tercera técnica de programación para reducir el coste de cálculo para la selección es limitar el ámbito de la prueba de selección a la porcion relevante del escenario gráfico. En cada clase de utilidad de selección se selecciona un nodo como el raíz para el gráfico a testear. Este nodo no es necesariamente el raíz de la rama de contenido gráfico. Por el contrario, el nodo pasado debería ser el raíz de la subrama de contenido que sólo contiene objetos elegibles, si es posible. Esta consideración pordría ser una mayor factor de determinación en la construcción de un escenario gráfico para algunas aplicaciones.

**Usar las Clases de Utilidad de Picking**

Hay dos aproximaciones básicas para usar las características de selección de Java 3D, usar objetos de clases **picking**, o crear clases **picking** personalizadas y usar ejemplares de estas clases. El paquete **picking** incluye clases para pick/rotate, pick/translate, y pick/zoom. Es decir, un usuario puede elegir y rotar un objeto presionando el botón del ratón cuando el puntero está sobre el objeto deseado y entonces arrastra el ratón (mientras mantiene pulsado el botón). Cada una de estas clases de **picking** usa un botón diferente del ratón haciendo posible el uso de objeto para las tres clases de **picking** en la misma aplicación simultáneamente.

Cómo un objeto comportamiento **picking** operará sobre cualquier objeto del escenario gráfico (con las capacidades apropiadas), sólo se necesita proporcionar un objeto **picking**. Las dos siguientes líneas de código son todo lo que necesitamos incluir en un programa Java 3D para usar las clases de selección:

PickRotateBehavior behavior = new PickRotateBehavior(root, canvas, bounds);

root.addChild(behavior);

El objeto behavior monitorizará cualquier evento de selección en el escenario gráfico (bajo el nodo raíz) y meneja los arrastres y pulsaciones del ratón. El root proporciona la porción del escenario gráfico a chequear para la selección, el canvas se situa donde está el ratón, y bounds son los límites del objeto de comportamiento **picking**.

Receta para usar las clases de utilidades de **picking**.

1. Crear nuestro escenario gráfico.
2. Crear un objeto behavior **picking** con la especificación de root, canvas, y bounds.
3. Añadir el objeto **behavior** al escenario gráfico.
4. Activar las capacidades apropiadas para los objetos del escenario gráfico.

**Riesgos de Programación cuando se usan Objetos Picking**

Los Riesgos más comunes incluyen; olvidarse de incluir el objeto **behavior** en el escenario gráfico, y no seleccionar los límites apropiados del objeto.

Otro problema común es no seleccionar las capacidades apropiadas para los objetos del escenario gráfico. Hay otros dos problemas menores, que deberíamos chequear si nuestra aplicación no funciona. Uno es no seleccionar apropiadamente el raíz del escenario gráfico. Otro problema potencial es no seleccionar apropiadamente el canvas. Ninguno de estos errores de programación generarán un aviso o mensaje de error.

**Programa de Ejemplo MousePickApp**

El [Fragmento de Código 4-9](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento4-9) muestra el método createSceneGraph de la aplicación [MousePickApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/MousePickApp.java). Este programa usa un objeto **PickRotate** para proporcionar interacción.

Observa que como la construcción del objeto **picking** requiere un objeto **Canvas3D**, el método createSceneGraph difiere de versiones anteriores por la inclusión del parámetro canvas. Por supuesto, también cambia la correspondiente invocación a createSceneGraph.

**Fragmento de Código 4-9, Método createSceneGraph de la aplicación MousePickApp.**

1. public BranchGroup createSceneGraph(Canvas3D canvas) {

2. // Create the root of the branch graph

3. BranchGroup objRoot = new BranchGroup();

4.

5. TransformGroup objRotate = null;

6. PickRotateBehavior pickRotate = null;

7. Transform3D transform = new Transform3D();

8. BoundingSphere behaveBounds = new BoundingSphere();

9.

10. // create ColorCube and PickRotateBehavior objects

11. transform.setTranslation(new Vector3f(-0.6f, 0.0f, -0.6f));

12. objRotate = new TransformGroup(transform);

13. objRotate.setCapability(TransformGroup.ALLOW\_TRANSFORM\_WRITE);

14. objRotate.setCapability(TransformGroup.ALLOW\_TRANSFORM\_READ);

15. objRotate.setCapability(TransformGroup.ENABLE\_PICK\_REPORTING);

16.

17. objRoot.addChild(objRotate);

18. objRotate.addChild(new ColorCube(0.4));

19.

20. pickRotate = new PickRotateBehavior(objRoot,canvas, behaveBounds);

21. objRoot.addChild(pickRotate);

22.

23. // add a second ColorCube object to the scene graph

24. transform.setTranslation(new Vector3f( 0.6f, 0.0f, -0.6f));

25. objRotate = new TransformGroup(transform);

26. objRotate.setCapability(TransformGroup.ALLOW\_TRANSFORM\_WRITE);

27. objRotate.setCapability(TransformGroup.ALLOW\_TRANSFORM\_READ);

28. objRotate.setCapability(TransformGroup.ENABLE\_PICK\_REPORTING);

29.

30. objRoot.addChild(objRotate);

31. objRotate.addChild(new ColorCube(0.4));

32.

33. // Let Java 3D perform optimizations on this scene graph.

34. objRoot.compile();

35.

36. return objRoot;

37. } // end of createSceneGraph method of MousePickApp

Este código es similar al de [MouseRotate2App.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/interaction/MouseRotate2App.java), pero es distinto en muchas cosas. Primero, en este programa sólo se usa un objeto **behavior**, mientras que MouseRotate2App usaba dos objetos **behavior** - uno por cada objeto visual. Aunque el código es similar, el comportamiento es diferente. Este programa permite al usuario seleccionar un objeto e interactuar con él. MouseRotate2App rotaba los dos objetos o ninguno.

**El API Corazón de Clases Picking de Java 3D**

Hay tres niveles de clases **picking** en Java 3D. El API corazón de Java 3D proporciona la menor funcionalidad. El paquete de utilidad **picking** proporciona clases de comportamientos generales, elegibles para personalización. El paquete **picking** también proporciona clases **picking** específicas que pueden usarse directamente en programas Java 3D.

Las clases corazón incluyen **PickShape** y **SceneGraphPath**, y métodos de **BranchGroup** y **Locale**. Estas clases proporcionan el mecanismo para especificar una forma usada en la comprobación de intersecciones con objetos visuales. Esta sección presenta el API de las clases **PickShape** y **SceneGraphPath**, y las clases y métodos relacionados.

**Clases PickShape**

Esta clase abstracta no proprociona ni constructores ni métodos. Proporciona abstracción para cuatro subclases: **PickBounds**, **PickRay**, **PickSegment**, y **PickPoint**.

|  |
| --- |
| **PickShape**  Subclases Conocidas: PickBounds, PickRay, PickSegment, PickPoint  Una clase general para describir un forma de selección que puede usarse con métodos de selección de **BranchGroup** y **Locale**. |

**PickBounds**

Los objetos **PickBounds** representan un límite para testear elecciones. Como una subclase de **PickShape**, los objetos **PickBounds** se usan con **BranchGroup** y **Locale** así como con clases del paquete **picking**.

|  |
| --- |
| Sumario de Constructores de **PickBounds**  Extiende: PickShape  Un límite para suministrar a los métodos de selección de **BranchGroup** y **Locale**.  PickBounds()  Crea un PickBounds.  PickBounds(Bounds boundsObject)  Crea un PickBounds con los límites especificados. |

|  |
| --- |
| Sumario de Métodos de **PickBounds**  Bounds get()  Obtiene el **boundsObject** desde este PickBounds.  void set(Bounds boundsObject)  Selecciona el **boundsObject** dentro de este PickBounds. |

**PickPoint**

Los objetos **PickPoint** representan un punto para selección. Como una subclase de **PickShape**, los objetos **PickBounds** se usan con **BranchGroup** y **Locale** así como con clases del paquete **picking**.

|  |
| --- |
| Sumario de Constructores de **PickPoint**  Extiende: PickShape  Suministra un punto a los métodos de selección de **BranchGroup** y **Locale**  PickPoint()  Crea un PickPoint en (0, 0, 0).  PickPoint(Point3d location)  Crea un PickPoint en location. |

|  |
| --- |
| Sumario de Métodos de **PickPoint**  void set(Point3d location)  Selecciona la posición de este PickPoint. Existe un método get correspondiente. |

**PickRay**

Los objetos **PickRay** representan un rayo (un punto y una dirección) para selección. Como una subclase de **PickShape**, los objetos **PickBounds** se usan con **BranchGroup** y **Locale** así como con clases del paquete **picking**.

|  |
| --- |
| Sumario de Constructores de **PickRay**  Extiende: PickShape  PickRay es una encapsulación de un rayo para pasarlo a los métodos de selección en **BranchGroup** y **Locale**  PickRay()  Crea un PickRay con origen y dirección de (0, 0, 0).  PickRay(Point3d origin, Vector3d direction)  Crea un rayo desde origin con dirección a direction. |

|  |
| --- |
| Sumario de Métodos de **PickRay**  void set(Point3d origin, Vector3d direction)  Selecciona el rayo que apunte desde origin en dirección direction. Existe el correspondiente método get. |

**PickSegment**

Los objetos **PickSegment** representan un segmento de línea (definida por dos puntos) para selección. Como una subclase de **PickShape**, los objetos **PickBounds** se usan con **BranchGroup** y **Locale** así como con clases del paquete **picking**.

|  |
| --- |
| Sumario de Constructores de **PickSegment**  Extiende: PickShape  PickRay es una encapsulación de un segmento pasado a los métodos de selección de **BranchGroup** y **Locale**  PickSegment()  Crea un PickSegment.  PickSegment(Point3d start, Point3d end)  Crea un PickSegment desde el punto start hata el punto end. |

|  |
| --- |
| Sumario de métodos de **PickSegment**  void set(Point3d start, Point3d end)  Selecciona el segmento desde el punto start hasta el punto end. Existe el correspondiente método get. |

**SceneGraphPath**

La clase **SceneGraphPath** se usa en la mayoría de las aplicaciones de selección. Esto es porque normalmente la selección implica encontrar un camino de escenario gráfico en el que se encuentra un objeto para permite la manipulación del objeto o de un objeto **TransformGroup** en el path.

Un objeto **SceneGraphPath** representa el camino del escenario gráfico hacia el objeto elegido permitiendo la manipulación del objeto o de un objeto **TransformGroup** en el camino del objeto.

|  |
| --- |
| Introducción a **SceneGraphPath**  Un objeto **SceneGraphPath** representa el camino desde un **Locale** hasta un nodo temrinal en el escenario gráfico. Este camino consiste en un **Locale**, un nodo terminal, y un array de nodos internos que están en el path desde el **Locale** hasta el nodo terminal. El nodo terminal podría ser un nodo **Leaf** o un nodo **Group**. Un **SceneGraphPath** válido debe identificar únicamente un ejemplar de un nodo terminal. Para nodos que no están bajo un **SharedGroup**, el **SceneGraphPath** mínimo consiste en el **Locale** y el propio nodo terminal. Para nodos que están bajo un **SharedGroup**, el **SceneGraphPath** mínimo consiste en el **Locale**, el nodo terminal, y una lista de todos los nodos **Link** en el camino desde el **Locale** hacia el nodo terminal. Un **SceneGraphPath** opcionalmente podría contener otros nodos interiores que están en el camino. Un **SceneGraphPath** se verifica contra errores cuando se envía como argumento a otros métodos de Java 3D.  En el array de nodos internos, el nodo en el índice 0 es el nodo más cercano al **Locale**. El índice se incrementa a lo largo del camino hacia el nodo terminal, con el nodo de índice longitud-1 siendo el nodo más cercano la nodo terminal. El array de nodos no contiene ni el **Locale** (que no es un nodo) ni el nodo terminal. |

|  |
| --- |
| Sumario de Constructores de **SceneGraphPath**  Cuando un **SceneGraphPath** es devuelto desde métodos de selección o colisión de Java 3D, también contiene el valor del objeto **transform** **LocalToVworld** del nodo terminal que era en efecto en el momento en que ocurrió la colisión o la selección. Obherva que **ENABLE\_PICK\_REPORTING** y **ENABLE\_COLLISION\_REPORTING** están desactivados por defecto. Esto significa que los métodos de selección y colisión devolverán el **SceneGraphPath** mínimo por defecto.  SceneGraphPath()  Construye un objeto SceneGraphPath con parámetros por defecto.  SceneGraphPath(Locale root, Node object)  Construye un nuevo objeto SceneGraphPath.  SceneGraphPath(Locale root, Node[] nodes, Node object)  Construye un nuevo objeto SceneGraphPath. |

|  |
| --- |
| Lista Parcial de Métodos de **SceneGraphPath**  boolean equals(java.lang.Object o1)  Devuelve true si el objeto o1 es del tipo **SceneGraphPath** y todos los datos miembros de o1 son iguales a los miembros de datos correspondientes en este **SceneGraphPath** y si los valores de transformación son iguales.  Transform3D getTransform()  Devuelve una copia del transform asociado con este SceneGraphPath; devuelve null si no hay transform.  int hashCode()  Devuelve un número 'hash' basado en los valores de los datos de este objeto.  boolean isSamePath(SceneGraphPath testPath)  Determina si dos objetos **SceneGraphPath** representan el mismo path del escenario grafico; algún objeto podría incluir un subconjunto diferente de nodos internos; sólo los nodos links internos, **Locale**, y el propio nodo son comparados.  int nodeCount()  Recupera el número de nodos de este path.  void set(SceneGraphPath newPath)  Selecciona los valores del path al path especificado.  void setLocale(Locale newLocale)  Selecciona el **Locale** de este path a los Locale especificado.  void setNode(int index, Node newNode)  Reemplaza el nodo en el índice especificado con newNode.  void setNodes(Node[] nodes)  Selecciona el objeto nodo de este path con los objetos nodos especificados.  void setObject(Node object)  Selecciona el nodo terminal de este path al objeto nodo especificado.  void setTransform(Transform3D trans)  Selecciona el componente transform de este **SceneGraphPath** al valor del transform pasado.  java.lang.String toString()  Devuelve una representación string de este objeto; el string contiene los nombres de las clases de todos los nodos en el **SceneGraphPath**, el método toString() de cualquier usuario asociado, también imprime el transform si no es nulo. |

**Métodos de Selección de BranchGroup y Local**

En los siguientes bloques de referencia están los métodos de las clases **BranchGroup** y **Local** para chequeo de intersección con objetos **PickShape**. Este es el nivel de cálculo de selección más bajo proporcionado por el API Java 3D.

|  |
| --- |
| Métodos de selección de **BranchGroup** y **Locale** para su uso con **PickShape**  SceneGraphPath[] pickAll(PickShape pickShape)  Devuelve un array que referencia todos los ítems que son elegibles bajo este **BranchGroup** que intereseccionan con **PickShape**. El array resultante no está ordenado.  SceneGraphPath[] pickAllSorted(PickShape pickShape)  Devuelve un array ordenado de referencias a todos los ítems elegibles que interseccionan con el **pickShape**. **Element [0]** referencia el ítem más cercano al origen de **PickShape**, con los elementos siguientes alejándose del origen. Nota: si **pickShape** es del tipo **PickBounds**, el array resultante no está ordenado.  SceneGraphPath pickClosest(PickShape pickShape)  Devuelve un **SceneGraphPath** que referencia el ítem elegible que está más cercano al origen de **pickShape**. Nota: si **pickShape** es del tipo **PickBounds**, la respuesta es cualquier nodo elegible debajo de este **BranchGroup**.  SceneGraphPath pickAny(PickShape pickShape)  Devuelve una referencia a cualquir ítem elegible debajo de este **BranchGroup** que intersecciona con **pickShape**. |

**Clases Generales del Paquete Picking**

Incluidas en el paquete com.sun.j3d.utils.behaviors.picking hay varias clases de comportamientos generales y específicos. Las clases generales son útiles para crear nuevos comportamientos de selección, entre las que se incluyen **PickMouseBehavior**, **PickObject**, y **PickCallback**. Las clases específicas de comportamiento del ratón, presentadas en la siguiente sección, son subclases de **PickMouseBehavior**.

**Clase PickMouseBehavior**

Esta es la clase base para los comportamientos de selección específicos proporcionados en el paquete. También es útil para extender clases de comportamientos de selección personalizados.

|  |
| --- |
| Sumario de Métodos de **PickMouseBehavior**  Paquete: com.sun.j3d.utils.behaviors.picking  Extiende: Behavior  Clase base que permite a los programadores añadir selección y manipulación del ratón en un escenario gráfico (puedes ver **PickDragBehavior** para un ejemplo de cómo extender esta clase base).  void initialize()  Este método debería ser sobreescrito para proporcionar estado inicial y la condición de disparo inicial.  void processStimulus(java.util.Enumeration criteria)  Este método debería sobreescribirse para proporcionar el comportamiento en respuesta a una condición de disparo.  void updateScene(int xpos, int ypos)  Las subclases deberían implementar esta función update. |

**Clase PickObject**

La clase **PickObject** proporciona métodos para determinar qué objeto fué seleccionado por una operación de selección del usuario. Una amplia variedad de métodos resulta de las distitnas formas posibles de aplicaciones de selección. Es útil crear clases de selección personalizadas.

|  |
| --- |
| Sumario de Constructores de **PickObject**  Paquete: com.sun.j3d.utils.behaviors.picking  Extiende: java.lang.Object  Contiene métodos para ayudar en la selección. Un **PickObject** se crea dando un **Canvas3D** y un **BranchGroup**. **SceneGraphObjects** bajo el **BranchGroup** especificado pueden chequearse para determinar si han sido seleccionados.  PickObject(Canvas3D c, BranchGroup root)  Crea un PickObject. |

|  |
| --- |
| Lista Parcial de Métodos de **PickObject**  **PickObject** tiene numerosos métodos para el cálculo de intersecciones de un **pickRay** con objeto del escenario gráfico. Algunos de los métodos sólo difieren en un parámetro. Por ejemplo el segundo método pickAll (no listado) existe con el firma de método: SceneGraphPath[] pickAll(int xpos, int ypos, int flag), donde **flag** es uno de: **PickObject.USE\_BOUNDS**, o **PickObject.USE\_GEOMETRY**.  Esta lista ha sido ordenada para excluir los métodos con parámetros de bandera. Estos métodos son idénticos a los incluidos en esta lista con la diferencia del parámetro bandera. Estos métodos son: **pickAll**, **pickSorted**, **pickAny**, y **pickClosest**.  PickShape generatePickRay(int xpos, int ypos)  Crea un PickRay que empieza en la posición del espectador y apunta dentro de la escena en dirección a (xpos, ypos) especificados en el espacio de la ventana.  SceneGraphPath[] pickAll(int xpos, int ypos)  Devuelve un array que referencia todos los ítems que son elegibles debajo del **BranchGroup** (especificado en el constructor de PickObject) que interseccionan con un rayo que empieza en la posición del espectador y apunta dentro de la escena en dirección (xpos, ypos) especificados en el espacio de la ventana.  SceneGraphPath[] pickAllSorted(int xpos, int ypos)  Devuelve un array ordenado de referencias a todos los ítems Pickable bajo el **BranchGroup** (especificado en el constructor de PickObject) que interesecciona con el rayo que empieza en la posición del espectador y apunta a la dirección de (xpos, ypos) en el espacio de la ventana.  SceneGraphPath pickAny(int xpos, int ypos)  Devuelve una referencia a cualquier ítem que sea elegible debajo del **BranchGroup** (especificado en el constructor de PickObject) que interesecciona con el rayo que empieza en la posición del espectador y apunta a la dirección (xpos, ypos) en el espacio de la ventana.  SceneGraphPath pickClosest(int xpos, int ypos)  Devuelve una referencia al ítem que está más cercano al espectador y es elegible bajo el **BranchGroup** (especificado en el constructor de PickObject) que interesecciona con el rayo que empieza en la posición del espectador y apunta a la dirección (xpos, ypos) en el espacio de la ventana.  Node pickNode(SceneGraphPath sgPath, int node\_types)  Devuelve una referencia a un nodo elegible que es del tipo especificado que está contenido en el **SceneGraphPath** especificado. Donde **node\_types** es la OR lógica de uno o más: **PickObject.BRANCH\_GROUP**, **PickObject.GROUP**, **PickObject.LINK**, **PickObject.MORPH**, **PickObject.PRIMITIVE**, **PickObject.SHAPE3D**, **PickObject.SWITCH**, **PickObject.TRANSFORM\_GROUP**.  Node pickNode(SceneGraphPath sgPath, int node\_types, int occurrence)  Devuelve una referencia a un nodo elegible que es del tipo especificado que está contenido en el **SceneGraphPath** especificado. Donde **node\_types** está definido en el método anterior. El parámetro **occurrence** indica qué objeto devolver. |

**Interface PickingCallback**

El interface **PickingCallback** proporciona un marco de trabajo para extender una clase de selección existente. En particular cada una de las clases específicas implementa este interface permitiendo al programador proporcionar un método que sea llamado cuando la operación de selección tenga lugar.

|  |
| --- |
| Sumario de Métodos del **Interface PickingCallback**  Paquete:  com.sun.j3d.utils.behaviors.picking  void transformChanged(int type, TransformGroup tg)  Llamado por el **Behavior** **Pick** que es retro-llamado que es registrado cada vez que se intenta la selección. Los valores de tipos válidos son: **ROTATE**, **TRANSLATE**, **ZOOM** o **NO\_PICK** (el usuario hace una selección pero no hay nada seleccionado realmente). |

**Clase Intersect**

La clase **Intersect** proporciona varios métodos para comprobar la intersección de un objeto **PickShape** (clase corazón) y geometrías primitivas. Esta clases es útil para la creacción de clases picking personalizadas.

|  |
| --- |
| Sumario de Constructores de **Intersect**  Paquete: com.sun.j3d.utils.behaviors.picking  Extiende: java.lang.Object  Contiene métodos estáticos para ayudar a las comprobaciones de intersección entre varias clases **PickShape** y geometrías primitivas (como **quad**, **triangle**, **line** y **point**).  Intersect()  Crea un objeto intersect. |

|  |
| --- |
| Lista Parcial de Métodos de **Intersect**  Esta clase tiene vaios métodos de intersección, algunos de los cuales sólo se diferencian por un tipo de parámetro. Por ejemplo el método: boolean pointAndPoint(PickPoint point, Point3f pnt) se diferencia del segundo método listado aquí en el tipo del parámetro pnt. La mayoría de los métodos listado aquí con un parámetro del tipo **Point3d** tienen un método correspondiente con un parámetro del tipo **Point3f**.  boolean pointAndLine(PickPoint point, Point3d[] coordinates, int index)  Devuelve true si el **PickPoint** y el objeto **Line** interseccionan. coordinates[index] y coordinates[index+1] definen la línea.  boolean pointAndPoint(PickPoint point, Point3d pnt)  Devuelve true si el **PickPoint** y el objeto **Point3d** interseccionan.  boolean rayAndLine(PickRay ray, Point3d[] coordinates, int index,  double[] dist)  Devuelve true si el **PickPoint** y el objeto **Line** interseccionan. coordinates[index] y coordinates[index+1] definen la línea.  boolean rayAndPoint(PickRay ray, Point3d pnt, double[] dist)  Devuelve true si el **PickPoint** y el objeto **Point3d** interseccionan.  boolean rayAndQuad(PickRay ray, Point3d[] coordinates, int index,  double[] dist)  Devuelve true si el **PickPoint** y el objeto **cuadrilátero** interseccionan.  boolean rayAndTriangle(PickRay ray, Point3d[] coordinates, int index,  double[] dist)  Devuelve true si el triángulo intersecciona con el rayo, la distancia desde el origen del rayo al punto de intersección, se almacena en dist[0]. coordinates[index], coordinates[index+1], ycoordinates[index+2] definen el triángulo.  boolean segmentAndLine(PickSegment segment, Point3d[] coordinates, int index,  double[] dist)  Devuelve true si la lína intersecciona con el segmento; la distanta desde el inicio del segmento a la intersección se almacena dist[0]. coordinates[index] y coordinates[index+1] definen la línea.  boolean segmentAndPoint(PickSegment segment, Point3d pnt, double[] dist)  Devuelve true si el **PickSegment** y el objeto **Point3d** interseccionan.  boolean segmentAndQuad(PickSegment segment, Point3d[] coordinates, int index,  double[] dist)  Devuelve true si el quad intersecciona con el segmento; la distancia desde el inicio del segmento al punto de intersección se almacena en dist[0].  boolean segmentAndTriangle(PickSegment segment, Point3d[] coordinates,  int index, double[] dist)  Devuelve true si el triangulo intersecciona con el segmento; la distancia desde el inicio del segmento al punto de intersección se almacena en dist[0]. |

**Clases de Comportamientos Picking Específicas**

Incluidas en el paquete com.sun.j3d.utils.behaviors.picking hay clases de comportamientos específicas: **PickRotateBehavior**, **PickTranslateBehavior**, y **PickZoomBehavior**. Estas clases permiten al usuario interactuar con un objeto seleccionado con el ratón. Los comportamientos individuales responden a los diferentes botones del ratón (izquierdo=rotar, derecho=trasladar, central=zoom). Estas clases son subclases de **PickMouseBehavior**.

Los objetos de estas clases pueden incorporarse en mundos virtuales de Java 3D para proporcionar interacción siguiendo la receta anterior. Como todas estas clases implementan el interface **PickingCallback**, la operación de elección pueden mejorarse con una llamada a un método definido por el usuario.

**PickRotateBehavior**

Esta clase permite al usuario seleccionar y rotar interactivamente un objeto visual. El usuario usa el botón izquierdo del ratón para seleccionar y rotar. Se puede usar un ejemplar de **PickRotateBehavior** en conjunción con otras clases de selección específicas.

|  |
| --- |
| Sumario de Constructores de **PickRotateBehavior**  Paquete: com.sun.j3d.utils.behaviors.picking  Extiende: PickMouseBehavior  Implementa: PickingCallback  Un comportamiento de ratón que permite al usuario seleccionar y rotar objetos de un escenario gráfico; expándible a través de retro-llamada.  PickRotateBehavior(BranchGroup root, Canvas3D canvas, Bounds bounds)  Crea un comportamiento que espera eventos del ratón en el escenario gráfico.  PickRotateBehavior(BranchGroup root, Canvas3D canvas, Bounds bounds,  int pickMode)  Crea un comportamiento que espera eventos del ratón en el escenario gráfico. El parámetro pickMode se especifica como uno de **PickObject.USE\_BOUNDS** o **PickObject.USE\_GEOMETRY**. Nota: si pickMode se selecciona a **PickObject.USE\_GEOMETRY**, todos los objetos geométricos del escenario gráfico están disponibles para su selección y deben tener activado su **ALLOW\_INTERSECT**. |

|  |
| --- |
| Sumario de Métodos de **PickRotateBehavior**  void setPickMode(int pickMode)  Selecciona el componente pickMode de este PickRotateBehavior a uno de **PickObject.USE\_BOUNDS** o **PickObject.USE\_GEOMETRY**. Nota: si pickMode se selecciona a **PickObject.USE\_GEOMETRY**, todos los objetos geométricos del escenario gráfico están disponibles para su selección y deben tener activado su **ALLOW\_INTERSECT**.  void setupCallback(PickingCallback callback)  Registra la clase retrollamada a llamar cada vez que el objeto seleccionado se mueve.  void transformChanged(int type, Transform3D transform)  Método de retrollamda desde MouseRotate. Se usa cuando al selección con retrollamada está activa.  void updateScene(int xpos, int ypos)  Actualiza la escena para manipular cualquier nodo. |

**PickTranslateBehavior**

Esta clase permite al usuario seleccionar y trasladar interactivamente un objeto visual. El usuario usa el botón derecho del ratón para seleccionar y trasladar. Se puede usar un ejemplar de **PickTranslateBehavior** en conjunción con otras clases de selección específicas.

|  |
| --- |
| Sumario de Constructores de **PickTranslateBehavior**  Paquete: com.sun.j3d.utils.behaviors.picking  Extiende: PickMouseBehavior  Implementa: PickingCallback  Un comportamiento de ratón que permite al usuario seleccionar y trasladar objetos de un escenario gráfico; expándible a través de retro-llamada.  PickTranslateBehavior(BranchGroup root, Canvas3D canvas, Bounds bounds)  Crea un comportamiento que espera eventos del ratón para el escenario gráfico  PickTranslateBehavior(BranchGroup root, Canvas3D canvas, Bounds bounds,  int pickMode)  Crea un comportamiento que espera eventos del ratón en el escenario gráfico. El parámetro pickMode se especifica como uno de **PickObject.USE\_BOUNDS** o **PickObject.USE\_GEOMETRY**. Nota: si pickMode se selecciona a **PickObject.USE\_GEOMETRY**, todos los objetos geométricos del escenario gráfico están disponibles para su selección y deben tener activado su **ALLOW\_INTERSECT**. |

|  |
| --- |
| Sumario de Métodos de **PickTranslateBehavior**  void setPickMode(int pickMode)  Selecciona el componente pickMode de este PickTranslateBehavior al valor pasado en pickMode.  void setupCallback(PickingCallback callback)  Registra la clase de retrollamada que será llamada cada vez que el objeto seleccionado se mueva.  void transformChanged(int type, Transform3D transform)  Método de retrollamada desde MouseTranslate. Se usa cuando la selección por retrollamada está activa.  void updateScene(int xpos, int ypos)  Actualiza la escena para manipular cualquier nodo. |

**PickZoomBehavior**

Esta clase permite al usuario seleccionar y hacer zoom interactivamente un objeto visual. El usuario usa el botón central del ratón para seleccionar y hacer zoom. Se puede usar un ejemplar de **PickZoomBehavior** en conjunción con otras clases de selección específicas.

|  |
| --- |
| Sumario de Constructores de **PickZoomBehavior**  Paquete: com.sun.j3d.utils.behaviors.picking  Extiende: PickMouseBehavior  Implementa: PickingCallback  Un comportamiento de ratón que permite al usuario seleccionar y hacer zoom a objetos de un escenario gráfico; expándible a través de retro-llamada.  PickZoomBehavior(BranchGroup root, Canvas3D canvas, Bounds bounds)  Crea un comportamiento que espera eventos del ratón para el escenario gráfico.  PickZoomBehavior(BranchGroup root, Canvas3D canvas, Bounds bounds,  int pickMode)  Crea un comportamiento que espera eventos del ratón en el escenario gráfico. El parámetro pickMode se especifica como uno de **PickObject.USE\_BOUNDS** o **PickObject.USE\_GEOMETRY**. Nota: si pickMode se selecciona a **PickObject.USE\_GEOMETRY**, todos los objetos geométricos del escenario gráfico están disponibles para su selección y deben tener activado su **ALLOW\_INTERSECT**. |

|  |
| --- |
| Sumario de Métodos de **PickZoomBehavior**  void setPickMode(int pickMode)  Selecciona el componente pickMode de este PickZoomBehavior al valor pasado en pickMode.  void setupCallback(PickingCallback callback)  Registra la clase de retrollamada a llamar cada vez que el objeto se seleccione.  void transformChanged(int type, Transform3D transform)  Metodo de retrollamada desde MouseZoom. Se usa cuando la selección con retrollamada está activa.  void updateScene(int xpos, int ypos)  Actualiza la escena para manipular cualquier nodo. |