1. **What is reactJs :-**
2. **React** is **JavaScript Library**
3. **React** use to make **web front application**
4. with **React** we make **SPA(single page application)**
5. **Why ReactJs :-**

**- Fast** because of **virtual DOM**

- **Easy to learn**

- **Learning curve** is also **less complex** than other **UI technology**

- **High demand** and **lots of job** in market

- **Large community**

1. **More About ReactJs :-**

- **Develop** by **Facebook**

- **Current version is 19**

- After **React** you Can easily learn **React Native** also for **mobile application development**

1. **Install ReactJs :-**
2. Install **create-vite** (if you don’t have it):

*npm create vite@latest*

1. Enter your project name and select **React** (or **React + JavaScript** if you prefer JavaScript).
2. Install **dependencies**:

*cd your-project-name*

*npm install*

iv) Run the **development server**:

*npm run dev*

1. **Why vite for React Setup :-**

- **Vite** is a **fast Development** **server** and **build tools**

- Efficient **production build** and **simple Configuration**

- **Type Script support**

1. **File and Folder Structure :-**

your-project-name/

├── node\_modules/ → *Project dependencies*

├── public/ → *Static files (images, favicon etc.)*

│ └── vite.svg

├── src/ → *Source code folder*

│ ├── assets/ → *Images, icons, fonts*

│ ├── App.jsx → *Main React component*

│ ├── main.jsx → *Entry point of React app*

│ └── index.css → *Global CSS styles*

├── .gitignore → *Git ignore file*

├── index.html → *HTML template*

├── package.json → *Project metadata & dependencies*

├── vite.config.js → *Vite configuration file*

└── README.md → *Project documentation*

1. **Your first React Component :-**

What is a Component in React ?

- A component is a reusable, self-contained piece of UI (User Interface). It defines how a part of the UI looks and behaves. Think of components like building blocks of your React app.

How to Use Components?

- You create components and then use (render) them inside other components or the main app. Components can be composed to build complex UIs.

Role of Components in a React Application :-

- Break the UI into small, manageable pieces

- Make code reusable and organized

- Help in maintaining and scaling applications

- Allow separation of logic and presentation

**How to write your first component in React :-**

***//***  *this is functional component*

*Example :-*

**Hello.jsx :-**

import React from 'react';

function Hello() {

return <h1>Hello, React!</h1>;

}

export default Hello;

**App.jsx :-**

import React from 'react';

import Hello from './Hello';

function App() {

return (

<div>

<Hello />

</div>

);

}

export default App;
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**Note: *Virtual DOM*** *is a lightweight copy of the real DOM.*

*React updates the Virtual DOM first, compares it with the old one.*

*Then it updates only the changed parts in the real DOM, making apps faster*.

1. **importing and exporting components in React :-**

Why do we need to import and export components in React?

- To make components **reusable and modular**.

-> **Export** allows a component to be shared with other files.

-> **Import** brings that component into another file where it can be used. This keeps code **organized, clean, and scalable**.

How do you create a new file for a component in React?

- Inside the src/ folder, create a new file (e.g., Hello.jsx)

Write your component inside it

**Example:**

function Hello() {

return <h1>Hello, React!</h1>;

}

How to export a component in React?

**Default Export:**

Allows one export per file

*export default Hello;*

**Named Export:**

Allows multiple exports per file

*export { Hello };*

**Multiple Named Exports in a single file:**

*export function Hello() {*

*return <h1>Hello</h1>;*

*}*

*export function Greet() {*

*return <h2>Welcome!</h2>;*

*}*

How to import a component in React?

**Default Import:**

*import Hello from './Hello';*

**Named Import:**

*import { Hello } from './Hello';*

**Import Multiple Named Components:**

*import { Hello, Greet } from './Hello';*

1. **Importance of jsx :-**

**JSX (JavaScript XML)** makes it easy to **write HTML inside JavaScript**.

- Helps create UI in a **clear and readable way**

- Lets you combine **HTML and JavaScript logic**

- Makes code **easy to understand and manage**

- React uses JSX to convert code into **virtual DOM** for fast updates

Example:

*const element = <h1>Hello, JSX!</h1>;*

1. **Click Event & Function call :-**

Difference between JavaScript Function Call & React Function Call :-
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How to Make a Function in React :-

*function sayHello() {*

*alert("Hello from React!");*

*}*

How to Make a Button and Click Event :-

*<button onClick={sayHello}>Click Me</button>*

How to Call Function on Click Event :-

**Simply pass the function name (without ())**

*<button onClick={sayHello}>Click Me</button>*

**If you write onClick={sayHello()} it will call immediately, not on click**

How to Call an Arrow Function :-

*const showMessage = () => {*

*alert("Hello from Arrow Function!");*

*};*

*<button onClick={showMessage}>Click Here</button>*

How to Pass Parameters with Function Call :-

*function greet(name) {*

*alert("Hello " + name);*

*}*

*<button onClick={() => greet("John")}>Say Hello</button>*

1. **Upgrade React Version :-**

*npm install react@rc*

*npm install react-dom@rc*

**Use of react@rc :-** If you want to **experiment with new React features**.

1. **State & Hooks in ReactJs :-**

Why is state required in React?

- State allows React components to **remember and manage data that changes over time**, like user inputs or dynamic content, enabling interactive UIs.

What is state?

- State is a **JavaScript object** that holds data or information about the component. When state changes, the component **re-renders** to reflect the new data.

What are Hooks?

- Hooks are special **functions introduced in React 16.8** that let you use state and other React features inside **functional components** without writing classes.

How to use state in React ?

- Use the **useState** hook inside a functional component to add state.

*Example :-*

import React, { useState } from 'react';

function Counter() {

const [count, setCount] = useState(0);

return (

<div>

<p>Count: {count}</p>

<button onClick={() => setCount(count + 1)}>Increase</button>

</div>

);

}

**Using Multiple States in One Logic Example:**

import React, { useState } from 'react';

function UserForm() {

const [name, setName] = useState('');

const [age, setAge] = useState('');

function handleSubmit() {

alert(`Name: ${name}, Age: ${age}`);

}

return (

<div>

<input

type="text"

placeholder="Enter name"

value={name}

onChange={e => setName(e.target.value)}

/>

<input

type="number"

placeholder="Enter age"

value={age}

onChange={e => setAge(e.target.value)}

/>

<button onClick={handleSubmit}>Submit</button>

</div>

);

}

1. **Conditional Rendering In React :-**

**Conditional rendering** means showing or hiding parts of the UI based on certain conditions (like a state value or a variable).

It works just like **if-else statements in JavaScript**, but inside JSX.

1.Using if statement :-

*if (isLoggedIn) {*

*return <p>Welcome User!</p>;*

*} else {*

*return <p>Please Login</p>;*

*}*

1. Using Ternary Operator (most common)

*<p>{isLoggedIn ? 'Welcome User!' : 'Please Login'}</p>*

3. Using && (And) Operator

If the condition is true, show the content

*{isLoggedIn && <p>Welcome User!</p>}*

4. Using switch statement (if multiple conditions)

*switch (status) {*

*case 'loading':*

*return <p>Loading...</p>;*

*case 'error':*

*return <p>Error!</p>;*

*default:*

*return <p>Done!</p>;*

*}*

1. **Toggle (Hide & Show) in React :-**

1.Define State

Use the **useState** hook to create a state for visibility.

*const [isVisible, setIsVisible] = useState(true);*

2. Update State on Button Click

Make a function to **change the state value**.

*function toggleContent() {*

*setIsVisible(!isVisible); // toggles true or false*

*}*

3.Add Condition for Toggle

Use conditional rendering to decide when to show content.

*{isVisible && <p>This is a toggleable content!</p>}*

4.Hide and Show Component Complete example combining all steps:

import React, { useState } from 'react';

function ToggleExample() {

const [isVisible, setIsVisible] = useState(true);

function toggleContent() {

setIsVisible(!isVisible);

}

return (

<div>

<button onClick={toggleContent}>

{isVisible ? 'Hide' : 'Show'} Content

</button>

{isVisible && <p>This is a toggleable content!</p>}

</div>

);

}

export default ToggleExample;

1. **Multiple conditional in React :-**

1.Define State and Button

import React, { useState } from 'react';

function MultipleCondition() {

const [status, setStatus] = useState('idle');

And create buttons to change state:

return (

<div>

<button onClick={() => setStatus('loading')}>Loading</button>

<button onClick={() => setStatus('success')}>Success</button>

<button onClick={() => setStatus('error')}>Error</button>

</div>

);

}

2. Change State Value on Button Click

When a button is clicked, it sets the state to a new value ('**loading**', '**success**', '**error**').

1. Apply Condition with State

Add multiple conditions based on status value:

<div>

{status === 'idle' && <p>Status: Idle</p>}

{status === 'loading' && <p>Loading, please wait...</p>}

{status === 'success' && <p>Success! ✅</p>}

{status === 'error' && <p>Error occurred ❌</p>}

</div>

**Note : Make Complete Example by your self following above content**

1. **Props in ReactJs :-**

1. What is Props?

**Props (Properties)** are used to **pass data from one component to another.**

They are **read-only** and passed from **parent to child component** like function arguments.

2. Make a Component

**Child Component:**

*function Greeting(props) {*

*return <h2>Hello, {props.name}</h2>;*

*}*

3.Pass Data Between Components

i) Pass a Variable :-

*<Greeting name="John" />*

ii) Pass an Object :-

*<Greeting user={{ name: 'John', age: 25 }} />*

iii) Pass an Array :-

*<Greeting items={['Apple', 'Banana', 'Orange']} />*

4.Receive and Display Data

**Child Component for Object & Array**

*function Greeting(props) {*

*return (*

*<div>*

*<h2>Hello, {props.user.name}</h2>*

*<p>Age: {props.user.age}</p>*

*<ul>*

*{props.items.map((item, index) => (*

*<li key={index}>{item}</li>*

*))}*

*</ul>*

*</div>*

*);*

*}*

5.Pass Data in Components on Click

Parent Component :-

*function App() {*

*function showMessage(message) {*

*alert(message);*

*}*

*return <Button clickAction={() => showMessage('Hello from Props!')} />;*

*}*

Child Component :-

*function Button(props) {*

*return <button onClick={props.clickAction}>Click Me</button>;*

*}*

1. **Get input field value :-**

import React, { useState } from 'react';

function GetInput() {

*// Define state to store input value*

const [name, setName] = useState('');

*// Function to clear the input field*

function clearInput() {

setName('');

}

return (

<div>

*{/\* Make input field & get input value in state \*/}*

<input

type="text"

placeholder="Enter your name"

value={name}

onChange={(e) => setName(e.target.value)}

/>

*{/\* Display the value from state \*/}*

<p>Your name is: {name}</p>

*{/\* Button to clear input value \*/}*

<button onClick={clearInput}>Clear</button>

</div>

);

}

export default GetInput;

**OUTPUT :-**

- Type anything in the **input box** — it will show below live.

- Click **Clear** button — it will remove the text from input and below.

1. **Controlled Component :-**

1. What is a Controlled Component?

- A **Controlled Component** is an input element whose value is **controlled by React state**.

-The value inside the input box comes from the state, not directly from the DOM.

2. How to Identify it’s a Controlled Component?

- If an input has a **value** set from **state** and uses **onChange** to update that state — it’s a **Controlled Component**.

Example:

*<input value={name} onChange={(e) => setName(e.target.value)} />*

3.Error if You Don't Use value in Controlled Input :-

i) React may warn:

"**A component is changing an uncontrolled input to be controlled**"

ii)This happens if you don’t set the value and later try to control it through state.

Fix: Always provide value property from state when controlling.

1. Make a Form & Get Input Field Values

import React, { useState } from 'react';

function ControlledForm() {

*// Define states for form inputs*

const [name, setName] = useState('');

const [email, setEmail] = useState('');

return (

<div>

*{/\* Controlled Input: value from state + onChange \*/}*

<input

type="text"

placeholder="Enter name"

value={name}

onChange={(e) => setName(e.target.value)}

/>

<input

type="email"

placeholder="Enter email"

value={email}

onChange={(e) => setEmail(e.target.value)}

/>

*{/\* Display entered values \*/}*

<p>Name: {name}</p>

<p>Email: {email}</p>

</div>

);

}

export default ControlledForm;

1. **Handle CheckBox :-**

1. Make Checkbox :-

*<input type="checkbox" />*

2.Define State for Checkbox :-

Use useState to store the checkbox state (checked or not):

*const [agree, setAgree] = useState(false);*

3. Get Checkbox Value in State :-

Use onChange to update state based on checkbox status:

*<input*

*type="checkbox"*

*checked={agree}*

*onChange={(e) => setAgree(e.target.checked)}*

*/>*

4. Remove Checkbox Value from State :-

You can set the state back to false to uncheck:

*function uncheck() {*

*setAgree(false);*

*}*

**Full Example**

import React, { useState } from 'react';

function CheckboxHandler() {

*// Define state for checkbox*

const [agree, setAgree] = useState(false);

*// Function to uncheck*

function uncheck() {

setAgree(false);

}

return (

<div>

*{/\* Checkbox controlled by state \*/}*

<input

type="checkbox"

checked={agree}

onChange={(e) => setAgree(e.target.checked)}

/>

<label>I Agree</label>

*{/\* Show checkbox value \*/}*

<p>Checked: {agree ? 'Yes' : 'No'}</p>

*{/\* Button to uncheck \*/}*

<button onClick={uncheck}>Uncheck</button>

</div>

);

}

export default CheckboxHandler;

**OUTPUT :-**

- Tick checkbox → shows Checked: Yes

- Untick → shows Checked: No

- Click **Uncheck** button → checkbox gets unticked

1. **Handle Radio and Dropdown :-**

*// 1. Import useState hook from react*

import { useState } from "react";

*// 2. Define functional component App*

function App() {

*// 3. Declare state variables*

const [gender, setGender] = useState("");

const [city, setCity] = useState("");

*// 4. Return JSX UI*

return (

<div>

*{/\* 5. Heading \*/}*

<h1>Handle Radio button & DropDown</h1>

*{/\* 6. Gender Radio Buttons \*/}*

<h3>Select Gender :</h3>

*{/\* Male Radio Button \*/}*

<input

type="radio"

onChange={(e) => setGender(e.target.value)} // Update state on change

name="gender"

id="male"

value={"Male"}

checked={gender == "Male"} // Controlled checked

/>

<label htmlFor="male">Male</label>

*{/\* Female Radio Button \*/}*

<input

type="radio"

onChange={(e) => setGender(e.target.value)} *// Update state on change*

name="gender"

id="female"

value={"Female"}

checked={gender == "Female"} *// Controlled checked*

/>

<label htmlFor="female">Female</label>

*{/\* 7. Display Selected Gender \*/}*

<h2>Selected Gender: {gender}</h2>

<br /> <br />

*{/\* 8. City Dropdown \*/}*

<h3>Select City :</h3>

<select

defaultValue={"delhi"} // Set default selected option

onChange={(e) => setCity(e.target.value)} // Update state on selection

>

<option value="noida">Noida</option>

<option value="delhi">Delhi</option>

<option value="bharuch">Bharuch</option>

</select>

*{/\* 9. Display Selected City \*/}*

<h3>Selected City: {city}</h3>

</div>

);

}

*// 10. Export App component as default*

export default App;

**OUTPUT:**

- Select **Male/Female** → shows selected gender.

- Choose **city** from dropdown → shows selected city.

1. **Loop in JSX with Map Function :-**

1. What is an Array?

- A collection of multiple values stored in a single variable.

Example:

*const fruits = ["Apple", "Banana", "Mango"];*

2. Make an Array :-

- Let’s create an array of objects:

*const students = [*

*{ id: 1, name: "Raj" },*

*{ id: 2, name: "Simran" },*

*{ id: 3, name: "Aman" }*

*];*

3. Make a Table in JSX :-

-Basic table structure:

<table>

<thead>

<tr>

<th>ID</th>

<th>Name</th>

</tr>

</thead>

<tbody>

{/\* Data rows will come here \*/}

</tbody>

</table>

4.Use map() Function for Looping :-

- map() loops over array items and returns JSX for each.

Example:

<tbody>

{students.map((item) => (

<tr key={item.id}>

<td>{item.id}</td>

<td>{item.name}</td>

</tr>

))}

</tbody>

=> key={item.id} is a unique key for React list items.

**Full Example Code:**

import React from "react";

function App() {

*// Array of students*

const students = [

{ id: 1, name: "Raj" },

{ id: 2, name: "Simran" },

{ id: 3, name: "Aman" }

];

*// Table and map() loop*

return (

<div>

<h1>Students List</h1>

<table border={1}>

<thead>

<tr>

<th>ID</th>

<th>Name</th>

</tr>

</thead>

<tbody>

*{/\* Loop through students array \*/}*

{students.map((item) => (

<tr key={item.id}>

<td>{item.id}</td>

<td>{item.name}</td>

</tr>

))}

</tbody>

</table>

</div>

);

}

export default App;

**OUTPUT:**

![](data:image/png;base64,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)

1. **Reuse Component :-**

Make the **Student.jsx** Component (as a Table Row)

**Student.jsx :-**

*function Student(props) {*

*return (*

*<tr>*

*<td>{props.id}</td>*

*<td>{props.name}</td>*

*<td>{props.city}</td>*

*</tr>*

*);*

*}*

*export default Student;*

Use **map()** in **App.jsx** to Render Table Rows

**App.jsx :-**

import Student from "./Student";

function App() {

*//1. Array of student objects*

const students = [

{ id: 1, name: "Raj", city: "Delhi" },

{ id: 2, name: "Simran", city: "Noida" },

{ id: 3, name: "Aman", city: "Bharuch" },

];

return (

<div>

<h1>Student List (in Table)</h1>

*{/\*2. Table Header \*/}*

<table border="1" cellPadding="10" cellSpacing="0">

<thead>

<tr>

<th>ID</th>

<th>Name</th>

<th>City</th>

</tr>

</thead>

*{/\* Table Body \*/}*

<tbody>

*{/\* 3. Render Student component in loop \*/}*

{students.map((student) => (

<Student

key={student.id}

id={student.id}

name={student.name}

city={student.city}

/>

))}

</tbody>

</table>

</div>

);

}

export default App;

1. **Nested Looping :-**

import React from 'react';

*// Sample 2D array (array of arrays)*

const data = [

['A1', 'A2', 'A3'],

['B1', 'B2', 'B3'],

['C1', 'C2', 'C3']

];

*// Component for inner loop item*

function InnerItem({ item }) {

*// Render a single item with some margin for spacing*

return <span style={{ margin: '5px' }}>{item}</span>;

}

*// Component for outer loop row*

function OuterRow({ row }) {

return (

<div>

{

*// Inner loop: map through each element in the row*

row.map((item, idx) => (

*// Render InnerItem component for each element*

<InnerItem key={idx} item={item} />

))

}

</div>

);

}

*// Main component that contains nested loops*

export default function NestedLoopExample() {

return (

<div>

{

*// Outer loop: map through each row in the data array*

data.map((row, idx) => (

*// Render OuterRow component for each row*

<OuterRow key={idx} row={row} />

))

}

</div>

); }

1. **Hooks in React :-**
2. What are Hooks ?

- **Hooks are functions in React that let us use state and other features in functional components.**

- Before Hooks, only class components could have state and lifecycle methods.

1. Why We Need Hooks?

because of:

- Earlier, only class components could handle state.

- Hooks make function components powerful and cleaner.

- They help us reuse logic easily using custom hooks.

1. History of Hooks :-

- **Introduced in React v16.8 (February 2019)**

- Announced at **React Conf 2018**

- Designed to bring state and other React features (like context, lifecycle features) to functional components.

- React team introduced them to **simplify complex class components** and improve code reusability.

1. Some Common Hooks :-

| **Hook Name** | **Use** |
| --- | --- |
| **useState** | *For adding state in function components* |
| **useEffect** | *For side effects (API calls, subscriptions)* |
| **useContext** | *To use React Context API* |
| **useRef** | *To reference DOM elements or store mutable values* |
| **useMemo** | *For memoizing expensive calculations* |
| **useCallback** | *Memoizes callback functions* |
| **useReducer** | *For complex state management (like Redux)* |
| **useLayoutEffect** | *Similar to useEffect but fires synchronously* |
| **useImperativeHandle** | *Customizing instance values exposed by ref* |

1. How to Identify Hooks?

Hooks are JavaScript functions whose names start with **use**

**Example:** useState, useEffect, useContext

**Custom hooks** also **must start** with **use** -> useFetchData(), useAuth(), etc.

Rules for using hooks:

Call Hooks **at the top level** of your function (not inside loops, conditions, or nested functions)

Only call Hooks from:

- **React function components**

- **Custom hooks**

1. **useEffect Hook :-**

1.What is the use of useEffect?

- useEffect is a React Hook used to **handle side effects** in a function component.

- Side effects: things **like API calls, setting timers, updating DOM, or changing state after render**.

- It runs **after every render by default.**

2.What Example Will We Take for This?

Simple Example:

- Changing the document title when a button is clicked.

- Fetching data from an API when a component mounts.

1. Syntax of useEffect :-

*useEffect(() => {*

*// your code here (side effect)*

*}*, *[dependencies]);*

-> The **first argument** is a callback function.

-> The **second argument** is an array of dependencies.

1. Handling Dependancy :-

useEffect(() => {

console.log("Runs every time");

}); // no dependency

useEffect(() => {

console.log("Runs only once");

}, []); // empty dependency

useEffect(() => {

console.log("Runs when 'count' changes");

}, [count]); // single state

useEffect(() => {

console.log("Runs when 'count' or 'value' changes");

}, [count, value]); // multiple states

useEffect(() => {

console.log("Runs when 'name' prop changes");

}, [name]); // prop dependency

1. useEffect with State:-

Example:

import React, { useState, useEffect } from 'react';

function Counter() {

const [count, setCount] = useState(0);

useEffect(() => {

console.log("Count changed:", count);

}, [count]);

return (

<div>

<button onClick={() => setCount(count + 1)}>Click {count}</button>

</div>

);

}

1. useEffect with Props :-

**Example:**

function WelcomeMessage({ name = "xyz" }) {

useEffect(() => {

console.log("Name changed:", name);

}, [name]);

return <h1>Welcome {name}</h1>;

}

Here, useEffect runs when the name prop changes.

1. **Component life Cycle :-**

1.What is Human Life Cycle?

A human life cycle is the series of stages a person goes through in life:

**Born** → **Grows** → **Lives** → **Dies**

2. What is Component Life Cycle in React?

A component life cycle is the series of stages a React component goes through:

**Mounting** → **Updating** → **Unmounting**

1. Phase of life cycle :-

| **Phase** | **Description** |
| --- | --- |
| **Mounting** | When the component is being created and inserted into the DOM |
| **Updating** | When the component is updated (state or props changes) |
| **Unmounting** | When the component is removed from the DOM |

1. How to Use useEffect to Handle Life Cycle?

| **Life Cycle Phase** | **How to Handle it with useEffect** |
| --- | --- |
| **Mounting** | useEffect(() => { /\* code \*/ }, []) |
| **Updating** | useEffect(() => { /\* code \*/ }, [state/props]) |
| **Unmounting** | useEffect(() => { return () => { /\* cleanup code \*/ } }, []) |

import React, { useState, useEffect } from 'react';

function Demo() {

const [count, setCount] = useState(0);

*// Mounting*

useEffect(() => {

console.log("Component Mounted");

}, []);

*// Updating (on count change)*

useEffect(() => {

console.log("Count updated:", count);

}, [count]);

*// Unmounting*

useEffect(() => {

return () => {

console.log("Component will unmount");

};

}, []);

return (

<div>

<button onClick={() => setCount(count + 1)}>Click {count}</button>

</div>

);

}

1. **useRef Hook In React**

1.What is useRef Hook in React?

**useRef** is a React Hook that lets you persist a mutable value across renders **without causing a re-render when you change it**.

**Typical use cases:**

- Storing a reference to a DOM element.

- Storing mutable variables that don’t trigger re-renders.

- Keeping track of previous values.

2.Control an Input Field using useRef Hook :-

You can use **useRef** to directly access an input DOM node and control its value without using state.

**Example :**

function InputControl() {

const inputRef = useRef(null);

const handleClick = () => {

// set input value

inputRef.current.value = "Hello, this is useRef!";

inputRef.current.style.color ="Blue" ;

// focus the input

inputRef.current.focus();

};

return (

<div>

<input type="text" ref={inputRef} placeholder="Enter Your Name:" />

<button onClick={handleClick}>Set Text & Focus</button>

</div>

);

}

export default InputControl;

1. **Uncontrolled Compoent**

1.What is an Uncontrolled Component in React?

In React, a form component is **uncontrolled** when the form data is handled by the **DOM itself** rather than React state.

You access the form value using **refs** or **document query selectors** instead of React’s useState.

In short:

-> Data is handled by the DOM.

-> You read the data when needed (for example, when submitting a form).

2.Make an Uncontrolled Component with querySelector

You can directly use **document.querySelector** to grab the DOM element and get its value — which is technically possible, though it's not the "React way". It works fine in small cases.

**Example:**

import React from 'react';

function UncontrolledWithQuerySelector() {

const handleSubmit = (e) => {

e.preventDefault();

const inputValue = document.querySelector('#myInput').value;

alert('Input Value: ' + inputValue);

};

return (

<form onSubmit={handleSubmit}>

<input type="text" id="myInput" />

<button type="submit">Submit</button>

</form>

);

}

export default UncontrolledWithQuerySelector;

3.Make an Uncontrolled Component with useRef :-

This is the clean React way to make an uncontrolled component — using **useRef** to access the DOM input directly.

**Example:**

import React, { useRef } from 'react';

function UncontrolledWithUseRef() {

const inputRef = useRef(null);

const handleSubmit = (e) => {

e.preventDefault();

alert('Input Value: ' + inputRef.current.value);

};

return (

<form onSubmit={handleSubmit}>

<input type="text" ref={inputRef} />

<button type="submit">Submit</button>

</form>

);

}

export default UncontrolledWithUseRef;

1. **Pass a Function as Props in React**

**App.js :- (Parent Component)**

import React from 'react';

import Child from './Child';

function App() {

*// Function to pass as props*

const showMessage = () => {

alert('Hello from the Parent Component!');

};

return (

<div>

<h1>React Function as Props Example</h1>

<Child handleClick={showMessage} />

</div>

);

}

exportdefault App;

**Child.js :- (Child Component)**

import React from 'react';

function Child(props) {

return (

<div>

<button onClick={props.handleClick}>Click Me</button>

</div>

);

}

export default Child;

1. **forwardRef Hook**

1.What is forwardRef in React ?

- **forwardRef** is a React function that lets you pass a ref from a parent component to a child component’s DOM element.

**Normally, you can only attach ref to a DOM element, not to a function component directly.**

2.Why do we use forwardRef ?

- To let the **parent component control or access the DOM element inside the child component**.

**For example:**

- Focus an input

- Scroll a div

- Get value or size of an element

- Integrate with libraries needing DOM nodes

**CustomInput.jsx :-**

import React, { forwardRef } from "react";

function CustomInput(props, ref) {

return <input ref={ref} {...props} />;

}

export default forwardRef(CustomInput);

**App.jsx :-**

import React, { useRef } from "react";

import CustomInput from "./CustomInput";

function App() {

const inputRef = useRef();

const handleFocus = () => {

inputRef.current.focus();

};

return (

<div>

<CustomInput ref={inputRef} placeholder="Type here..." />

<button onClick={handleFocus}>Focus the Input</button>

</div>

);

}

export default App;

1. **useFormStatus**

1.What is useFormStatus in React?

- useFormStatus is a React hook introduced in React 18.2+ with the experimental React Server Components (RSC) API — specifically for handling form submission status inside a form action.

**It lets you easily check:**

- If the form is submitting

- Handle pending state

- Show loading indicators

- Disable inputs/buttons during submission

It works with React's <form action={someFunction}> method (React Server Actions).

**Example :**

import React from "react";

import { useFormStatus } from "react-dom";

function SubmitButton() {

const { pending } = useFormStatus();

return (

<button type="submit" disabled={pending}>

{pending ? "Submitting..." : "Submit"}

</button>

);

}

function App() {

async function handleFormSubmit(formData) {

*// simulate server-side work*

await new Promise((resolve) => setTimeout(resolve, 2000));

console.log("Form Data:", {

name: formData.get("name"),

email: formData.get("email"),

});

}

return (

<form action={handleFormSubmit}>

<div>

<label>Name:</label>

<input name="name" type="text" required />

</div>

<div>

<label>Email:</label>

<input name="email" type="email" required />

</div>

<SubmitButton />

</form>

);

}

export default App;

1. **useTransition Hooks**

**useTransition** is a React hook used to mark some state updates as non-urgent (low-priority), so the UI stays responsive for urgent updates like clicks, typing, etc.

It’s helpful when you have heavy or slow state updates (like filtering a big list) — and you don’t want them to block immediate interactions.

**Example :**

import { useTransition } from 'react';

const App = () => {

const [pending, setTransition] = useTransition(); // get pending state and setTransition function

const handleSubmit = () => {

setTransition(async () => {

await new Promise(res => setTimeout(res, 2000)); // simulate a 2 sec delay

});

}

return (

<div>

<h1>This is useTransition Example</h1>

<button disabled={pending} onClick={handleSubmit}>Submit</button>

{

pending?

<img src="https://upload.wikimedia.org/wikipedia/commons/b/b1/Loading\_icon.gif" alt="" />

:null

}

</div>

)

}

export default App;

1. **Lifting State up**

What is Lifting State Up in React?

- Lifting State Up means moving shared state from child components to their closest common parent component so both (or multiple) components can access and control it.

In React — state should live in the component that needs to control it, or the nearest common ancestor if multiple components need to share it.

Why Do We Lift State Up?

- To keep data consistent between components

- To allow sibling components to communicate

- To manage shared logic or values centrally

**Scenario:**

**Two components:**

InputBox → lets user type text

DisplayText → shows the text

Both need to access the same text state

**Exmaple :**

import React, { useState } from 'react';

function App() {

const [text, setText] = useState("");

return (

<div>

<InputBox text={text} setText={setText} />

<DisplayText text={text} />

</div>

);

}

function InputBox({ text, setText }) {

return <input value={text} onChange={(e) => setText(e.target.value)} />;

}

function DisplayText({ text }) {

return <p>{text}</p>;

}

export default App;

1. **useAction Hook**

- use to handle **from** in **Reactjs**

- It **updates state** based on the **results of a from action**

**Example :**

import { useActionState } from "react";

const Action = () => {

const handleSubmit = async(previousData, formData) =>{

let name = formData.get('name');

let password = formData.get('password');

await new Promise(res=>setTimeout(res,2000));

if(name && password){

return {data:'Data submitted',name,password};

}

else{

return{error:'Failed form',name,password};

}

}

const[data,action,pending] = useActionState(handleSubmit,undefined);

return (

<div>

<form action={action}>

<input defaultValue={data?.name} type="text" placeholder='Enter Name:' name='name' /><br /><br />

<input defaultValue={data?.password} type="text" placeholder='Enter Password' name='password' /><br /><br />

<button disabled={pending}>Submit Data</button><br />

{

data?.error && <span>{data?.error}</span>

}

{

data?.data && <span>{data?.data}</span>

}

</form>

<h2>Name:{data?.name}</h2>

<h2>Password:{data?.password}</h2>

</div>

)

}

export default Action;

1. **useID Hook**

1.What is useId Hook in React?

- useId is a built-in React Hook introduced in React 18.

Purpose:

It generates a unique, stable ID string that can be used for accessibility attributes like id, htmlFor, or linking elements inside the DOM (especially useful when rendering multiple components and needing unique IDs that stay the same between server and client rendering — useful in SSR/React hydration).

-> It's a stable unique ID for the life of the component.

2.How to Use useId

Syntax:

*const id = useId();*

**Example :**

*import React, { useId } from "react";*

*function NameForm() {*

*const nameInputId = useId();*

*return (*

*<div>*

*<label htmlFor={nameInputId}>Name:</label>*

*<input type="text" id={nameInputId} />*

*</div>*

*);*

*}*

*export default NameForm;*

1. **Fragement in ReactJs**

1.What is a Fragment in React?

- A Fragment is a special type of component in React that lets you group multiple elements without adding extra nodes to the DOM.

-> In normal cases, if you want to return multiple elements from a component, you have to wrap them inside a parent element like <div> — but sometimes you don’t want that extra <div> in your final HTML.

->That's where Fragments come in.

2. Why use Fragments? (Without issues) :-

Benefits / Avoid issues like:

- Avoid extra/empty <div> wrappers (called div soup).

- Keep the DOM clean and optimized.

- Maintain valid HTML structure.

- Helpful in cases like table rows (<tr>) where adding a parent <div> is invalid inside a table.

1. How to Use Fragments :-
2. React.Fragement ii) <>… </>

**Example :**

function Demo() {

return (

<div>

<h1>Hello</h1>

</div>

<div>

<p>This will cause an error</p>

</div>

);

}

1. **Context API in React**
2. What is context API ?

The **Context API** in React is a built-in way to **pass data through the component tree without having to pass props down manually at every level.**

It is useful for managing **global state** like user authentication status, themes, language settings, etc., that multiple components need to access.

2.How Does Context API Work?

It involves three main steps:

**Create Context**: Using **React.createContext()**

**Provide Context**:Using a **<Context.Provider>** to wrap the component tree and pass the data.

**Consume Context:** Using **useContext()** hook or Context.Consumer to access the data in child components.

**Example :**

import React, { createContext, useContext } from 'react';

// Step 1: Create Context

const UserContext = createContext();

// Step 2: Provide Context

const App = () => {

const user = { name: "John Doe", age: 25 };

return (

<UserContext.Provider value={user}>

<UserProfile />

</UserContext.Provider>

);

};

const UserProfile = () => {

// Step 3: Consume Context

const user = useContext(UserContext);

return (

<div>

<h1>Name: {user.name}</h1>

<h2>Age: {user.age}</h2>

</div>

);

};

export default App;

1. **Custom Hook**

1.What is a Custom Hook in React?

A custom hook is a JavaScript function whose name starts with use and that can call other hooks inside it.

Why Custom Hooks?

- To extract and reuse logic across multiple components.

- To keep components clean and separate logic concerns.

- To follow the DRY principle (Don’t Repeat Yourself).

They work just like built-in hooks (like useState, useEffect) but are made by you for your needs.

**useToggle.jsx :-**

import { useState } from 'react';

const useToggle = (initialValue = false) => {

const [value, setValue] = useState(initialValue);

const toggle = () => {

setValue(prev => !prev);

};

return [value, toggle];

};

export default useToggle;

**App.jsx :**

import React from 'react';

import useToggle from './useToggle';

const ToggleComponent = () => {

const [isVisible, toggleVisibility] = useToggle();

return (

<div style={{ padding: '20px' }}>

<button onClick={toggleVisibility}>

{isVisible ? 'Hide' : 'Show'} Text

</button>

{isVisible && <p>This text is toggled!</p>}

</div>

);

};

export default ToggleComponent;

1. **React Router**

1.What is React Router?

- React Router is a popular routing library for React applications. It allows your app to have multiple pages (routes) with navigation between them — all without a full page reload. It controls what should be displayed on the screen based on the current URL.

**Example:**

If your app has:

/home → shows the Home component

/about → shows the About component

React Router helps manage this smoothly using a component-based approach.

2. How to Install React Router (React 19 compatible)

React 19 uses the same router package as React 18 — the latest version is React Router DOM v6.

Install with npm:

*npm i react-router*

Install react-router :-

*npm install react-router-dom*

**Example :**

import { BrowserRouter, Link, Route, Routes } from 'react-router-dom';

function Home() {

return <h2> Home Page</h2>;

}

function About() {

return <h2>About Page</h2>;

}

function App() {

return (

**<BrowserRouter>**

<nav>

<Link to="/">Home</Link> | <Link to="/about">About</Link>

</nav>

**<Routes>**

<**Route** path="/" element={<Home />} />

<**Route** path="/about" element={<About />} />

**</Routes>**

**</BrowserRouter>**

);

}

export default App;

**Summary :**

**- <BrowserRouter /> :-** This component enables client-side routing using browser’s history.

**- <Routes /> :-** It’s responsible for rendering the appropriate component based on the current URL.

- **< Route /> :-** Each route component defines a path and the corresponding component to render when that path is matched.

- **< Link /> :-**  A Link for navigate from 1 page to other page

1. **Page not found and 404 Page and Redirection**

1.What is a 404 Page?

A 404 page is a special page shown to users when they visit a URL route in your app that doesn’t exist.

In React Router, you typically handle this with a Route using a wildcard path \* to catch any undefined routes.

2.Make a Route for 404 Page :-

In your <Routes> list, the wildcard path="\*" will catch all unmatched URLs and render your 404 page component.

3.Example:

import { Route, Routes } from "react-router";

import About from "./about";

import Home from "./Home";

import Login from "./Login";

import Nav from "./Nav";

import NotFound from "./NotFound";

function App() {

return (

<>

<Nav />

<Routes>

<Route path="/" element={<Home />}/>

<Route path="/about" element={<About />} />

<Route path="/login" element={<Login />} />

<Route path="\*" element={<NotFound />} />

</Routes>

</>

);

}

export default App;

4.Redirect From 404 (Optional) :-

If instead of showing a custom page, you want to automatically redirect to Home or another page when a wrong URL is hit — you can use Navigate.

**Example: Redirect to / when route is not found :-**

import { Navigate } from 'react-router-dom'

<Route path="\*" element={<Navigate to="/" />} />

1. **Nested Navigation with React router Example**

1.What is Nested Navigation?

- Nested Navigation means having sub-routes (child routes) inside a main route.

For example:

***/about/team***

***/about/contact***

Both are pages under the /about section.

In React Router v6+, this is done by nesting <Route> inside a parent route’s element which includes an <Outlet /> — a placeholder where the child pages will render.

Example :

import { Link, Outlet } from 'react-router-dom'

function About() {

return (

<div className="p-5">

<h1 className="text-3xl font-bold mb-4">About Page</h1>

<nav className="flex space-x-4 mb-4">

<Link to="team" className="text-blue-500 underline">Team</Link>

<Link to="contact" className="text-blue-500 underline">Contact</Link>

</nav>

<Outlet /> {/\* Renders nested route content here \*/}

</div>

)

}

export default About

App.jsx :

<Route path="/about" element={<About />}>

<Route path="team" element={<Team />} />

<Route path="contact" element={<Contact />} />

</Route>

1. **Layout and Index Routes**

1.What is a Layout Route?

- A Layout Route is a React Router route that renders common layout content for a group of child routes — like a shared navbar, footer, sidebar, etc.

- It uses an <Outlet /> component as a placeholder where the child routes render their specific content.

Example:

function Layout() {

return (

<div>

<Navbar />

<Outlet />

<Footer />

</div>

)

}

2.What is an Index Route?

- An Index Route is like the "default child route" inside a parent route.

When you visit a parent path (like /about), the index route’s element renders inside the parent’s <Outlet />.

It’s defined by adding index to the <Route>.

**Example:**

*<Route path="/about" element={<About />}>*

*<Route index element={<AboutWelcome />} />*

*<Route path="team" element={<Team />} />*

*</Route>*

**Visiting /about shows <AboutWelcome />**

**Visiting /about/team shows <Team />**

3. Why do we use these?

**i )Layout Route:**

- To avoid repeating navbar/footer/sidebar code in every page.

- To provide a common structure for nested routes.

**ii) Index Route:**

- To display a default page when visiting a parent path (like /about), before clicking to a nested page.

**4.What is a Route Prefix?**

- A route prefix is basically when a route path includes a parent path, and its child routes inherit that prefix in their URLs.

For example:

*<Route path="about" element={<About />}>*

*<Route path="team" element={<Team />} />*

*</Route>*

**Here:**

- /about is the parent route

- /about/team is the prefixed child route

1. **Dynamic Routes**

1.What is a Dynamic Route?

- A dynamic route is a route where part of the URL is a variable or parameter, often represented by a colon : in the path.

**Example:**

*<Route path="user/:id" element={<UserDetail />} />*

Here :id is a placeholder for a dynamic value (like a user’s id).

2.Make a User List Page :-

**UserList.jsx**

*import { Link } from "react-router-dom";*

*function UserList() {*

*const users = [*

*{ id: 1, name: "John Doe" },*

*{ id: 2, name: "Alice Smith" },*

*{ id: 3, name: "Bob Johnson" }*

*];*

*return (*

*<div>*

*<h2 className="text-2xl">User List</h2>*

*<ul className="space-y-2 mt-4">*

*{users.map((user) => (*

*<li key={user.id}>*

*<Link to={`/user/${user.id}`} className="text-blue-500 underline">*

*{user.name}*

*</Link>*

*</li>*

*))}*

*</ul>*

*</div>*

*);*

*}*

*export default UserList;*

**3. UserDetail.jsx**

*import { useParams } from "react-router-dom";*

*function UserDetail() {*

*const { id } = useParams();*

*return (*

*<div>*

*<h2 className="text-2xl">User Detail</h2>*

*<p className="mt-2">Showing details for user ID: {id}</p>*

*</div>*

*);*

*}*

*export default UserDetail;*

**Set Up Dynamic Routing :-**

import { Routes, Route } from "react-router-dom";

import Nav from "./Nav";

import Home from "./Home";

import UserList from "./UserList";

import UserDetail from "./UserDetail";

import NotFound from "./NotFound";

function App() {

return (

<Routes>

<Route path="/" element={<Nav />}>

<Route index element={<Home />} />

<Route path="users" element={<UserList />} />

<Route path="user/:id" element={<UserDetail />} />

<Route path="\*" element={<NotFound />} />

</Route>

</Routes>

);

}

export default App;

1. **Optional Segment**

1.What is an Optional Segment?

- An optional segment is a part of a URL path that might or might not be present.

- In React Router, optional segments are handled with multiple routes because it doesn’t directly support optional segments with a ? like some routers — but you can easily achieve it using nested or multiple route definitions.

2. Static Optional Segment

- A static optional segment means you might optionally include a static part of the URL.

**Example:**

*<Route path="profile" element={<Profile />} />*

*<Route path="profile/settings" element={<Settings />} />*

- /profile → shows Profile

- /profile/settings → shows Settings

Both work because settings is an optional extension to the static profile path.

3.Dynamic Optional Segment :-

- A dynamic optional segment would be a parameter like an id or slug that might or might not be present.

- Since React Router v6 doesn’t allow syntax like :id? directly in the path, the best practice is to create two separate routes:

***Example:***

*<Route path="product" element={<ProductList />} />*

*<Route path="product/:id" element={<ProductDetail />} />*

- /product → shows ProductList

- /product/123 → shows ProductDetail with id = 123

**Then in your navigation:**

*<Link to="/product">All Products</Link>*

*<Link to="/product/101">Product 101</Link>*

And in **ProductDetail.jsx:**

import { useParams } from "react-router-dom";

function ProductDetail() {

const { id } = useParams();

return (

<div>

<h2>Product Detail</h2>

<p>{id ? `Product ID: ${id}` : "No product selected."}</p>

</div>

);

}

1. **NavLink and Active class**

1.What is NavLink?

- NavLink is a special version of the Link component in React Router that can apply a specific style or class when the link is active (matches the current URL).

It’s mainly used for navigation menus, tabs, or anywhere you want to visually indicate which page you're currently on.

1. Difference Between Link vs NavLink :-
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3.Apply Active Class with NavLink

- You can use the className prop as a function to dynamically apply an active class.

**Example:**

import { NavLink } from 'react-router-dom';

function Nav() {

return (

<nav className="flex space-x-6 p-5 shadow-md">

<NavLink

to="/"

className={({ isActive }) =>

isActive ? "text-orange-500 font-bold" : "text-gray-800"

}

>

Home

</NavLink>

<NavLink

to="/about"

className={({ isActive }) =>

isActive ? "text-orange-500 font-bold" : "text-gray-800"

}

>

About

</NavLink>

</nav>

);

}

export default Nav;

isActive is a boolean that React Router passes to the className function — you can use it to conditionally apply your styles.

1. **API in React**
2. what is API ?

- Application Programming Interface.

- we need data form DB when making projects.

- But JS can not connect with Database.

- So we make API in other language as Java, PHP, or node etc.

**Think of it like a waiter at a restaurant:**

- You (the client) place your order (request)

- The waiter (API) takes it to the kitchen (server)

- The kitchen prepares your food (data)

- The waiter brings it back to you (response)

**Example of API with JSON data :**

*{*

*"location": {*

*"name": "London",*

*"country": "UK"*

*},*

*"current": {*

*"temp\_c": 16,*

*"condition": {*

*"text": "Partly cloudy"*

*}*

*}*

*}*

1. **Fetch Data from API**
2. API methods :-
3. **GET** : To fetch data from a server
4. **POST** : To send new data to the server
5. **PUT** : To update existing data on the server
6. **PATCH**  : To partially update existing data
7. **DELETE** : To delete data from the server

2.Integrate API (React + fetch()) :-

*import { useEffect, useState } from "react";*

*const Api = () => {*

*const [userData, setUserData] = useState([]);*

*useEffect(() => {*

*// Fetch the user data when component mounts*

*getUserData();*

*}, []);*

*const getUserData = async () => {*

*try {*

*const url = "https://jsonplaceholder.typicode.com/users";*

*const response = await fetch(url);*

*const data = await response.json();*

*setUserData(data);*

*} catch (error) {*

*console.error("Error fetching data:", error);*

*}*

*};*

*return (*

*<div className="p-5">*

*<h2 className="text-2xl font-bold mb-4">User List</h2>*

*<ul>*

*{userData.length > 0 ? (*

*userData.map((user) => (*

*<li key={user.id} className="mb-2">*

*<strong>{user.name}</strong> ({user.email})*

*</li>*

*))*

*) : (*

*<p>Loading users...</p>*

*)}*

*</ul>*

*</div>*

*);*

*};*

*export default Api;*