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**Aim**: To implement String Matching Algorithm (Rabin- Karp and Naïve)

**Algorithm:**

1. Rabin Karp

RABIN-KARP-MATCHER (T, P, d, q)

1. n ← length [T]

2. m ← length [P]

3. h ← dm-1 mod q

4. p ← 0

5. t0 ← 0

6. for i ← 1 to m

7. do p ← (dp + P[i]) mod q

8. t0 ← (dt0+T [i]) mod q

9. for s ← 0 to n-m

10. do if p = ts

11. then if P [1.....m] = T [s+1.....s + m]

12. then "Pattern occurs with shift" s

13. If s < n-m

14. then ts+1 ← (d (ts-T [s+1]h)+T [s+m+1])mod q

1. Naïve

NAIVE-STRING-MATCHER (T, P)

1. n ← length [T]

2. m ← length [P]

3. for s ← 0 to n -m

4. do if P [1.....m] = T [s + 1....s + m]

5. then print "Pattern occurs with shift" s

**Code:**

**Naïve Approach:**

#include <bits/stdc++.h>

using namespace std;

void naiveSearch(string pattern, string text)

{

    int patternLength = pattern.length();

    int textLength = text.length();

    int i, j;

    for (i = 0; i <= textLength - patternLength; i++) {

        for (j = 0; j < patternLength; j++) {

            if (text[i + j] != pattern[j])

                break;

        }

        if (j == patternLength)

            cout << "\nPattern found at index " << i << endl;

    }

}

int main()

{

    string text;

    string pattern;

   cout<<"\nEnter the string :";

   getline(cin, text);

   cout<<"\nEnter the pattern you want to search :";

   getline(cin, pattern);

    naiveSearch(pattern, text);

    cout<<endl;

    return 0;

}

**Rabin Karp:**

#include <stdio.h>

#include <string.h>

#define d 256  // Number of possible characters in the input alphabet

#define q 101  // A prime number used for hashing

int rabin\_karp(char\* text, char\* pattern) {

    int text\_length = strlen(text);

    int pattern\_length = strlen(pattern);

    int i, j;

    int pattern\_hash = 0;  // Hash value for the pattern

    int text\_hash = 0;  // Hash value for the current text window

    int h = 1;  // Used to calculate hash values for the text windows

    // Calculate the value of h as (d^(m-1)) % q

    for (i = 0; i < pattern\_length - 1; i++) {

        h = (h \* d) % q;

    }

    // Calculate the hash value for the pattern and the first window of text

    for (i = 0; i < pattern\_length; i++) {

        pattern\_hash = (d \* pattern\_hash + pattern[i]) % q;

        text\_hash = (d \* text\_hash + text[i]) % q;

    }

    // Slide the window of text over the input text one character at a time

    for (i = 0; i <= text\_length - pattern\_length; i++) {

        // Check if the hash values of the current window of text and the pattern match

        if (text\_hash == pattern\_hash) {

            // Check if the characters in the current window of text and the pattern match

            for (j = 0; j < pattern\_length; j++) {

                if (text[i+j] != pattern[j]) {

                    break;

                }

            }

            // If the characters match, we have found a match

            if (j == pattern\_length) {

                return i;

            }

        }

        // Calculate the hash value for the next window of text

        if (i < text\_length - pattern\_length) {

            text\_hash = (d \* (text\_hash - text[i] \* h) + text[i+pattern\_length]) % q;

            // Make sure the hash value is positive

            if (text\_hash < 0) {

                text\_hash += q;

            }

        }

    }

    // If we get here, no match was found

    return -1;

}

int main() {

    char text[1000], pattern[1000];

    // Get input from the user

    printf("Enter the text: ");

    fgets(text, 1000, stdin);

    printf("Enter the pattern to search for: ");

    fgets(pattern, 1000, stdin);

    // Remove the newline character at the end of the strings

    text[strcspn(text, "\n")] = 0;

    pattern[strcspn(pattern, "\n")] = 0;

    // Call the Rabin-Karp algorithm and print the result

    int result = rabin\_karp(text, pattern);

    if (result == -1) {

        printf("Pattern not found in text.\n");

    } else {

        printf("Pattern found in text starting at index %d.\n", result);

    }

    return 0;

}

**Output:**

**Naïve Approach:**

![Text

Description automatically generated with medium confidence](data:image/png;base64,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)

**Rabin Karp:**
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**Conclusion:** Successfully wrote a program to implement Rabin Karp and Naïve Approach for string matching algorithm.