## Java Interface

An interface in Java is a blueprint of a behaviour. A Java interface contains static constants and abstract methods.

**Key Properties of Interface:**

* The interface in Java is a mechanism to achieve [abstraction](https://www.geeksforgeeks.org/abstraction-in-java-2) and [multiple inheritance](https://www.geeksforgeeks.org/java-and-multiple-inheritance/) in Java.
* By default,**variables in an interface are public, static, and final.**
* It **supports loose coupling** (classes depend on behavior, not implementation).

**Note:** In Java, the [**abstract keyword**](https://www.geeksforgeeks.org/abstract-keyword-in-java/) applies only to classes and methods, indicating that they cannot be instantiated directly and must be implemented. When we decide on a type of entity by its behaviour and not via attribute we should define it as an interface.

A class that implements an interface must implement all the methods declared in the interface otherwise that class has to be declared abstreact. To implement the interface, use the implements keyword.

**When to Use Class and Interface?**

* **Use a Class when**:
  + Use a class when you need to represent a real-world entity with attributes (fields) and behaviors (methods).
  + Use a class when you need to create objects that hold state and perform actions.
* **Use a Interface when:**
  + Use an interface when you need to define a contract for behavior that multiple classes can implement.
  + Interface is ideal for achieving abstraction and multiple inheritance.

## Multiple Inheritance in Java Using Interface

Multiple Inheritance is an OOPs concept that can't be implemented in Java using classes. But we can use multiple inheritances in Java using Interface

## New Features Added in Interfaces in JDK 8

There are certain features added to Interfaces in JDK 8 update mentioned below:

### 1. Default Methods

* Interfaces can define methods with default implementations.
* Useful for adding new methods to interfaces without breaking existing implementations.

**Example:**

// interfaces can have methods from JDK 1.8 onwards  
interface TestInterface {  
 final int *a* = 10;  
  
 default void display() {  
 System.*out*.println("hello");  
 }  
}  
  
// A class that implements the interface.  
class TestClass implements TestInterface {  
 // Driver Code  
 public static void main (String[] args) {  
 TestClass t = new TestClass();  
 t.display();  
 }  
}  
  
Output hello

### *2.*Static Methods

* These methods are called directly using the interface name and are not inherited by implementing classes.

**Example:**

interface TestInterface {  
 final int *a* = 10;  
 static void display()  
 {  
 System.*out*.println("hello");  
 }  
}  
  
// A class that implements the interface.  
class TestClass implements TestInterface {  
 // Driver Code  
 public static void main (String[] args)  
 {  
 TestInterface.*display*();  
 }  
}  
  
Output hello

### 3. Private Methods(Since java 9)

* Private methods are defined within the interface but it cannot be accessed by the implementing classes.

**Example:**

interface Vehicle {  
 // Private method for internal use  
 private void startEngine() {  
 System.*out*.println("Engine started.");  
 }  
  
 // Default method that uses the private method  
 default void drive() {  
 // Calls the private method  
 startEngine();  
 System.*out*.println("Vehicle is now driving.");  
 }  
}  
  
class Car implements Vehicle {  
 // Car class implements Vehicle interface and inherits the default method 'drive'  
}  
  
public class Main {  
 public static void main(String[] args) {  
 Car car = new Car();  
 // This will call the default method, which in turn calls the private method  
 car.drive();  
 }  
}  
  
Output  
Engine started.

Vehicle is now driving.

### 4. Functional Interface

**A functional interface in Java is an interface that contains only one abstract method. Functional interfaces can have multiple default or static methods, but only one abstract method.**[**Runnable**](https://www.geeksforgeeks.org/runnable-interface-in-java/)**,**[**ActionListener**](https://www.geeksforgeeks.org/java-actionlistener-in-awt/)**, and**[**Comparator**](https://www.geeksforgeeks.org/comparator-interface-java/)**are common examples of Java functional interfaces.**

* Functional interfaces can be used with lambda expressions or method references.
* The**@FunctionalInterface annotation** can be used to indicate that an interface is a functional interface, although it’s optional.

**Example**

@FunctionalInterface  
interface MyFunctionalInterface {  
 void singleAbstractMethod();  
}

public class Geeks {  
  
 public static void main(String[] args) {  
  
 // Using lambda expression   
 // to implement Runnable  
 new Thread(() -> System.*out*.println("New thread created")).start();  
 }  
}

## Interface vs abstract class

| **Feature** | **Interface** | **Abstract Class** |
| --- | --- | --- |
| Multiple inheritance | ✅ Supported | ❌ Not supported |
| Constructors | ❌ Not allowed | ✅ Allowed |
| Access Modifiers | Only public methods | Can have any access modifier |
| Fields | public static final only | Can have any type of field |
| Methods | abstract, default, static | abstract and concrete |

## Extending Interfaces

One interface can inherit another by the use of keyword extends. When a class implements an interface that inherits another interface, it must provide an implementation for all methods required by the interface inheritance chain.

*In general, the development process is step by step:*

***Level 1*** *- interfaces: It contains the service details.****Level 2*** *- abstract classes: It contains partial implementation.****Level 3*** *- implementation classes: It contains all implementations.****Level 4*** *- Final Code / Main Method: It have access of all interfaces data.*

**Example:**

// implementation Level wise  
import java.io.\*;  
import java.lang.\*;  
import java.util.\*;  
  
// Level 1  
interface Bank {  
 void deposit();  
 void withdraw();  
 void loan();  
 void account();  
}  
  
 // Level 2  
 abstract class Dev1 implements Bank {  
 public void deposit()  
 {  
 System.*out*.println("Your deposit Amount :" + 100);  
 }  
 }  
  
 abstract class Dev2 extends Dev1 {  
 public void withdraw()  
 {  
 System.*out*.println("Your withdraw Amount :" + 50);  
 }  
 }  
  
 // Level 3  
 class Dev3 extends Dev2 {  
 public void loan() {}  
 public void account() {}  
 }  
  
 // Level 4  
 class Main  
 {  
 public static void main(String[] args)  
 {  
 Dev3 d = new Dev3();  
 d.account();  
 d.loan();  
 d.deposit();  
 d.withdraw();  
 }  
 }  
  
 Try it on GfG Practice  
  
  
  
 Output  
 Your deposit Amount :100  
 Your withdraw Amount :50

* **Runnable: This interface only contains the**[**run()**](https://www.geeksforgeeks.org/run-method-in-java-thread/)**method.**
* **Comparable: This interface only contains the compareTo() method.**
* **ActionListener: This interface only contains the actionPerformed() method.**
* **Callable: This interface only contains the call() method.**

## New Features Added in Interfaces in JDK 9

From Java 9 onwards, interfaces can contain the following also:

1. Static methods
2. Private methods
3. Private Static methods

* Inside the Interface not possible to declare instance variables because by default variables are **public static final.**
* Inside the Interface, constructors are not allowed.
* From JDK 8, interfaces can have a main method for execution
* Interfaces can declare static, final, and private methods starting from JDK 8 and JDK 9.

## Marker Interface

In Java, a **marker Interface is an empty interface that has no fields or methods.** It is used just to mark or tag a class and act as metadata to provide information about the class that this class should be treated differently. Examples of marker interfaces include **Serializable, Cloneable, and Remote Interfaces.**

## Nested Interface in Java

In Java, we can declare **interfaces** as members of a class or another interface. Such an interface is called a **member interface or nested interface.**

* A nested interface can be declared public, protected, package-private (default), or private. But if we put an interface inside another interface, it is automatically public and static, it simply means that we do not need to add public or static ourselves.
* A top-level interface (not nested) can only be declared as public or package-private (default). It cannot be declared as protected or private.

**Refer to the article**: [Access Modifiers for Classes or Interfaces in Java](https://www.geeksforgeeks.org/access-modifiers-for-classes-or-interfaces-in-java/) for more details.

**Declaration of Nested Interface**

The declaration of the nested interface is:

interface i\_first{  
 interface i\_second{   
...  
 }  
}

When implementing a nested interface, we refer to it as**i\_first.i\_second**, where **i\_first**is the name of the interface in which the interface is nested, and **i\_second** is the interface's name.

There is another nested interface which is nested inside a class its syntax is as follows:

class c\_name{  
 interface i\_name{  
...  
 }  
}

When implementing a nested interface, we refer to it as **c\_name.i\_name**, where **c\_name** is the name of the class in which the interface is nested and **i\_name** is the interface's name.

**Example 1**: Let us have a look at the following code:

// Parent Class  
class Parent {  
  
 // Nested Interface  
 interface Test {  
 void show();  
 }  
}  
  
// Child Class  
class Child implements Parent.Test {  
 public void show()  
↔  
  
 Output  
 show method of interface

**Explanation**: The access specifier of the nested interface **Test** is package-private (default) since no access modifier is specified. We can also assign public, protected, or private access specifiers to nested interfaces inside a class.

**Example 2**: Below is an example of protected Nested Interface.

protected interface Test {  
 void show();  
}  
}  
  
class Child implements Parent.Test {  
 public void show(){  
 System.*out*.println("show method of interface");  
 }  
}  
  
Output  
show method of interface

**Explanation**: In the above example, if we change the access specifier to private, it will cause a compilation error because the derived class **Child** tries to access a private interface.

### Interface Nested Inside Another Interface

An interface can be declared inside another interface also. We mention the interface as **Parent.Test**where Parent is the name of the interface in which it is nested and Test is the name of the interface to be implemented.

**Example 1:**

// Nested Interface-Interface  
interface Parent {  
 interface Test {  
 void show();  
 }  
}  
  
class Child implements Parent.Test {  
 public void show() {  
 System.*out*.println("show method of interface");  
 }  
}  
↔  
  
Output  
show method of interface

**Explanation**: In the above example, when we put an interface inside another interface it is automatically **public and static** even if we do not write public and if we try to make it private and protected, the compiler will give an error. Everything inside an interface is always considered public by default.

**Example 2:**

{...}  
interface Parent {  
 protected interface Test {  
 void show();  
 }  
}  
  
class Child implements Parent.Test {  
 public void show()  
 {  
 System.*out*.println("show method of interface");  
 }  
}  
  
 {...}

**Output:**

![Output](data:image/png;base64,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)

**Example 3: before jdk 8 by anonymous call.**

// Nested interface  
public interface NestedInterface {  
 public void nestedMethod();  
}  
  
public static void main(String[] args)  
{  
 // Implement nested interface  
 NestedInterface nested = new NestedInterface() {  
 public void nestedMethod()  
 {  
 System.*out*.println(  
 "Hello from nested interface!");  
 }  
 };  
  
 // Call nested interface method  
 nested.nestedMethod();  
}  
}  
  
Output  
Hello from nested interface!

**Explanation**: In this example, we have a nested interface **NestedInterface**inside the outer class. We then implement the interface using an anonymous inner class in the main method and call its method **nestedMethod()**. This is just one way to use nested interfaces in Java.

### Uses of Nested Interfaces

In Java, nested interfaces can be used for a variety of purposes, including:

* When we put one interface inside another interface it makes the code more organized and easy to understand as well.
* If we nest an interface inside a class, it limits where that interface can be used. This helps keep our code safer and reduces the chances because the interface won’t be accessible everywhere.
* Nested interfaces are great for callbacks. This means one object can pass itself to another, and the second object can call a method defined inside the nested interface.
* By using nested interfaces, we can set up a contract. Different classes can follow this contract by implementing the same interface but with their own versions

## ✅ Core Conceptual Questions

**1. What is an interface in Java? How is it different from an abstract class?**

* No constructor in interface
* Multiple inheritance support
* default, static methods in interfaces
* Use-cases: API contracts, strategy pattern, etc.

**2. What is the difference between implements and extends when working with interfaces and classes?**

**Answer:**

* A class implements an interface to provide concrete behavior.
* A class extends another class (single inheritance).
* An interface extends another interface to inherit and extend behavior.

interface A {}  
interface B extends A {}  
class C {}  
class D extends C implements A {}

**3. What are default methods in interfaces? Why were they introduced in Java 8?**

* How do they solve the **diamond problem**? – by providing default implementations
* Can you override default methods? - yes
* How to call specific interface’s default method from the subclass?- by interfaceName.super.methodName()

**4. Can you have private methods in interfaces? If yes, what is the use case?**

**Answer:**  
Yes, since Java 9, interfaces can have private methods. These are used to:

* Refactor common logic among default or static methods.
* Improve code readability without exposing helper methods to implementing classes.

**5. Can a class implement multiple interfaces with same method signatures? What if method signatures differ in return type?**

**Answer:**  
✅ Yes, as long as method **signatures and return types** are the same, there’s **no conflict**.

❌ If return types differ, it's a **compile-time error**.

If two interfaces have the **same default method**, the implementing class must **override** it to resolve ambiguity.

**6. How do interfaces support loose coupling and testability in applications?**

**Answer:**  
Interfaces allow the system to depend on **abstractions rather than implementations** (Dependency Inversion Principle SOLI**D**).

* Promotes flexibility: Swap implementations easily (e.g., EmailService, SmsService)
* Better testing: Easier to **mock interfaces** in unit tests
* Encourages use of **DI frameworks** like Spring

**7. Explain a real-time use case where you used interfaces in your current or previous projects.**

**Answer:**

In my recent project, I used an EventPublisher interface to abstract Kafka event publishing. Different services implemented this interface (EmailEventPublisher, SMSEventPublisher) depending on the notification type. This helped with clean separation of concerns and testability.

**8. Can interfaces extend other interfaces? Can they extend classes?**

**Answer:**

* ✅ Interfaces can **extend multiple interfaces**.
* ❌ Interfaces **cannot extend classes**.
* A class can implement multiple interfaces.

**9. How are functional interfaces used in Java 8+?**

**Answer:**  
Functional interfaces have exactly **one abstract method**, making them ideal for **lambda expressions** and **method references**.

**10. What happens when a class implements two interfaces with the same default method?**

**Answer:**  
This causes a **conflict**. The implementing class **must override** the method to resolve ambiguity.

**✅ Leadership & Design-Oriented Questions**

**11. How would you use interfaces to design a pluggable architecture?**

**Answer:**  
Define interfaces like Plugin, PaymentProcessor, NotificationChannel. Let different modules register their implementations. Use reflection or DI frameworks to load them dynamically.

Benefits:

* Easy to add new modules
* Minimal code change
* Interface becomes the contract

**12. How would you handle versioning in interfaces in large systems?**

**Answer:**

* Avoid changing existing interfaces directly
* Create new versions: UserServiceV2, PaymentServiceV3
* Use adapters/wrappers to support old versions
* Document deprecation plans clearly

**13. Can you explain the difference between Interface Segregation Principle and a fat interface?**

**Answer:**

* **ISP (Interface Segregation Principle):** Clients should not be forced to depend on methods they don’t use.
* A **Fat Interface** is the opposite — too many unrelated methods grouped together.

✅ Instead, split into smaller, **cohesive interfaces**.

**14. How do interfaces help in building microservices or modular monoliths?**

**Answer:**

* Define contracts between services
* Used in API client stubs (like Feign in Spring Cloud)
* Allow mocking in tests
* Interfaces decouple service consumers from implementations

**15. What are some pitfalls of overusing interfaces?**

* Unnecessary abstraction
* Too many tiny interfaces without meaning
* Makes debugging and tracing harder

## Real-time coding problems

#### Problem

interface Animal {  
 void speak();  
}  
  
class Dog implements Animal {  
 public void speak() {  
 System.*out*.println("Bark");  
 }  
  
 public void walk() {  
 System.*out*.println("Dog walking");  
 }  
}  
  
public class Test5 {  
 public static void main(String[] args) {  
 Animal a = new Dog();  
 a.speak();  
 // a.walk(); // Uncomment this  
 }  
}

##### Answer - >

 ✅ a.speak() calls Dog.speak() → "Bark" is printed.

 ❌ a.walk() → Compile-time error.

The reference is of type Animal, which **doesn’t have** a walk() method.

Even though the object is a Dog, you can only call methods declared in the **interface reference type** (Animal in this case).

#### Program

@FunctionalInterface  
interface Printer {  
 void print(String msg);  
}  
  
public class Test1 {  
 public static void main(String[] args) {  
 Printer p1 = System.*out*::println;  
 p1.print("Hello from lambda!");  
  
 Printer p2 = msg -> System.*out*.println("Printing: " + msg);  
 p2.print("Java Interface");  
 }  
}

##### Answer:

Hello from lambda!

Printing: Java Interface

 System.out::println is a **valid method reference** to a method matching void print(String).

 No error. It's a standard Java 8+ feature.

#### Program

interface Engine {  
 void start();  
}  
  
interface AdvancedEngine extends Engine {  
 default void diagnostics() {  
 System.*out*.println("Running diagnostics...");  
 }  
}  
  
class ElectricEngine implements AdvancedEngine {  
 public void start() {  
 System.*out*.println("Electric engine started");  
 }  
}  
  
public class Test2 {  
 public static void main(String[] args) {  
 Engine engine = new ElectricEngine();  
 engine.start();  
 // engine.diagnostics(); // Uncomment this  
 }  
}

##### Answer:

Electric engine started

CTE

 engine is of type Engine and Engine **doesn't declare** diagnostics().

 Even though the object is ElectricEngine, the **reference type limits access**.

Fix - ((AdvancedEngine) engine).diagnostics();

#### Program

interface Reporter {  
 void generateReport();  
}  
  
class PDFReporter implements Reporter {  
 public void generateReport() {  
 System.*out*.println("Generating PDF Report");  
 }  
  
 public void encrypt() {  
 System.*out*.println("Encrypting PDF");  
 }  
}  
  
public class Test4 {  
 public static void main(String[] args) {  
 Reporter rep = new PDFReporter();  
 rep.generateReport();  
 // rep.encrypt(); // Uncomment this  
 ((PDFReporter) rep).encrypt(); // Casted  
 }  
}

##### Answer:

Generating PDF Report

Encrypting PDF

#### Program

interface Logger {  
 default void log() {  
 System.*out*.println("Logger - Interface log");  
 }  
}  
  
class Parent {  
 public void log() {  
 System.*out*.println("Parent - Class log");  
 }  
}  
  
class Child extends Parent implements Logger {  
 // no override  
}  
  
public class Test1 {  
 public static void main(String[] args) {  
 new Child().log();  
 }  
}

##### Answer:

Parent - Class log

🧠 **Rule:**

If a class in the hierarchy provides a concrete method, the default method from the interface is **ignored** — even if both methods have the same signature.

#### Program

interface X {  
 int *VALUE* = 10;  
}  
  
class A {  
 public static final int *VALUE* = 20;  
}  
  
class B extends A implements X {  
 void print() {  
 System.*out*.println(VALUE);  
 }  
}  
  
public class Test2 {  
 public static void main(String[] args) {  
 new B().print();  
 }  
}

##### Answer:

20

 VALUE is inherited from **class A**, and since class fields are resolved **before interfaces**, class A’s field wins.

 To access the interface constant specifically: System.out.println(X.VALUE);

#### Program

interface Utils {  
 static void process() {  
 System.*out*.println("Interface Process");  
 }  
}  
  
class MyUtils implements Utils {  
 public static void process() {  
 System.*out*.println("Class Process");  
 }  
}  
  
public class Test4 {  
 public static void main(String[] args) {  
 MyUtils.*process*(); // Line A  
 Utils.*process*(); // Line B  
 // new MyUtils().process(); // Line C  
 }  
}

##### Answer:

MyUtils.process(); // Line A → Class Process

Utils.process(); // Line B → Interface Process

new MyUtils().process(); // Line C → ❌ Compile-time error

#### Program

@FunctionalInterface  
interface Operation {  
 int apply(int x, int y);  
}  
  
public class Test5 {  
 static int operate(Operation op, int a, int b) {  
 return op.apply(a, b);  
 }  
  
 static int operate(int a, int b, Operation op) {  
 return a - b;  
 }  
  
 public static void main(String[] args) {  
 int result = *operate*((x, y) -> x + y, 10, 5);  
 System.*out*.println("Result: " + result);  
 }  
}

##### Answer:

Result: 15 method chosen - operate(Operation op, int a, int b)

Java matches method based on **parameter types and order**.  
Since the lambda is first, it matches the first operate(...) signature.

#### Program

class Outer {  
 interface Inner {  
 void display();  
 }  
  
 static class InnerImpl implements Inner {  
 public void display() {  
 System.*out*.println("InnerImpl display");  
 }  
 }  
}  
  
public class Test1 {  
 public static void main(String[] args) {  
 Outer.Inner obj = new Outer.InnerImpl();  
 obj.display();  
   
}

##### Answer:

InnerImpl display

#### Program

interface Printer {  
 void print();  
}  
  
class InkjetPrinter {  
 public void print() {  
 System.*out*.println("Inkjet printing...");  
 }  
}  
  
public class Test5 {  
 public static void main(String[] args) {  
 Printer p = (Printer) new InkjetPrinter(); // Line X  
 p.print();  
 }  
}

##### Answer:

Exception in thread "main" java.lang.ClassCastException: class InkjetPrinter cannot be cast to interface Printer

 InkjetPrinter doesn't **implement** Printer.

 So casting it to Printer compiles (no method mismatch), but at **runtime**, JVM throws ClassCastException.

#### Program

interface A {  
 default void show() {  
 System.*out*.println("A");  
 }  
}  
  
interface B extends A {  
 default void show() {  
 System.*out*.println("B");  
 }  
}  
  
class C implements B {}  
  
public class Test4 {  
 public static void main(String[] args) {  
 A obj = new C();  
 obj.show();  
 }  
}

##### Answer:

B

 C implements B, which **overrides** the default method from A.

 Even though the reference is of type A, the **actual implementation is from B**.

#### Program

interface I {  
 default void hello() {  
 System.*out*.println("Hello from Interface");  
 }  
}  
  
abstract class A {  
 public void hello() {  
 System.*out*.println("Hello from Abstract Class");  
 }  
}  
  
class B extends A implements I {  
 // no override  
}  
  
public class Test1 {  
 public static void main(String[] args) {  
 new B().hello();  
 }  
}

##### Answer:

Hello from Abstract Class

When both interface and superclass provide a method with the same signature:

**Class always wins over interface.**

#### Program

interface SecretAgent {  
 default void report() {  
 authenticate();  
 System.*out*.println("Reporting status");  
 }  
  
 private void authenticate() {  
 System.*out*.println("Authenticating...");  
 }  
}  
  
public class Test2 {  
 public static void main(String[] args) {  
 SecretAgent agent = new SecretAgent() {};  
 agent.report();  
 }  
}

##### Answer:

Authenticating...

Reporting status

#### Program

interface Marker {}  
  
class Impl implements Marker {}  
  
public class Test3 {  
 public static void main(String[] args) {  
 Marker obj = new Impl();  
 System.*out*.println(obj.getClass().getInterfaces()[0].getSimpleName());  
 }  
}

##### Answer:

Marker

#### Program

interface Dangerous {  
 void explode() throws Exception;  
}  
  
class Bomb implements Dangerous {  
 public void explode() {  
 System.*out*.println("Boom!");  
 }  
}  
  
public class Test4 {  
 public static void main(String[] args) throws Exception {  
 Dangerous d = new Bomb();  
 d.explode();  
 }  
}

##### Answer:

Boom!

Java allows the overriding method to **narrow** or even **eliminate** checked exceptions.