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# Data cleaning and transformation

## Load packages

library(tidyr)  
library(readr)  
library(dplyr)  
library(readr)  
library(ggplot2)  
library(ggrepel)  
library(nnet)  
library(lmtest)  
library(nortest)  
library(spdep)  
library(lme4)  
library(lmerTest)   
library(MuMIn)  
  
data <- read\_tsv("synthesis aggregrate data.txt")  
  
data <- data[, colSums(is.na(data)) == 0] #dropping columns with NA values  
  
data[data == "N/A"] <- NA #rewriting "NA" values in text to reflect actual NA  
  
data <- data %>% drop\_na() #dropping observations with NA values

## Data preparation

### Converting variables to factors

data <- data %>%  
 mutate(across(where(is.character), as.factor)) #converting chr to factors

### Cleaning column names

# Create clean, consistent column names  
clean\_names <- names(data)  
  
# Replace spaces and punctuation with underscores  
clean\_names <- gsub(" ", "\_", clean\_names) # spaces → \_  
clean\_names <- gsub("\\?", "", clean\_names) # remove question marks  
clean\_names <- gsub("\\(", "", clean\_names) # remove (  
clean\_names <- gsub("\\)", "", clean\_names) # remove )  
clean\_names <- gsub("\\/", "\_", clean\_names) # slashes → \_  
clean\_names <- gsub("\\+", "plus", clean\_names) # plus signs → 'plus'  
clean\_names <- gsub("-", "\_", clean\_names) # hyphens → \_  
clean\_names <- gsub("\_\_+", "\_", clean\_names) # collapse double underscores  
clean\_names <- gsub("[^[:alnum:]\_]", "", clean\_names) # remove anything not alphanumeric or underscore  
clean\_names <- tolower(clean\_names) # make all lowercase (optional)  
  
# Apply new names to the dataframe  
names(data) <- clean\_names  
  
# Applying custom mapping  
names(data)[names(data) == "granular\_case\_marking\_alignment\_type"] <- "granular\_alignment"  
names(data)[names(data) == "case\_marking\_complexity\_distinctions\_plus\_optionality"] <- "case\_marking\_complexity"  
names(data)[names(data) == "spoken\_as\_an\_l2"] <- "L2"  
names(data)[names(data) == "speaker\_population"] <- "population"  
names(data)[names(data) == "agriculture\_intensity\_based\_on\_ea028"] <- "agricultural\_intensity"  
names(data)[names(data) == "political\_organization\_ea033"] <- "political\_organization"  
names(data)[names(data) == "altitude\_sampled\_raster\_value\_from\_dem"] <- "altitude"  
names(data)[names(data) == "subfamily\_node\_below\_top\_level"] <- "subfamily"  
names(data)[names(data) == "language\_family\_top\_level\_node"] <- "family"

### Creating/transforming variables

#### Binarizing agricultural intensity

data$agriculture\_binary <- ifelse(  
 data$agricultural\_intensity == "Intensive/irrigated", 1, 0  
)  
table(data$agriculture\_binary)

##   
## 0 1   
## 26 6

#### Binarizing political organization

data$political\_organization\_binary <- ifelse(  
 data$political\_organization == "State", 1, 0  
 )  
table(data$political\_organization\_binary)

##   
## 0 1   
## 27 5

#### Binarizing hill/valley (needed for ecological mode)

# Create hill\_binary variable (1 = Hill, 0 = Valley or Split)  
data$hill\_binary <- ifelse(data$hill\_valley == "Hill", 1, 0)  
  
table(data$hill\_valley, data$hill\_binary)

##   
## 0 1  
## Hill 0 18  
## Split 8 0  
## Valley 6 0

#### Make a new column for whether a language has verbal indexing

data$v\_indexing <- ifelse(data$indexing %in% c("S", "O", "S,A", "S,A,O"), 1, 0)  
write.csv(data, "cleaned\_data\_28\_05\_25.csv")

#### Scaling variables

Scaling population

#let's scale populaiton  
data$scaled\_population <- scale(data$population)  
# Scaling geographic predictors  
data$scaled\_altitude <- scale(data$altitude)[, 1]  
data$scaled\_stdev\_slope <- scale(data$stdev\_of\_slope)[, 1]

Scaling complexity scores

#First, individual measures of complexity are scaled  
data$scaled\_case\_marking\_complexity <- scale(data$case\_marking\_complexity)  
data$scaled\_form\_complexity <- scale(data$form\_complexity)  
data$scaled\_cell\_complexity <- scale(data$cell\_complexity)

# Initial Analysis (with Limbu)

## Hill/Valley classification

Predicting the complexity of a language system based on hill/valley classification

# Cell complexity model  
model\_cell <- lmer(scaled\_cell\_complexity ~ hill\_valley + (1 | subfamily), data = data)  
summary(model\_cell)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ hill\_valley + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 89.2  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.80673 -0.63454 -0.43850 0.04919 3.14000   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.05934 0.2436   
## Residual 0.96029 0.9799   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) 0.1439 0.2494 9.7905 0.577 0.577  
## hill\_valleySplit -0.5497 0.4205 25.3298 -1.307 0.203  
## hill\_valleyValley -0.1003 0.4712 28.7941 -0.213 0.833  
##   
## Correlation of Fixed Effects:  
## (Intr) hll\_vS  
## hll\_vllySpl -0.489   
## hll\_vllyVll -0.464 0.277

# Form complexity model  
model\_form <- lmer(scaled\_form\_complexity ~ hill\_valley + (1 | subfamily), data = data)  
summary(model\_form)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ hill\_valley + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 90  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.7793 -0.5157 -0.4157 -0.1195 3.3760   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.06547 0.2559   
## Residual 0.98414 0.9920   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) 0.04967 0.25381 12.26296 0.196 0.848  
## hill\_valleySplit -0.32898 0.42592 26.30197 -0.772 0.447  
## hill\_valleyValley 0.05613 0.47770 28.85622 0.117 0.907  
##   
## Correlation of Fixed Effects:  
## (Intr) hll\_vS  
## hll\_vllySpl -0.485   
## hll\_vllyVll -0.462 0.277

# Case marking complexity model  
model\_case <- lmer(scaled\_case\_marking\_complexity ~ hill\_valley + (1 | subfamily), data = data)  
summary(model\_case)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ hill\_valley + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 88  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.4678 -0.7817 -0.2529 0.5476 2.0432   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.0312 0.1766   
## Residual 0.9386 0.9688   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.2635 0.2386 12.0910 -1.104 0.291  
## hill\_valleySplit 0.5418 0.4140 26.5706 1.309 0.202  
## hill\_valleyValley 0.7119 0.4619 28.8463 1.541 0.134  
##   
## Correlation of Fixed Effects:  
## (Intr) hll\_vS  
## hll\_vllySpl -0.516   
## hll\_vllyVll -0.479 0.277

# Visualizing data, identifying and removing outliers, and testing assumptions

## Visualizing complexity against hill/valley via box-plots

# Reshape the data  
data\_long <- data %>%  
 select(hill\_valley, scaled\_cell\_complexity, scaled\_form\_complexity, scaled\_case\_marking\_complexity) %>%  
 pivot\_longer(  
 cols = starts\_with("scaled\_"),  
 names\_to = "complexity\_type",  
 values\_to = "score"  
 ) %>%  
 mutate(complexity\_type = case\_when(  
 complexity\_type == "scaled\_cell\_complexity" ~ "Cell Complexity",  
 complexity\_type == "scaled\_form\_complexity" ~ "Form Complexity",  
 complexity\_type == "scaled\_case\_marking\_complexity" ~ "Case Marking Complexity"  
 ))  
ggplot(data\_long, aes(x = hill\_valley, y = score, fill = hill\_valley)) +  
 geom\_boxplot() +  
 facet\_wrap(~ complexity\_type, scales = "free\_y",   
 labeller = label\_wrap\_gen(width = 15)) +  
 labs(  
 title = "Morphological Complexity by Hill/Valley",  
 x = "Societal Setting", y = "Scaled Complexity Score"  
 ) +  
 scale\_fill\_brewer(palette = "Pastel2") +  
 theme\_minimal() +  
 theme(legend.position = "none")

![](data:image/png;base64,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)

## sensitivity testing

Identifying outliers and influential values

form\_cooks <- cooks.distance(model\_form)  
cell\_cooks <- cooks.distance(model\_cell)  
case\_cooks <- cooks.distance(model\_case)  
  
# Set threshold  
threshold <- 4 / nrow(data)  
  
# Identify outliers  
form\_outlier <- which(form\_cooks > threshold)  
cell\_outlier <- which(cell\_cooks > threshold)  
case\_outlier <- which(case\_cooks >threshold)  
  
  
#and most influential  
which.max(form\_cooks)

## 23   
## 23

which.max(cell\_cooks)

## 23   
## 23

which.max(case\_cooks)

## 2   
## 2

# For Limbu  
limbu\_form <- form\_cooks[data$language == "Limbu"]  
limbu\_cell <- cell\_cooks[data$language == "Limbu"]  
  
# For Bori-Karko  
bori\_case <- case\_cooks[data$language == "Bori-Karko"]  
  
#printing out most influential observations  
# For form complexity  
data[which.max(form\_cooks), ]

## # A tibble: 1 × 51  
## language pid glottocode mother\_node subfamily family reference alignment  
## <fct> <fct> <fct> <fct> <fct> <fct> <fct> <fct>   
## 1 Limbu STKI01 limb1266 Kiranti Himalayish Sino-Ti… Driem, G… ERG-ABS   
## # ℹ 43 more variables: granular\_alignment <fct>, optional\_a <dbl>,  
## # optional\_o <dbl>, case\_marking\_complexity <dbl>, indexing <fct>,  
## # heirarchical <fct>, inverse\_marking <dbl>, cell\_complexity <dbl>,  
## # form\_complexity <dbl>, verbal\_complexity\_sum <dbl>, total\_complexity <dbl>,  
## # latitude <dbl>, longitude <dbl>, L2 <dbl>, population <dbl>,  
## # speaker\_population\_comments <fct>, agricultural\_intensity <fct>,  
## # agriculture\_comments <fct>, political\_organization <fct>, …

limbu\_form

## 23   
## 1.202295

# For cell complexity  
data[which.max(cell\_cooks), ]

## # A tibble: 1 × 51  
## language pid glottocode mother\_node subfamily family reference alignment  
## <fct> <fct> <fct> <fct> <fct> <fct> <fct> <fct>   
## 1 Limbu STKI01 limb1266 Kiranti Himalayish Sino-Ti… Driem, G… ERG-ABS   
## # ℹ 43 more variables: granular\_alignment <fct>, optional\_a <dbl>,  
## # optional\_o <dbl>, case\_marking\_complexity <dbl>, indexing <fct>,  
## # heirarchical <fct>, inverse\_marking <dbl>, cell\_complexity <dbl>,  
## # form\_complexity <dbl>, verbal\_complexity\_sum <dbl>, total\_complexity <dbl>,  
## # latitude <dbl>, longitude <dbl>, L2 <dbl>, population <dbl>,  
## # speaker\_population\_comments <fct>, agricultural\_intensity <fct>,  
## # agriculture\_comments <fct>, political\_organization <fct>, …

limbu\_cell

## 23   
## 1.02319

# For case complexity  
data[which.max(case\_cooks), ]

## # A tibble: 1 × 51  
## language pid glottocode mother\_node subfamily family reference alignment  
## <fct> <fct> <fct> <fct> <fct> <fct> <fct> <fct>   
## 1 Bodo-Mech STBG01 bodo1269 Bodo-Mech-Ka… Sal (Bra… Sino-… Brahma 2… NOM-ACC   
## # ℹ 43 more variables: granular\_alignment <fct>, optional\_a <dbl>,  
## # optional\_o <dbl>, case\_marking\_complexity <dbl>, indexing <fct>,  
## # heirarchical <fct>, inverse\_marking <dbl>, cell\_complexity <dbl>,  
## # form\_complexity <dbl>, verbal\_complexity\_sum <dbl>, total\_complexity <dbl>,  
## # latitude <dbl>, longitude <dbl>, L2 <dbl>, population <dbl>,  
## # speaker\_population\_comments <fct>, agricultural\_intensity <fct>,  
## # agriculture\_comments <fct>, political\_organization <fct>, …

bori\_case

## 18   
## 0.3037258

## Visualizing outliers

# Creating tidy Cook's data with language preserved  
cook\_data <- data %>%  
 mutate(  
 obs = row\_number(),  
 form = form\_cooks,  
 cell = cell\_cooks,  
 case = case\_cooks  
 ) %>%  
 select(obs, language, form, cell, case)  
  
# Pivoting to long format for ggplot  
cook\_long <- cook\_data %>%  
 pivot\_longer(cols = c(form, cell, case),  
 names\_to = "model", values\_to = "cooks") %>%  
 mutate(  
 outlier = cooks > threshold,  
 label = ifelse(outlier, as.character(language), NA)  
 )  
  
# Plotting with labeled outliers  
ggplot(cook\_long, aes(x = obs, y = cooks, color = outlier, label = label)) +  
 geom\_point() +  
 geom\_hline(yintercept = threshold, linetype = "dashed", color = "red") +  
 geom\_text(nudge\_y = 0.01, check\_overlap = TRUE, size = 3.2) +  
 facet\_wrap(~ model, scales = "free\_y") +  
 theme\_minimal() +  
 labs(title = "Cook's Distance with Influential Languages Labeled",  
 x = "Observation", y = "Cook's Distance") +  
 scale\_color\_manual(values = c("black", "firebrick"))+  
 theme(plot.margin = margin(10, 20, 10, 10)) # top, right, bottom, left (in pts)
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## Creating a new dataset without Limbu and Bodo-Mech

data\_sensitivity <- data[data$language != "Limbu", ]

## Visualizing variables

### Visualizing ecological variables against hill/valley classification

# Create long-format data for both terrain variables  
terrain\_data <- data\_sensitivity %>%  
 select(hill\_valley, altitude, stdev\_of\_slope) %>%  
 pivot\_longer(  
 cols = c(altitude, stdev\_of\_slope),  
 names\_to = "terrain\_variable",  
 values\_to = "value"  
 ) %>%  
 mutate(terrain\_variable = case\_when(  
 terrain\_variable == "altitude" ~ "Elevation (meters)",  
 terrain\_variable == "stdev\_of\_slope" ~ "Terrain roughness"  
 ))  
  
# Create faceted boxplot  
ggplot(terrain\_data, aes(x = hill\_valley, y = value, fill = hill\_valley)) +  
 geom\_boxplot(alpha = 0.7) +  
 geom\_jitter(width = 0.2, alpha = 0.5) +  
 facet\_wrap(~ terrain\_variable, scales = "free\_y") +  
 labs(  
 title = "Proposed Ecological Variables vs. Hill/Valley Classification",  
 x = "Societal Classification",   
 y = "Ecological variables",  
 fill = "Classification"  
 ) +  
 theme\_minimal() +  
 theme(  
 legend.position = "none",  
 strip.text = element\_text(size = 12)  
 )
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# Analysis (after removing Limbu)

## Predicting complexity based on hill/valley classification

# Cell complexity model  
model\_cell\_sensitivity <- lmer(scaled\_cell\_complexity ~ hill\_valley + (1 | subfamily),  
 data = data\_sensitivity)  
  
# Form complexity model  
model\_form\_sensitivity <- lmer(scaled\_form\_complexity ~ hill\_valley + (1 | subfamily),  
 data = data\_sensitivity)  
  
# Case complexity model  
model\_case\_sensitivity <- lmer(scaled\_case\_marking\_complexity ~ hill\_valley + (1 | subfamily),  
 data = data\_sensitivity)  
  
# View summaries  
summary(model\_cell\_sensitivity)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ hill\_valley + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 71.4  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.3075 -0.6302 -0.1934 0.2740 2.3521   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.09666 0.3109   
## Residual 0.52724 0.7261   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 0.0982 0.2068 12.9859 0.475 0.6428   
## hill\_valleySplit -0.5828 0.3153 25.1692 -1.848 0.0763 .  
## hill\_valleyValley -0.7304 0.3773 26.1974 -1.936 0.0637 .  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr) hll\_vS  
## hll\_vllySpl -0.408   
## hll\_vllyVll -0.377 0.270

summary(model\_form\_sensitivity)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ hill\_valley + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 68.5  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.2900 -0.5587 -0.3737 0.1949 2.5994   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.08914 0.2986   
## Residual 0.47459 0.6889   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) -0.01019 0.19691 15.82250 -0.052 0.9594   
## hill\_valleySplit -0.37110 0.29926 26.03480 -1.240 0.2260   
## hill\_valleyValley -0.63126 0.35810 26.76893 -1.763 0.0894 .  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr) hll\_vS  
## hll\_vllySpl -0.406   
## hll\_vllyVll -0.375 0.270

summary(model\_case\_sensitivity)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ hill\_valley + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 85.9  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.4424 -0.7961 -0.2582 0.5367 2.0089   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.03327 0.1824   
## Residual 0.96881 0.9843   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.2622 0.2428 11.6933 -1.080 0.302  
## hill\_valleySplit 0.5423 0.4207 25.6663 1.289 0.209  
## hill\_valleyValley 0.7592 0.5009 26.1333 1.516 0.142  
##   
## Correlation of Fixed Effects:  
## (Intr) hll\_vS  
## hll\_vllySpl -0.515   
## hll\_vllyVll -0.442 0.262

No significant effect (but directionality changed for Cell/Form models)

## Testing assumptions

### Plotting residuals

plot\_residuals <- function(model, title) {  
 # Create plot  
 plot(fitted(model), residuals(model),  
 xlab = "Fitted Values", ylab = "Residuals",  
 main = paste("Residuals vs Fitted (", title, ")", sep=""))  
 # Add reference line  
 abline(h = 0, col = "red", lty = 2)  
}  
par(mfrow = c(2, 2)) # Set up a 2x2 plotting area  
  
# Plot each model  
plot\_residuals(model\_cell\_sensitivity, "Cell Complexity")  
plot\_residuals(model\_form\_sensitivity, "Form Complexity")  
plot\_residuals(model\_case\_sensitivity, "Case Marking Complexity")
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### Q-Q line and Shapiro wilk test

# Q-Q plot cell  
qqnorm(resid(model\_cell\_sensitivity), main = "Q-Q Plot (Cell Complexity)")  
qqline(resid(model\_cell\_sensitivity), col = "red")
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# Shapiro-Wilk test  
shapiro.test(resid(model\_cell\_sensitivity))

##   
## Shapiro-Wilk normality test  
##   
## data: resid(model\_cell\_sensitivity)  
## W = 0.88631, p-value = 0.003338

# Q-Q plot  
qqnorm(resid(model\_form\_sensitivity), main = "Q-Q Plot (Form Complexity)")  
qqline(resid(model\_form\_sensitivity), col = "red")
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# Shapiro-Wilk test  
shapiro.test(resid(model\_form\_sensitivity))

##   
## Shapiro-Wilk normality test  
##   
## data: resid(model\_form\_sensitivity)  
## W = 0.85409, p-value = 0.0006199

# Q-Q plot  
qqnorm(resid(model\_case\_sensitivity), main = "Q-Q Plot (Case Marking Complexity)")  
qqline(resid(model\_case\_sensitivity), col = "red")
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# Shapiro-Wilk test  
shapiro.test(resid(model\_case\_sensitivity))

##   
## Shapiro-Wilk normality test  
##   
## data: resid(model\_case\_sensitivity)  
## W = 0.90231, p-value = 0.008236

### Normality of random effects

# Extract random effects  
ranef\_subfam <- ranef(model\_cell\_sensitivity)$subfamily  
  
# Check normality of random effects  
qqnorm(ranef\_subfam[,1])  
qqline(ranef\_subfam[,1])
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shapiro.test(ranef\_subfam[,1])

##   
## Shapiro-Wilk normality test  
##   
## data: ranef\_subfam[, 1]  
## W = 0.89186, p-value = 0.1779

## Predicting Hill/Valley classification from ecological variables

# Binarizing hill/valley classification: Hill = 1, others = 0  
data\_sensitivity$hill\_binary <- ifelse(data\_sensitivity$hill\_valley == "Hill", 1, 0)  
  
# Fitting logistic regression model  
hill\_ecology\_model <- glm(  
 hill\_binary ~ scaled\_altitude + scaled\_stdev\_slope,  
 family = binomial,  
 data = data\_sensitivity  
)  
  
hill\_altitude <- glm(hill\_binary ~ scaled\_altitude, family = binomial, data = data\_sensitivity)  
hill\_slope <- glm(hill\_binary ~ scaled\_stdev\_slope, family = binomial, data = data\_sensitivity)  
  
# Summarizing model output  
summary(hill\_ecology\_model)

##   
## Call:  
## glm(formula = hill\_binary ~ scaled\_altitude + scaled\_stdev\_slope,   
## family = binomial, data = data\_sensitivity)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) 0.34065 0.36940 0.922 0.356  
## scaled\_altitude 0.26203 0.45092 0.581 0.561  
## scaled\_stdev\_slope 0.07631 0.42190 0.181 0.856  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 42.165 on 30 degrees of freedom  
## Residual deviance: 41.516 on 28 degrees of freedom  
## AIC: 47.516  
##   
## Number of Fisher Scoring iterations: 4

summary(hill\_altitude)

##   
## Call:  
## glm(formula = hill\_binary ~ scaled\_altitude, family = binomial,   
## data = data\_sensitivity)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) 0.3414 0.3693 0.924 0.355  
## scaled\_altitude 0.3011 0.3964 0.760 0.448  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 42.165 on 30 degrees of freedom  
## Residual deviance: 41.548 on 29 degrees of freedom  
## AIC: 45.548  
##   
## Number of Fisher Scoring iterations: 4

summary(hill\_slope)

##   
## Call:  
## glm(formula = hill\_binary ~ scaled\_stdev\_slope, family = binomial,   
## data = data\_sensitivity)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) 0.3287 0.3659 0.898 0.369  
## scaled\_stdev\_slope 0.1999 0.3676 0.544 0.587  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 42.165 on 30 degrees of freedom  
## Residual deviance: 41.866 on 29 degrees of freedom  
## AIC: 45.866  
##   
## Number of Fisher Scoring iterations: 4

## Analysing complexity as predicted by sociocultural variables

### Complexity as predicted by L2\_status

# 1. L2 STATUS EFFECTS  
# Cell complexity model  
cell\_L2\_mixed <- lmer(scaled\_cell\_complexity ~ L2 + (1|subfamily), data = data\_sensitivity)  
  
# Form complexity model  
form\_L2\_mixed <- lmer(scaled\_form\_complexity ~ L2 + (1|subfamily), data = data\_sensitivity)  
  
# Case marking complexity model  
case\_L2\_mixed <- lmer(scaled\_case\_marking\_complexity ~ L2 + (1|subfamily), data = data\_sensitivity)  
  
# View L2 model summaries  
summary(cell\_L2\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ L2 + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 71.9  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.1590 -0.7212 -0.0162 0.1134 2.4639   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.05746 0.2397   
## Residual 0.53802 0.7335   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 0.1095 0.1975 13.2996 0.554 0.5886   
## L2 -0.6175 0.2736 28.2245 -2.257 0.0319 \*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## L2 -0.553

summary(form\_L2\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ L2 + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 69.3  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.15604 -0.57483 -0.09536 0.00469 2.69230   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.06564 0.2562   
## Residual 0.48478 0.6963   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.008344 0.192554 16.303056 -0.043 0.966  
## L2 -0.433898 0.260986 28.401367 -1.663 0.107  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## L2 -0.535

summary(case\_L2\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ L2 + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 87.5  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.5013 -0.7873 -0.2984 0.5444 1.9849   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.0633 0.2516   
## Residual 0.9434 0.9713   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.2331 0.2508 8.5407 -0.929 0.378  
## L2 0.5560 0.3595 27.8088 1.546 0.133  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## L2 -0.582

#### If Limbu is added back in

# 1. L2 STATUS EFFECTS  
# Cell complexity model  
cell\_L2\_mixed\_orig <- lmer(scaled\_cell\_complexity ~ L2 + (1|subfamily), data = data)  
  
# Form complexity model  
form\_L2\_mixed\_orig <- lmer(scaled\_form\_complexity ~ L2 + (1|subfamily), data = data)  
  
# Case marking complexity model  
case\_L2\_mixed\_orig <- lmer(scaled\_case\_marking\_complexity ~ L2 + (1|subfamily), data = data)  
  
# View L2 model summaries  
summary(cell\_L2\_mixed\_orig)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ L2 + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 90.6  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.7757 -0.6000 -0.3017 -0.1310 3.4175   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.03633 0.1906   
## Residual 0.97034 0.9851   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) 0.1455 0.2453 9.7410 0.593 0.567  
## L2 -0.3425 0.3542 28.5300 -0.967 0.342  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## L2 -0.625

summary(form\_L2\_mixed\_orig)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ L2 + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 91.2  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.7694 -0.5046 -0.3301 -0.2183 3.5666   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.07714 0.2777   
## Residual 0.96180 0.9807   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) 0.03861 0.25685 11.92134 0.150 0.883  
## L2 -0.13010 0.35549 28.52570 -0.366 0.717  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## L2 -0.592

summary(case\_L2\_mixed\_orig)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ L2 + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 89.4  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.5134 -0.7906 -0.2989 0.5284 2.0290   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.04988 0.2233   
## Residual 0.92038 0.9594   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.2330 0.2440 9.4259 -0.955 0.363  
## L2 0.5404 0.3461 28.2402 1.561 0.130  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## L2 -0.611

#### Is effect of L2 on cell\_complexity robust to dropping languages?

# Create a dataframe to store results  
drop\_one\_results <- data.frame(  
 dropped\_language = character(),  
 estimate = numeric(),  
 std\_error = numeric(),  
 p\_value = numeric(),  
 significant = logical(),  
 stringsAsFactors = FALSE  
)  
  
# Loop through each language in data\_sensitivity  
for (lang in unique(data\_sensitivity$language)) {  
 # Create dataset with one additional language dropped  
 temp\_data <- data\_sensitivity[data\_sensitivity$language != lang, ]  
   
 # Fit the model  
 temp\_model <- lmer(scaled\_cell\_complexity ~ L2 + (1|subfamily), data = temp\_data)  
   
 # Extract model summary  
 model\_summary <- summary(temp\_model)  
   
 # Get L2 coefficient (second row in fixed effects table)  
 l2\_coef <- model\_summary$coefficients[2, "Estimate"]  
 l2\_se <- model\_summary$coefficients[2, "Std. Error"]  
 l2\_p <- model\_summary$coefficients[2, "Pr(>|t|)"]  
   
 # Add to results dataframe  
 drop\_one\_results <- rbind(drop\_one\_results, data.frame(  
 dropped\_language = lang,  
 estimate = l2\_coef,  
 std\_error = l2\_se,  
 p\_value = l2\_p,  
 significant = l2\_p < 0.05  
 ))  
}  
  
# Sort results by p-value  
drop\_one\_results <- drop\_one\_results[order(drop\_one\_results$p\_value), ]  
  
# Look at summary statistics  
cat("Number of iterations where L2 effect is significant:", sum(drop\_one\_results$significant),   
 "out of", nrow(drop\_one\_results), "\n")

## Number of iterations where L2 effect is significant: 27 out of 31

cat("Range of L2 coefficient estimates:",   
 round(min(drop\_one\_results$estimate), 3), "to",   
 round(max(drop\_one\_results$estimate), 3), "\n")

## Range of L2 coefficient estimates: -0.676 to -0.504

cat("Median p-value:", round(median(drop\_one\_results$p\_value), 3), "\n")

## Median p-value: 0.038

# Plot the results  
ggplot(drop\_one\_results, aes(x = reorder(dropped\_language, p\_value), y = estimate,   
 fill = significant)) +  
 geom\_bar(stat = "identity") +  
 geom\_errorbar(aes(ymin = estimate - std\_error, ymax = estimate + std\_error), width = 0.2) +  
 coord\_flip() +  
 labs(title = "L2 Effect on Cell Complexity - Drop-One Analysis",  
 subtitle = "Effect of removing each language after Limbu already removed",  
 x = "Second Removed Language",   
 y = "L2 Coefficient Estimate",  
 fill = "Significant (p < 0.05)") +  
 theme\_minimal() +  
 geom\_hline(yintercept = 0, linetype = "dashed", color = "darkgray")

![](data:image/png;base64,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) ### Complexity ~ Population

# 2. POPULATION SIZE EFFECTS  
cell\_pop\_mixed <- lmer(scaled\_cell\_complexity ~ scaled\_population + (1|subfamily), data = data\_sensitivity)  
form\_pop\_mixed <- lmer(scaled\_form\_complexity ~ scaled\_population + (1|subfamily), data = data\_sensitivity)  
case\_pop\_mixed <- lmer(scaled\_case\_marking\_complexity ~ scaled\_population + (1|subfamily), data = data\_sensitivity)  
  
# View population model summaries  
summary(cell\_pop\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ scaled\_population + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 76.8  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.8671 -0.5545 -0.4723 0.0257 2.5385   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.05073 0.2252   
## Residual 0.61576 0.7847   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.1411 0.1694 6.2641 -0.833 0.435  
## scaled\_population -0.1571 0.1431 27.5589 -1.098 0.282  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scald\_ppltn 0.042

summary(form\_pop\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ scaled\_population + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 73.1  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.9112 -0.4459 -0.3526 -0.1178 2.7689   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.06299 0.2510   
## Residual 0.53026 0.7282   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.18013 0.16650 8.85383 -1.082 0.308  
## scaled\_population -0.07211 0.13340 27.83491 -0.541 0.593  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scald\_ppltn 0.052

summary(case\_pop\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ scaled\_population + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 90.8  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.3131 -0.5770 -0.4207 0.8920 2.2646   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.01203 0.1097   
## Residual 1.04756 1.0235   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.005017 0.189980 3.552319 -0.026 0.980  
## scaled\_population 0.097494 0.184445 27.520744 0.529 0.601  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scald\_ppltn 0.014

### Complexity ~ agricultural intensity

# 3. AGRICULTURAL INTENSITY EFFECTS  
cell\_agr\_mixed <- lmer(scaled\_cell\_complexity ~ agriculture\_binary + (1|subfamily), data = data\_sensitivity)  
form\_agr\_mixed <- lmer(scaled\_form\_complexity ~ agriculture\_binary + (1|subfamily), data = data\_sensitivity)  
case\_agr\_mixed <- lmer(scaled\_case\_marking\_complexity ~ agriculture\_binary + (1|subfamily), data = data\_sensitivity)  
  
# View agriculture model summaries  
summary(cell\_agr\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ agriculture\_binary + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 74.1  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.9266 -0.5349 -0.4118 0.1184 2.5367   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.07035 0.2652   
## Residual 0.58874 0.7673   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.05421 0.18545 8.08854 -0.292 0.777  
## agriculture\_binary -0.53310 0.38121 27.23589 -1.398 0.173  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## agrcltr\_bnr -0.325

summary(form\_agr\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ agriculture\_binary + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 69.4  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.0567 -0.4910 -0.3463 0.1822 2.7671   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.07557 0.2749   
## Residual 0.49102 0.7007   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.1039 0.1765 10.9369 -0.588 0.568  
## agriculture\_binary -0.5055 0.3495 27.7183 -1.446 0.159  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## agrcltr\_bnr -0.312

summary(case\_agr\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ agriculture\_binary + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 88.8  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.1234 -0.5670 -0.4232 0.8691 2.2656   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.01485 0.1219   
## Residual 1.04667 1.0231   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.04615 0.20748 5.38754 -0.222 0.832  
## agriculture\_binary 0.24719 0.50085 27.21492 0.494 0.626  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## agrcltr\_bnr -0.388

### complexity ~ political organization

# 4. POLITICAL ORGANIZATION EFFECTS  
cell\_pol\_mixed <- lmer(scaled\_cell\_complexity ~ political\_organization\_binary + (1|subfamily), data = data\_sensitivity)  
form\_pol\_mixed <- lmer(scaled\_form\_complexity ~ political\_organization\_binary + (1|subfamily), data = data\_sensitivity)  
case\_pol\_mixed <- lmer(scaled\_case\_marking\_complexity ~ political\_organization\_binary + (1|subfamily), data = data\_sensitivity)  
  
# View political organization model summaries  
summary(cell\_pol\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ political\_organization\_binary + (1 |   
## subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 74.5  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.90873 -0.46731 -0.38261 0.04705 2.52460   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.07574 0.2752   
## Residual 0.59906 0.7740   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.07532 0.18710 7.68914 -0.403 0.698  
## political\_organization\_binary -0.49228 0.42838 28.47455 -1.149 0.260  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## pltcl\_rgnz\_ -0.297

summary(form\_pol\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ political\_organization\_binary + (1 |   
## subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 69.8  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.04073 -0.42603 -0.35824 0.08929 2.75118   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.07958 0.2821   
## Residual 0.49932 0.7066   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.1219 0.1778 10.4595 -0.685 0.508  
## political\_organization\_binary -0.4823 0.3934 28.5673 -1.226 0.230  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## pltcl\_rgnz\_ -0.288

summary(case\_pol\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ political\_organization\_binary +   
## (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 88.9  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.1481 -0.5085 -0.4576 0.8419 2.2235   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.01201 0.1096   
## Residual 1.05747 1.0283   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.01270 0.20367 4.37581 -0.062 0.953  
## political\_organization\_binary 0.04881 0.55322 28.90087 0.088 0.930  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## pltcl\_rgnz\_ -0.350

## R-squared values for major analyses

### Complexity ~ Hill/Valley models

r.squaredGLMM(model\_case\_sensitivity)

## R2m R2c  
## [1,] 0.09347672 0.1235755

r.squaredGLMM(model\_cell\_sensitivity)

## R2m R2c  
## [1,] 0.1442393 0.2768161

r.squaredGLMM(model\_form\_sensitivity)

## R2m R2c  
## [1,] 0.1002318 0.2425052

r.squaredGLMM(model\_case)

## R2m R2c  
## [1,] 0.09278937 0.1219809

r.squaredGLMM(model\_cell)

## R2m R2c  
## [1,] 0.05093966 0.10617

r.squaredGLMM(model\_form)

## R2m R2c  
## [1,] 0.0216525 0.08268017

### Hill/Valley ~ ecology models

r.squaredGLMM(hill\_ecology\_model)

## R2m R2c  
## theoretical 0.02851554 0.02851554  
## delta 0.02297329 0.02297329

r.squaredGLMM(hill\_altitude)

## R2m R2c  
## theoretical 0.02729030 0.02729030  
## delta 0.02198079 0.02198079

r.squaredGLMM(hill\_slope)

## R2m R2c  
## theoretical 0.012391255 0.012391255  
## delta 0.009950803 0.009950803

### Complexity ~ sociocultural variables

#### L2\_status

r.squaredGLMM(cell\_L2\_mixed)

## R2m R2c  
## [1,] 0.1387773 0.2218777

r.squaredGLMM(form\_L2\_mixed)

## R2m R2c  
## [1,] 0.07924203 0.1890517

r.squaredGLMM(case\_L2\_mixed)

## R2m R2c  
## [1,] 0.0717251 0.1300981

#### population size

r.squaredGLMM(cell\_pop\_mixed)

## R2m R2c  
## [1,] 0.03677523 0.1100913

r.squaredGLMM(form\_pop\_mixed)

## R2m R2c  
## [1,] 0.008957825 0.114183

r.squaredGLMM(case\_pop\_mixed)

## R2m R2c  
## [1,] 0.009166445 0.02041192

#### agricultural\_intensity

r.squaredGLMM(cell\_agr\_mixed)

## R2m R2c  
## [1,] 0.05684786 0.15752

r.squaredGLMM(form\_agr\_mixed)

## R2m R2c  
## [1,] 0.05929465 0.1847704

r.squaredGLMM(case\_agr\_mixed)

## R2m R2c  
## [1,] 0.007981995 0.02186424

#### political\_organization

r.squaredGLMM(cell\_pol\_mixed)

## R2m R2c  
## [1,] 0.04003536 0.1477816

r.squaredGLMM(form\_pol\_mixed)

## R2m R2c  
## [1,] 0.04457714 0.175911

r.squaredGLMM(case\_pol\_mixed)

## R2m R2c  
## [1,] 0.0002586312 0.01148975

# Additional analyses

## Categorizing Split as Hill languages instead

# Alternative classification: Hill + Valley = 1, Split = 0  
data\_sensitivity$hill\_valley\_binary <- ifelse(data\_sensitivity$hill\_valley == "Split", 0, 1)  
  
# Fitting logistic regression models with alternative classification  
hill\_valley\_ecology\_model <- glm(  
 hill\_valley\_binary ~ scaled\_altitude + scaled\_stdev\_slope,  
 family = binomial,  
 data = data\_sensitivity  
)  
  
hill\_valley\_altitude <- glm(hill\_valley\_binary ~ scaled\_altitude, family = binomial, data = data\_sensitivity)  
hill\_valley\_slope <- glm(hill\_valley\_binary ~ scaled\_stdev\_slope, family = binomial, data = data\_sensitivity)  
  
# Summarizing model output  
summary(hill\_valley\_ecology\_model)

##   
## Call:  
## glm(formula = hill\_valley\_binary ~ scaled\_altitude + scaled\_stdev\_slope,   
## family = binomial, data = data\_sensitivity)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 1.1722 0.4524 2.591 0.00957 \*\*  
## scaled\_altitude 0.3266 0.6099 0.536 0.59229   
## scaled\_stdev\_slope 0.4950 0.4925 1.005 0.31492   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 35.403 on 30 degrees of freedom  
## Residual deviance: 32.753 on 28 degrees of freedom  
## AIC: 38.753  
##   
## Number of Fisher Scoring iterations: 4

summary(hill\_valley\_altitude)

##   
## Call:  
## glm(formula = hill\_valley\_binary ~ scaled\_altitude, family = binomial,   
## data = data\_sensitivity)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 1.1573 0.4498 2.573 0.0101 \*  
## scaled\_altitude 0.6167 0.5505 1.120 0.2626   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 35.403 on 30 degrees of freedom  
## Residual deviance: 33.847 on 29 degrees of freedom  
## AIC: 37.847  
##   
## Number of Fisher Scoring iterations: 4

summary(hill\_valley\_slope)

##   
## Call:  
## glm(formula = hill\_valley\_binary ~ scaled\_stdev\_slope, family = binomial,   
## data = data\_sensitivity)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 1.1409 0.4394 2.597 0.00942 \*\*  
## scaled\_stdev\_slope 0.6368 0.4356 1.462 0.14383   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 35.403 on 30 degrees of freedom  
## Residual deviance: 33.058 on 29 degrees of freedom  
## AIC: 37.058  
##   
## Number of Fisher Scoring iterations: 4

## Ecological variables as a predictor of complexity

## ALTITUDE MODELS  
# Altitude models - full dataset  
cell\_alt\_mixed <- lmer(scaled\_cell\_complexity ~ scaled\_altitude + (1|subfamily), data = data)  
form\_alt\_mixed <- lmer(scaled\_form\_complexity ~ scaled\_altitude + (1|subfamily), data = data)  
case\_alt\_mixed <- lmer(scaled\_case\_marking\_complexity ~ scaled\_altitude + (1|subfamily), data = data)  
  
# Altitude models - sensitivity dataset (without Limbu)  
cell\_alt\_mixed\_sens <- lmer(scaled\_cell\_complexity ~ scaled\_altitude + (1|subfamily), data = data\_sensitivity)  
form\_alt\_mixed\_sens <- lmer(scaled\_form\_complexity ~ scaled\_altitude + (1|subfamily), data = data\_sensitivity)  
case\_alt\_mixed\_sens <- lmer(scaled\_case\_marking\_complexity ~ scaled\_altitude + (1|subfamily), data = data\_sensitivity)  
  
# Slope variability models - full dataset  
cell\_slope\_mixed <- lmer(scaled\_cell\_complexity ~ scaled\_stdev\_slope + (1|subfamily), data = data)  
form\_slope\_mixed <- lmer(scaled\_form\_complexity ~ scaled\_stdev\_slope + (1|subfamily), data = data)  
case\_slope\_mixed <- lmer(scaled\_case\_marking\_complexity ~ scaled\_stdev\_slope + (1|subfamily), data = data)  
  
# Slope variability models - sensitivity dataset (without Limbu)  
cell\_slope\_mixed\_sens <- lmer(scaled\_cell\_complexity ~ scaled\_stdev\_slope + (1|subfamily), data = data\_sensitivity)  
form\_slope\_mixed\_sens <- lmer(scaled\_form\_complexity ~ scaled\_stdev\_slope + (1|subfamily), data = data\_sensitivity)  
case\_slope\_mixed\_sens <- lmer(scaled\_case\_marking\_complexity ~ scaled\_stdev\_slope + (1|subfamily), data = data\_sensitivity)  
  
# Get summaries for altitude models  
summary(cell\_alt\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ scaled\_altitude + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 92.3  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.90958 -0.57162 -0.32983 0.01346 2.95516   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.1647 0.4058   
## Residual 0.9084 0.9531   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.007131 0.232016 3.962892 -0.031 0.977  
## scaled\_altitude 0.155745 0.200911 15.399117 0.775 0.450  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scaled\_lttd -0.078

summary(form\_alt\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ scaled\_altitude + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 92.3  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.8808 -0.4852 -0.3143 -0.0402 3.3478   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.1471 0.3835   
## Residual 0.9184 0.9583   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.03005 0.22748 4.99586 -0.132 0.900  
## scaled\_altitude 0.10389 0.19946 17.05080 0.521 0.609  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scaled\_lttd -0.074

summary(case\_alt\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ scaled\_altitude + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 90.3  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.5343 -0.7179 -0.2910 0.7057 2.0940   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.0000 0.0000   
## Residual 0.9441 0.9716   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) 3.406e-17 1.718e-01 3.000e+01 0.000 1.000  
## scaled\_altitude -2.939e-01 1.745e-01 3.000e+01 -1.684 0.103  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scaled\_lttd 0.000   
## optimizer (nloptwrap) convergence code: 0 (OK)  
## boundary (singular) fit: see help('isSingular')

summary(cell\_alt\_mixed\_sens)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ scaled\_altitude + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 77.7  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.8599 -0.4725 -0.3464 -0.1464 2.5950   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.08761 0.2960   
## Residual 0.61837 0.7864   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.14413 0.18548 5.29516 -0.777 0.470  
## scaled\_altitude 0.06709 0.16287 16.90113 0.412 0.686  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scaled\_lttd -0.047

summary(form\_alt\_mixed\_sens)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ scaled\_altitude + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 73.2  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.8860 -0.3855 -0.3145 -0.1728 2.8065   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.07435 0.2727   
## Residual 0.52958 0.7277   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.18136 0.17136 8.10773 -1.058 0.320  
## scaled\_altitude 0.01211 0.15060 20.52459 0.080 0.937  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scaled\_lttd -0.047

summary(case\_alt\_mixed\_sens)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ scaled\_altitude + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 88.3  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.5090 -0.7135 -0.3019 0.7262 2.0703   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.0000 0.0000   
## Residual 0.9711 0.9854   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.01282 0.17703 29.00000 -0.072 0.943  
## scaled\_altitude -0.30273 0.17832 29.00000 -1.698 0.100  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scaled\_lttd 0.022   
## optimizer (nloptwrap) convergence code: 0 (OK)  
## boundary (singular) fit: see help('isSingular')

# Get summaries for slope variability models  
summary(cell\_slope\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ scaled\_stdev\_slope + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 92.9  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.6795 -0.4898 -0.4171 -0.1373 3.1420   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.06212 0.2492   
## Residual 0.98284 0.9914   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.001936 0.203240 3.698745 -0.010 0.993  
## scaled\_stdev\_slope -0.005075 0.183840 29.475291 -0.028 0.978  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scld\_stdv\_s -0.046

summary(form\_slope\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ scaled\_stdev\_slope + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 92.7  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.7419 -0.4581 -0.3716 -0.1416 3.4725   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.08806 0.2968   
## Residual 0.95805 0.9788   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.01567 0.21103 5.03972 -0.074 0.944  
## scaled\_stdev\_slope -0.03473 0.18343 29.86068 -0.189 0.851  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scld\_stdv\_s -0.059

summary(case\_slope\_mixed)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ scaled\_stdev\_slope + (1 | subfamily)  
## Data: data  
##   
## REML criterion at convergence: 93  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.2287 -0.5028 -0.4748 0.8669 2.2600   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.002589 0.05089   
## Residual 1.030728 1.01525   
## Number of obs: 32, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) 7.529e-05 1.808e-01 3.054e+00 0.000 1.000  
## scaled\_stdev\_slope -1.954e-02 1.826e-01 2.807e+01 -0.107 0.916  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scld\_stdv\_s -0.003

summary(cell\_slope\_mixed\_sens)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_cell\_complexity ~ scaled\_stdev\_slope + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 77.9  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.7348 -0.4422 -0.3806 -0.2434 2.5895   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.05627 0.2372   
## Residual 0.63914 0.7995   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.133888 0.174396 6.085167 -0.768 0.471  
## scaled\_stdev\_slope -0.006373 0.149622 28.864086 -0.043 0.966  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scld\_stdv\_s -0.056

summary(form\_slope\_mixed\_sens)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_form\_complexity ~ scaled\_stdev\_slope + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 73.3  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.8653 -0.4364 -0.3698 -0.1579 2.8103   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.06335 0.2517   
## Residual 0.53457 0.7311   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.17261 0.16726 8.70458 -1.032 0.330  
## scaled\_stdev\_slope -0.03411 0.13816 28.98307 -0.247 0.807  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scld\_stdv\_s -0.067

summary(case\_slope\_mixed\_sens)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: scaled\_case\_marking\_complexity ~ scaled\_stdev\_slope + (1 | subfamily)  
## Data: data\_sensitivity  
##   
## REML criterion at convergence: 91  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.2014 -0.4951 -0.4607 0.8601 2.2303   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## subfamily (Intercept) 0.004788 0.06919   
## Residual 1.063200 1.03112   
## Number of obs: 31, groups: subfamily, 10  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)  
## (Intercept) -0.00629 0.18767 2.80548 -0.034 0.976  
## scaled\_stdev\_slope -0.01864 0.18574 27.10243 -0.100 0.921  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## scld\_stdv\_s -0.002

## Languages miscategorized as Hill/Valley

# Check if there are Hill languages with below-average cell complexity  
hill\_languages <- filter(data, hill\_valley == "Hill") %>%  
 mutate(below\_average = scaled\_cell\_complexity < 0) %>%  
 arrange(scaled\_cell\_complexity)  
  
print("Hill languages sorted by cell complexity (lowest first):")

## [1] "Hill languages sorted by cell complexity (lowest first):"

print(select(hill\_languages, language, scaled\_cell\_complexity, below\_average))

## # A tibble: 18 × 3  
## language scaled\_cell\_complexity[,1] below\_average[,1]  
## <fct> <dbl> <lgl>   
## 1 Rabha -0.521 TRUE   
## 2 Suansu -0.521 TRUE   
## 3 Zeme -0.521 TRUE   
## 4 Galo -0.521 TRUE   
## 5 Milang -0.521 TRUE   
## 6 Mising -0.521 TRUE   
## 7 Hrusso Aka -0.521 TRUE   
## 8 Bjokapakha -0.521 TRUE   
## 9 Puroik -0.521 TRUE   
## 10 Miji -0.521 TRUE   
## 11 Brokpa/Brokpake -0.521 TRUE   
## 12 Tiwa -0.295 TRUE   
## 13 Kera'a 0.383 FALSE   
## 14 Hakhun Tangsa 1.12 FALSE   
## 15 Trung/Drung 1.51 FALSE   
## 16 Lamkang 1.63 FALSE   
## 17 Thado Chin 1.80 FALSE   
## 18 Daai Chin 2.14 FALSE

### Plotting

# Create classification based on theoretical expectations using mean (0)  
data\_with\_theoretical\_mismatches <- data %>%  
 mutate(  
 # Classify based on complexity relative to the mean (0)  
 theoretical\_status = case\_when(  
 # Hill languages with below-mean complexity  
 hill\_valley == "Hill" & scaled\_cell\_complexity < 0 ~   
 "Misclassified (Low Complexity Hill)",  
   
 # Valley languages with above-mean complexity  
 hill\_valley == "Valley" & scaled\_cell\_complexity > 0 ~   
 "Misclassified (High Complexity Valley)",  
   
 # Everything else matches theoretical expectations  
 TRUE ~ "Matches Theory"  
 )  
 )  
  
# Check the distribution of theoretical status  
print(table(data\_with\_theoretical\_mismatches$theoretical\_status))

##   
## Matches Theory Misclassified (High Complexity Valley)   
## 19 1   
## Misclassified (Low Complexity Hill)   
## 12

# Create scatter plot  
ggplot(data\_with\_theoretical\_mismatches, aes(x = scaled\_cell\_complexity, y = scaled\_case\_marking\_complexity)) +  
 # Adding quadrant lines at means (0 for scaled variables)  
 geom\_hline(yintercept = 0, linetype = "dashed", color = "gray") +  
 geom\_vline(xintercept = 0, linetype = "dashed", color = "gray") +  
   
 # Plot points  
 geom\_point(aes(  
 shape = hill\_valley,  
 color = theoretical\_status,  
 size = theoretical\_status  
 )) +  
   
 # Add labels for misclassified languages  
 geom\_text\_repel(  
 data = filter(data\_with\_theoretical\_mismatches, theoretical\_status != "Matches Theory"),  
 aes(label = language),  
 box.padding = 0.8,  
 point.padding = 0.5,  
 force = 8,  
 seed = 123  
 ) +  
   
 # Customize appearance  
 scale\_shape\_manual(values = c("Hill" = 17, "Valley" = 16, "Split" = 15)) +  
 scale\_color\_manual(values = c(  
 "Matches Theory" = "gray70",   
 "Misclassified (Low Complexity Hill)" = "#3366CC",  
 "Misclassified (High Complexity Valley)" = "#339900"  
 )) +  
 scale\_size\_manual(values = c(  
 "Matches Theory" = 2,   
 "Misclassified (Low Complexity Hill)" = 3.5,  
 "Misclassified (High Complexity Valley)" = 3.5  
 )) +  
   
 # Add labels  
 labs(  
 title = "Cell Complexity vs. Case Marking in Hill/Valley Languages",  
 x = "Cell Complexity (scaled)",  
 y = "Case Marking Complexity (scaled)",  
 shape = "Classification",  
 color = "Theory Alignment",  
 size = "Theory Alignment"  
 ) +  
   
 # Visual theme  
 theme\_minimal() +  
 theme(  
 panel.grid.minor = element\_blank(),  
 legend.position = "right"  
 )
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