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# Introduction

## Aim of the Tool

The tool *TbGenerator* automatically generates test-bench skeletons for a VHDL entity based on parsing the entity itself. This does not only save a lot of time that is usually lost on just instantiating the DUT, defining all signals, creating all clocks, etc. but it also leads to a consistent test-bench style. Having such a tool also raises the motivation to do proper testing since the effort (especially for boring work) is drastically reduced.

Whatever output the tool produces can be edited manually easily. The aim of the tool is not to cover each and every special case but to generate a skeleton that can be modified manually.

## Test-bench Styles

The tool supports two different test-bench styles.

### Simple Test-benches

By default, *TbGenerator* creates a simple test-bench that consists of one single file. In that file, the DUT is instantiated and all clocks and resets are generated. The actual test-cases (i.e. stimuli generation and response checking) happen in one or more processes within that one test-bench file.

An example for such a test-bench can be found here:

*<root>/example/simpleTb* 🡪 execute *run.bat* to generate the test-bench

### Multi-Case Testbenches

For more complex test-benches with multiple test-cases, it is useful to split code into multiple files. Whenever test-bench generator generates a test-bench that contains multiple test-cases (see 4.2.1.2), the test-bench contains multiple files.

The main test-bench file (*xxx\_tb.vhd*) is responsible for instantiating the DUT, generating clocks and resets as well as top-level control of the test-bench. The top-level control part is responsible for executing all test-cases, one after the other (only starting the next one if all processes of the last one completed).

The test-bench package file (*xxx\_tb\_pkg.vhd*) contains some type and constant definitions that are required in both, the main test-bench file and the test-case packages.

The test-case package files (*xxx\_tb\_case\_yyy.vhd*) contain procedures to do stimuli generation and response checking for one specific test-case. This is where the user-code for the test-cases must be added.

An example for such a test-bench can be found here:

*<root>/example/multiCaseTb* 🡪 execute *run.bat* to generate the test-bench

# Command Line Interface

## Introduction

The tool is written in python, so it is executed as python script. Note that below the Windows syntax is given (“py”). For Linux, replace “py” with “python3”.

The command syntax is given below:

py TbGen.py [-h] –src SRC –dst DST [-clear] [-mrg] [-force]

## Arguments

### Help (-h)

This argument prints out the help text for the CLI that describes all arguments.

### Source File (-src)

This argument is required and is the path to the file containing the VHDL entity to be parsed.

### Destination Folder (-dst)

This argument is required and contains the path to the folder to place the test-bench in. If the folder does not exist already, it is created.

### Clear Destination Folder (-clear)

If this argument is passed, the destination folder is cleared prior to generating the test-bench. “Cleared” means that all files in the folder are deleted (all files, not only .vhd files!). Folders are not deleted since they may contain scripts or stimuli data.

If the destination folder already contains a test-bench, this argument must be passed. Otherwise errors are thrown since *TbGenerator* by default does not overwrite any existing fails to prevent loss of work because of accidental test-bench generator

By default *TbGenerator* asks whether it should really clear the directory if files are present. If this behavior is not required, the *–force* option must be used.

### Create Merge Files (-mrg)

If this flag is passed, all generated files have the ending .mrg instead of .vhd. This allows to easily merge changes into an existing (and manually edited) test-bench using a 3rd party merging tool (e.g. WinMerge).

Note that .mrg files are overwritten if they already exist since it is assumed that they are never edited manually and are used temporary for merging into the .vhd files only.

### Force Clearing of the Destination Folder (-force)

This flag prevents *–clear* from asking whether existing files should really be deleted.

# Graphical User Interface

For running the GUI, the file *TbGenGui.pyw* must be executed. The operating system should automatically launch it in python correctly.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQoAAAD6CAIAAADWTJ4zAAAAAXNSR0IArs4c6QAAHEVJREFUeF7tXW1sVFd6vjNAPqvEiUmT/KiwjVmzTtRGdupuYSXisDYCIy1GcqSiSlg0AvwD1kEi6iSRCCrpVKFKTNLKwA/i1bZUG7o4P+xkYzdxyAKRvNiN2uAwMRjTZMMSMNhAIGDAfc859965M/djzp2ZO3PvzHNikfGdc973Oc97nvOec+fOcejChQu3b9++devWHa3MmIqiKHSN/kUBAwXAgD6YQ6EQdUf/l15QCfMya9as2bNnh86dO/cXey8WQJ/RBTCQXQYG194fGv7qDyt+ffnsKwuzaxrWwECgGXh8x4kja+4K375zO9DdAHgw4BEDtOkI047DI+swCwYCzQCXx23II9BBBHivGGDywC0pr9iF3YAzQAsryCPgMQR8zxgQ8sDiyjOCYTjIDNDCKvS7/4619Nyxu7Hb1/9fZ8+elenjo48+2tjwM/o8RaYy6oABnzNAN3Z7V1wLfTp84rneGTt5/Oa9nrLycsueiM8a//DHC+Lz9O8vTyxbuuThhx/2ebcBDwzIMEDy6Fn+fYq9x0MlDz6xcIHlT3VVJf00LPlJ4zPs55G5pTdu3JBxjDoFxsD4+Hh5ebl4IqO+vn5ycjLHHSS/Q0NDZqd0UUzi6RVaXJE8Ljg0njUrfOb/vtv170fe+o/Db//6d//yn5/+a/cnp8e+uf79lfPn/kg/165e+dWH/0M/lkY+2CBIi5fFu066wUoGXLZwsi5h7eSuxTrYLHp20+fA1SV5rF279tKlS93d3Z988klXV1eOu3Ds2LG/XvzTJIXQr3SR3kobDNuaTw4edGpPu5PQrNNTV8evXDlz7fLXN6a+mZ6cnr5DG/oZekxRUZ9TnHWX9Ufvy/eIxxvfX68s6hhlr478ojIVXIlBnMpEmu+TNha8+xzHyUA/OTKapiGZZvnrpgw6N3WeeeaZV199taSkZNWqVU899VTus0dtbe1nRw4bFSK0QRfpLTddSajLssfwke8c2t+cvkXvPlJ6d+iuW1O3Lp//YeLc9fN0JWR4fveeh364b+61tEH4puHJXWvbn3w/rt/le/Ys9w24QADp6Oj4/PPPSSS5R2tUSFa0QV1g8qhvf8mhM0IFX5775vTk2clbl64rV26GrrKWfEUXov8U5f6Sq/f9CbsoW+ILmA0fsDbG32lOXbFXOdq+IBQSb1IZVRc88cVOsgU+E+9SV3KGNVFyPWtrwsvJ3nePrl9lKQhJd1bVNmygxRrrSXydqf6W2E3Dok7rN+uUaC5LbF7r0ZrqhRdeeOeddyiB5AWIrpDM84aOP8V9WLGvuR66Oufe6Tn3TM++++acu2+ySzOqNujlwkf+rLKkQpqRDzboC5j3lR20FflgJ03aYj2zZzktx7SVmDp3H23fofyS3hvtUNrX8p2LyQLzfbR9ZJVYxx1t36mpLr5U0hKBZi1ezQB8UfUCoZQEPUq6s672RTVhZ87j68y91OmkblJbjYPRji9W6AI/KppLc5vPiqSNN998s7W1NZ8gsu1b6mMKJox7pufcTT+aPELatkNRKh+aTz+ywE5+9YVIDlRW7D1Ky/sF1Yv2xkeEyc6ijl/y/UrlL15Zz6orZguszaKOrXzmX75qvfLFV6Qing1eSd7qaNb0akZ/3Dx3dYTvl4RWTICt3VlXe65J22up6YOShqkwF1ri0rvJvcSby/Kbt3q05chX3hB91tdUSfuQTBiRkgfXBhPGXfTvXSx78Ce1xMpr5ub09PXrP7gBsV5NFjxfiMH4S2Ut6UVfT1lZY4NIK4kW3Pi2rVv5oyeFriyKpDv7apSPVii816Mdi7IC13dGBgYGysrK8gXLuN8w79TTRpVKHiHlxo3rfzV3/tMPLah54EdP3f/jP7/3CbpC/sTGg2RC979uyz8Vz0YhW14kISaN0MCxGp5H3+3llfW9gY2FZAoqm55bZOHInqnlW2n5tsCkUFl31v1S3Y2OHBUrN9YLEwTu4j2x1Tq5a8demy1Q2kHOSUO6pUt3eHPiKtmJeS+eNYUM/P74Y//wpfn75eLKb/sHpqdvTk1evMx/rlyeunJ58vLUxWvfX/3h+rWrV69MTU1eunSRfvo/PvTtt9/a2Inf2E2eQGnC1VYxiqLOvuoF9htruH69Ot/GJ2fjFKxVEzeOjTeR4wsk1bQRRiIkHXccjHYrOmnGd3DnhEp7j/VGvcdt6KYxqajvJnbELj4+uk5jljYeeQFErunzDbNr8aFHepBIFJ999lmI5PE3vw3bPVTy7m/es3xORHxdnR6I56ssVr47992zz/z0sccey8v8AadgILsM0EMl3T+bTCGP69evT01N6RpwQEA7hwcffPDee+/NLkpYAwN5YUBKHnlBBqdgIO8MCHmE//S+vCMBADDgUwZS3bnyKWzAAgO5YADyyAXL8BFQBiCPgAYOsHPBAOSRC5bhI6AMkDwmAgodsMGA1wyQPJy+Lei1e9gHA35mgORR5Wd8wAYG8shA6Pjx40sPhk9sejyPIOAaDPiNgYVvn2UfC/oNFvCAAf8wAHn4JxZA4jsGIA/fhQSA/MNAWInF/IMGSMCArxgIK3NxY9dXEQEYHzEQVkoX+wgOoIABPzGAvYefogEsPmMA8vBZQADHTwxAHn6KBrD4jAHIw2cBARw/MQB5+CkawOIzBiAPnwUEcPzEQHDkMdbZ2Ng55ifugKXgGZCWB41O+gMnvHg7Sg2OuLf2fgij4IehXzsoK4/2mu7mYTqEm8qB6tgpb7tTF1VdMXcdDRVtfX1t8n8hwVtssF5MDMjKQ1GqK9UR2tDR0cAoik/z7f3iVz2tiNf83852ngFYg372Us0IxuapslFS9oj7TdWwmAKJvnrBgKw8mlq7WvRxLsZ6TaT6AJveh6MjLWL8m8tgJNbEMwBTT4vC6/PfqXlsq/hluLl7Y+KmYjBSowlJk5Zu2rGhFwzBZhEzICuPhg4+lJt6xXZAGTs5UhfdzLNIxbLmuq5ea31odZSxD7sVtT7PPCdHFK43KjWRwcHE5VrS4soYHueGRRxIdN0LBlyeVMJUcqDVTgyuADpowNlO2g1dwUNlMKAoJI9SGR4a9eUTyxtV8ysqqwcjb/GUQYlhsLWJJRItCbArSUYpxShqfZ5x4s1lvMfrpN3QnRvUBgOMAdnFVfOIuhQqoVtYu+k+UkMH23OIxVH1AdpcVLTtVi+UbIxV1yXTa3ibrc7izV3eKk67IeINBlwzgJNKXFOGBsXAAE4qKYYoo48ZMSC7uMrICRqDgWAyAHkEM25AnRMGII+c0AwnwWQA8ghm3IA6JwxAHjmhGU6CyQDkEcy4AXVOGJD93KPkn87mBA+cgIFcMDD59yn+JIH43MOFPGaiC3MBHD7AgMcMhCInJOWBxZXHoYD5IDMAeQQ5esDuMQPpyCMUCnmMCubBgC8YSEcevgAOEGDAewYgD+85hofAMgB5BDZ0AO49A5CH9xzDQ2AZgDwCGzoA956BsDJxxHsv8AAGAskA/nhaIMMG0LlhAIur3PAML4FkAPIIZNgAOjcMQB654RleAsmAy1MSA9lHgAYDaTIQVmKH02yKZmCg0BkIT1w477aPMzMzbpugPhgIIgPh0sXPBxE3MIOBHDDg4tuCOUADF2AgNwxIfltQVh65AQ0vYMAnDOCMXZ8EAjD8ywA+9/BvbIAs7wxAHnkPAQD4lwHIw7+xAbK8MwB55D0EAOBfBiAP/8YGyPLOgIsbuzhHNO/RAoCsMJDyQw/yghu7WaEaRgqZAdfZ40zbfYXMB/pW0AzM67xG/UP2KOggo3O5YgBb81wxDT8BZADyCGDQADlXDEAeWWV6fN/q1fvGs2oSxvLIAL5M64Z8Gv3z1JKpCiyFlEX7brqFunYMhCeOdIMdOQYGIkt6Vh46w0tX1ehpuVbytby2L48ENVUGwocPfQcypBmoKi8Tdeuj0Xr2//h8n5hOLK4PRLTMExkY37dl+9DQ9iXz5iU2c7AfGRDu9AbiNf93HzPNKyhGL/bwpDtc5BXDP3/ppSKnQLr79Y1r9rfq41CMxSWjm0Q6ObSyZ4u+6zBfp1HcqnSJqmei9WXr3thWW7uNUtHBdargSHJW9rdX8VaHtsVaxfg3l6Hto43cKlOP0YsdPOkeF31FbM1dDIH6KB/djX0sDdBgHT8dU7hgqCyhbKCtt8zXxz/uUbZt4PnGoVjYr1VblT27snZ/n7U+tDpKkhc7eC56XOxVIQ/3I4CN4q41YrDyDKAVsd7ixe66jDejfZn6DnUygZGh64JoDnlIh5FWLvryhibm2gXlZeVVQ9v3mKd083Wa/BVTTT3bCAiO9ikxDK1pZPLTWrErSdiTvNjBk+4xKkIe0mOABl9MXUnNo1tYb9CmoT7K9gTme73m62yzoddkKitbt4nvZOJbc0f7S2gPQsnJYGbLaFVtMvYkL3bwpLtc9BXxSGLRD4FiIgCPJBZTtNFXjxnA4spjgmE+yAxAHkGOHrB7zIDrvYfHeGAeDHjOAL4O5TnFcFAMDLjIHsVAB/oIBgQDOIoBIwEMpGAAW3MMETBgywDkgcEBBhzkMXEE9IABMGDJQHjixJegBgyAAWt5gBcwAAbsGAiXzn0E7IABMGCTPap+DmrAABjA4gpjAAy4Y0D2xm5jSby090v7GOtsbOwco+r6C5mm6bUSlqmtGaor7zrC9FrJdBB1AsIAySMmBbUuOjzJy3B0pKXEhUKE9Yq2vr62CilPhkrptTJDTc+OW7SoX3AMkDyq3HWKhhopZKeWE9SpWuQIw9zNLox1bowMDkZqSkoad+xgaYTPx53tahuhMcN0ryWapFYJlXgjKzsWvdChijwQb6UZSQSvKP0aNNK/ATzvipaUkgDQr+w9bb4gCyoV7lhFbV8yILu4SgBfUVk9GDtFg6kmtlVNKc3dG9n42xipPsCvHKimChVtu6N1fC7vW1OqWhiMxJpEjdYurjEaw8IGtYm8RYPf3IocqXZZ6hIj0WTHml4Vqvam2qqjwQyejfIWRaCfnOxoMMBoO2UPgExVtG1t7erlqPp7u1q3us+SvhwaAKUoaclDEDd2ckTpahETcA1lidgpGovsChu/DR00bqxKXXSzeGN+VZ1qR5uYW7qUkZM8CSUWcqS1qljWXCdGotmOTDj1VmbwYx92Kxo2VwCockOT0AdTR5N1v2XQoY7fGEhLHmy8Vs3nY1TdkIgJl0TBXjT1MsXIbU9oyq7pbhZWhqOqYLJIkg7VbDMZfCZehT6gjkw49GPbNOTBlzq0gmDrFr4a0stYZztbLpFIaKRriYAtwxxLXfMyvmen6XtQr2hsZXDE6riYnzWoZv9m8JSYlMTuUCsBQwJAw2Za9rWM2KQfP0YemCQYkJYH32HzsrNqmGUKJgN+Fyu+v62oVNRalBF2syU4X5ZTlcb9E9ZgqEK12mZjrFrNHsmt4o7YHsRm1Ra3bwHV7NwEnu959O6w3KfD6Jyv99QWAFv2aUKX4B1VAsEAvi2YpTDRLSuaN9K4eZ0l/zCTXQbwbcFs8olbVtlk0ze2pBdXvkHsTyC030q56PMncqByYADywPAAA7YMQB4YHGAA8sAYAAPuGUD2cM8ZWhQNA2EFRzEUTbDRUbcMyH7u8frrr7s1jfpgwLcMvPjii87YxOceLuTx2muv+ba3AAYG5Bl4+eWXJeWBvYc8q6hZdAxAHkUXcnRYngGSh83DgvI2UBMMFCgDYSV2uEC7hm6BgUwZCE9cOJ+pDbQHAwXKQLh08fMF2jV0CwxkygC25pkyiPYFzADkUcDBRdcyZQDyyJRBtC9gBiCPAg4uupYpA5BHpgyifQEzAHkUcHDRtUwZgDwyZRDtC5gByKOAg4uuZcoA5JEpg2hfwAxAHgUcXHQtUwYgj0wZRPsCZsDFtwULmAV0rdgYkPy2IMnj4NKDPz6x6fFiIwj9BQMODGhn7E5cAE1gAAxYMhBWSheCGjAABmzkoWh/9Q8MgQEwkMgAjoHDiAADtgyEJ058CXrAABiwXlyVzn0E1IABMGDJgOznHtT4o48+AolgoAAYWLp0acpeuDtEVMjj6aefTmkXFcCAnxk4duyYvDzwUImfQwlseWYA8shzAODezwxAHn6ODrDlmQHII88BgHs/MwB5uIzO+L7Vq/eNu2yE6gFlAPJIDByN/nlqyVQFZiEZjJOPyID0mNFNuRJneq2kQRVDRcjDGOWByJKelYfO8NJVNXo6+yOgdptq/tC2WKsbhQgoZesOHlxX5hZWeq3ceinE+pBHUlSrytXRVx+N1rP34lN+YjqxuD4Q0TJPZGB835btQ0Pbl8ybZ52FaMiSQt7m6zSTqcQLBlM7/5kt7Xha2Kc5E1nIlPZMrRIq8UZWdgpxkKffJ8jDyF1945r9rQnrHsono5tEOjm0smeLvuswX6ex1qp0iapnovVl697YVstzhe10X1ZeNUQZymSKDewqYYmnMIOplodVuEPbRxtFjTX7ucZIbqrvrqrte2jwm1uRI9UuS11CVSY76Q+lQmwJeSREtT7Kx1hjH0sDNIDGT8cULhgqSygbaOst8/Xxj3uUbRt4vnFXzKZINswpG79aCjOZrNV8lS+oFW/q6aN1vxI7zZJSUiFHWquyZ1fW7u9j+jDbcYe+wGtDHlYBZiqhaVkdQOpuQWQFvbq+i0i6Lj9g2HhdUM7HaKILIVJdoxIWSRv6runQNlUwEu1QxZkByMPADw0y/XaSGLts/cOXKknFfJ0mZMVUU882FkHgS51N68rMpsb3RdhyiURCI11LBE6muPXalc+W8Szycc+Q7s7YyuCI1VnTmEaqKzY54etQhojTEKfbSepSqmflG3SPqD7KbzGZ7vWar7O1vl6Tqaxs3Sa+k0nYmvPNOi9vLzgkkpHJVFm5otaijMBAxE0duGg9QMlXldpmy2iVmj10AGqruCO2BzEkwmIb9PL9dfdAO57YlWcWNf3JAJ7Y9WdcgCp4DGDvEbyYAXHOGIA8ckY1HAWPAZLHRPBQAzEYyAkDoeMH/3Hp8WaZQ0TxXfOcRAROPGdA/su0oU/3vvDcufUy8vAcNRyAAd8woJ6xW7r4ed9AAhAw4C8GsDX3VzyAxlcMQB6+CgfA+IsByMNf8QAaXzEAefgqHADjLwYgD3/FA2h8xUB4fHzcV4AABgz4h4FQb2/v3w1XyHzugY8F/RM2IMmEARcfC7qSBx5ozyQqaOsHBvBAux+iAAyFwAC25oUQRfTBIwYgD4+IhdlCYADyKIQoog8eMRBWLh/3yDTMgoGgMxBWHngi6H3IC37jcdKZHlbt0IHUZ04nnmvND0FZTWeNaoeruDvrOi9U+tgpFlfpBMd46ho7XXT04/F0zGSljXZ6KJ2JpR0nd5DOGjWedS1O8kVxzwDk4Z4zZWDPdmUbP4CKl7J1Uf466SRpywOebeuwk7GcjpGmEW53GLZzD06PDunHaqfR1+JuAnm4jz87QFE9ktDQ2Oqw6uQDnh3qsFPZnI6RXnfa5jBsG/z6eXOtsbSO/nVPSyG2IHlcLsR+5aZP2nzO/qiA1WHVSQc8O9cx5h/zMdJ2h2HbdTS+uDIeLJ8bWgrHS1j55n8Lpze56Qk7rLaH7zb4dK8f+SxzKLVDnZTHSMvYNzOg/pmE3FBTaF7Cl6emCq1PnvenfsM2ZXv8b32IDYjNYdVGMCnrOBwjnbKtXa8H+vaLc+BR3DMQfuCJFe5bFXsL9qedVvaoh0kv2a6wnYjdYdVGrhzrOB8jva/c5jDslHsPpSuNv7dW7BFW++/ugXY8sYthE3QG8MRu0CMI/H5hADd2/RIJ4PAhA5CHD4MCSH5hAPLwSySAw4cMuNua+7ADgAQG3DLg4rvmx48fX3owLHMUg1sQqA8GgsuAegR1cDsA5GDAawaw9/CaYdgPMAOQR4CDB+heMwB5eM0w7AeYAcgjwMEDdK8ZCCsTR7z2AftgIKAMhJXSxQGFDthgwGsGsLjymmHYDzADIcmPBWU+aCQacIq7F2MB5HvBqrNN8bGgC3nQg/LOFunbIJCHF4EkeYB8L4h1sKl/aj6RU8djnY2NnWM5dQlnhcuAx8MprMQOe0tef3uJXtr7M/VFdMTNlbiwp/PoitD0WolOWkJ15T1TshQlc/JlAIueGoLB3GZ3EkwkkzmTAZYxgeGJC+czNmJrgHWqRTkwqZYDSm/G+lCUuuiwsDccHWlxoxABs6Ktr6+twm2f02tlhpqeHbdodXlmnXw7JHWtrSM71VXBWOfOkbq6tDA7NdLJZLHvaMgJk+HSxc9nvSOawbEPu5XocEeD9ntDR/y1YXJV5xnDBMGv8Omhk+UemyRBBJFCRFDijU3W2IWxzo2RwcFIDU1qO3aw1V3cOEtGwkEyAHOrhEq8kZUdCz51qGLOS9m1LITEivwkvw6kqZO/gTfOopa6zamhqqlZ6f6QhaL/rUh1c7Pag6QmtgC0bOPkIpGUpOyRYgCkSaiXN3YpQIPVldYTdX97TWyrmgSauzeyIU5DSMsy1ZG3+IAdjMSa+FRh17uKyurB2ClaQyRZY2GtFlnrQDVVqGjbHa3j00/fmlLVmGqcarR2cY2ZAJhbkSPVLktdQlUmO9ZgVajamym7lmZADVOTJflxvzIhMDDQdsocMiPG+W1bWdhY6ohuXibesXBhiGmcTFoI8GxjVV/3wWc3rSTNmCkHQJpseikPglRXNd8S2NjJEaWrRfS1huZ1GsGG2bulSxk5ySaiuuhmW2UY7Jqt0Vhk9hmJCSnLCEY3Pr9KXQnoM5AOIAk8OdJaVSxrruvia0WzHZlYSHZNxpRdHUvydb+SIdCNW9ZPcN3Q1NrVQtPHVm3tatnECCCJBGcXSYsro+v0BoAEt17Kg82XIt9alaTe0tCs6W4Wuwp1LpGAz8YrV2Aydw0dzFBTb3zplMpaegBSWY2/r0OVb5JJTWfyhWW3IXAYoNxew2ZKAq1NxhnNocmp2KC5g6lc2FKS+QCwMu2lPBhdSqQmngf727XXLHjqAiqOqq55GV+JsUWZ1Mjg2ZnmKrO1sc52tlwikZDURCaiVRDPUQ7FEoCxlcERA5k4EhxNa1Cl+pWVSvbkC/PyIRAMWNZPQsqWp4aVsHMTSjZJs6eMC0tuJAeAe149lQdbzfPbS2ppUfSZpaHD+Abt9CrY0lUsLjfGqp3ue8TXoDurhkU0zNYqSZdi6dbdvJsle7JPqZ92gPttPuexBJDcKu6I7UHs90RqICygug9Rui3syRcW5UKgM9A5PzlkqYGZXCQ0aeg4oIWcFtiWkFK7sOuLaQDImkqoh0/N06Itt40K/1Nz+qCkt8nhFkxu+WbeXD9UIgMRD5XIsOS2TqE+c0WioJsgvLQe8JU43MrDbURRHwwEmgH1mauZmZlAdwPgwYB3DHi7NfcONyyDAa8ZoMwBeXhNMuwHmAHII8DBA3SvGaCjGI567QP2wUAQGQiFQuHQXBzFEMTYAXMuGMDiKhcsw0cQGeDZIxQKInRgBgNeMwB5eM0w7AeYgTCVUOhigHsA6GDAMwZY9giPenwUg2foYRgMeMoAyx4XJy546gPGwUBAGZg1a1ZofHz8J7+6HtAOADYY8I6Bj1bfCX399dfTvNzWyh1e6IET47/0q38fXrz0+3/rVZr+9i8f8o4qWC5QBmiDIQrfh7N/qVDemD179pw5c/4f54B4H0gxAPQAAAAASUVORK5CYII=)

The GUI contains the same options as the command line interface, so please refer to 2 for details.

# VHDL Tags

Information that is not visible from the VHDL alone needs to be passed to *TbGenerator* using tags that are placed as comments within the VHDL file.

## Syntax

Tags can be placed anywhere in VHDL comments (also before or after other text). Tags always stand between “$$” signs. Each tag has a name and is assigned a value in the form “<name>=<value>”.

Single VHDL tags can look like this:

-- Some comment text ***$$ dutlib=psi\_lib $$***  
SomePort : in std\_logic; -- ***$$ type=rst $$***

Multiple tags can be separted using “;”:

SomePort : in std\_logic; ***-- $$ type=rst; clk=ClkIn $$***

Some tags not only take single values but also accept lists. Values of lists are separated using “,”:

SomePort : in std\_logic; ***-- $$ proc=stimuli,response $$***

## Tag Descriptions

### File Scope Tags

These tags are not related to specific VHDL elements and can be placed as pure comment-lines anywhere before the entity declaration.

#### PROCESSES

**Purpose**

This tag defines how many independent processes are required for the test-bench and what their names are.

**Optional**

Yes, by default only one process named “stimuli” is generated.

**Example**

-- $$ processes=config,input,output $$

#### TESTCASES

**Purpose**

This tag defines how many independent test-cases are required for the test-bench and what their names are. This tag also decides whether a single test-case test-bench is generated (if the tag is not given) or a multi-case test-bench is generated (if the tag is given).

**Optional**

Yes, by default a single file test-bench is generated.

**Example**

-- $$ testcases=normalOp,overflow,underflow $$

#### DUTLIB

**Purpose**

This tag can be used to explicitly specify to which VHDL library the DUT belongs. This is required whenever the DUT should not be compiled into a specific library instead of the default “work” library, which is usually the case if the test-bench and DUT are meant be compiled into different libraries.

**Optional**

Yes, by default it is assumed that the test-bench gets compiled into the same library as the DUT.

**Example**

-- $$ dutlib=psi\_lib $$

#### TBLIB

**Purpose**

This tag can be used to explicitly specify to which VHDL library the test-bench belongs. This is required whenever the test-bench should not be compiled into a specific library instead of the default “work” library.

**Optional**

Yes, by default it is assumed that the test-bench gets compiled into the “work” library.

**Example**

-- $$ tblib=psi\_lib $$

#### TBPKG

**Purpose**

This tag can be used to specify additional packages that are not required for the implementation of the entity but will be used in the test-bench. These packages will then be added to all generated files.

Packages must be specified in the form *<library>.<package>*.

**Optional**

Yes.

**Example**

-- $$ tbpkg=work.my\_package\_pkg,any\_lib.blubb\_pkg $$

### Generic Tags

Generic tags are related to specific generics and must be placed as comments on the same line as the generic declaration itself.

#### EXPORT

**Purpose**

This tag can be used to let *TbGenerator* know that a generic should be exported from the testbench (i.e. be configurable from outside of the testbench).

**Optional**

Yes, by default generics are not exported.

**Example**

SomeGeneric : integer := 5; -- $$ export=true $$

#### CONSTANT

**Purpose**

This tag can be used to let *TbGenerator* know that a generic should be set to a given value (that can be different from the default value) in the testbench.

**Optional**

Yes, by default generics are set to their default values.

**Example**

SomeGeneric : integer := 5; -- $$ constant=10 $$

### Port Tags

Port tags are related to specific ports and must be placed as comments on the same line as the port declaration itself.

#### LOWACTIVE

**Purpose**

This tag allows specifying that a port is low-active. This leads *TbGenerator* to initialize the related signal with high-level instead of low-level for normal signals. For resets it leads *TbGenerator* to apply ‘0’ to assert the reset and ‘1’ to remove it.

**Optional**

Yes, by default all ports are regarded as high-active.

**Example**

SomePort : in std\_logic; -- $$ lowactive=true $$

#### TYPE

**Purpose**

This tag allows specifying that a port has a special functionality. The following special functionalities are available:

*clk* The port is a clock input. *TbGenerator* automatically generates the correct clock on this pin. Clock pins  
 must also have the *FREQ* tag to specify the clock frequency.

*rst* The port is a reset input. *TbGenerator* automatically asserts the reset at the beginning of the test and  
 removes it synchronously to the clock. Reset ports must also have the *CLK* tag to specify the related   
 clock.

**Optional**

Yes, by default all ports are regarded as signals

**Example**

InClk : in std\_logic; -- $$ type=clk; freq=100e6 $$  
InRst : in std\_logic; -- $$ type=rst; clk=InClk $$

#### FREQ

**Purpose**

This tag allows specifying the frequency of clock inputs. It always appears together with *type=clk*.

**Optional**

Yes, but mandatory for ports with *type=clk*

**Example**

InClk : in std\_logic; -- $$ type=clk; freq=100e6 $$

#### CLK

**Purpose**

This tag allows specifying the clock a reset is related to. It always appears together with *type=rst* and its value must always be the name of a a port with *type=clk*.

**Optional**

Yes, but mandatory for ports with *type=rst*

**Example**

InRst : in std\_logic; -- $$ type=rst; clk=InClk $$

#### PROC

**Purpose**

This tag is only important for multi-case test-benches. In such test-benches, procedures are called for executing the functionality of one process for one specific test-case. Therefore it must be known which signals are driven by which processes. This information can be given with the *PROC* tag.

The value must be one of the process names defined using *PROCESSES*. The value can also be a list of process names. For output signals the signal is an input to all processes in the list case, for input signals, the signal is available to all processes but only driven by the first one in the list.

**Optional**

Yes, only required for multi-case test-benches.

**Example**

SomePort : in std\_logic; -- $$ proc=stimuli,response $$

# Tips & Tricks

## Inter-Procedure Communication in Packages

For multi-case test-benches, all functionality is wrapped in procedures. If communication between two procedures within a test-case package is required (e.g. because the response checking procedure needs to wait until the configuration procedure as completed), *shared variable* are the way to go. *Shared variables* can be defined in the scope of a package and accessed by all procedures within that package.