|  |  |
| --- | --- |
| Gerb-BMSTU_01 | **Министерство науки и высшего образования Российской Федерации**  **Федеральное государственное бюджетное образовательное учреждение**  **высшего образования**  **«Московский государственный технический университет**  **имени Н.Э. Баумана**  **(национальный исследовательский университет)»**  **(МГТУ им. Н.Э. Баумана)** |

ФАКУЛЬТЕТ Информатика и системы управления

КАФЕДРА Программное обеспечение ЭВМ и информационные технологии

ДИСЦИПЛИНА Типы и структуры данных

**ОТЧЕТ ПО ЛАБОРАТОРНОЙ РАБОТЕ №5 «ОБРАБОТКА ОЧЕРЕДЕЙ».**

Студент Иванов Павел Александрович

Группа ИУ7 – 35Б

Вариант №2

Проверил

**Оглавление**

[**Цель работы** 1](#_Toc86699734)

[**Описание технического задания** 3](#_Toc86699735)

[**Описание структур данных** 5](#_Toc86699736)

[**Описание алгоритма** 7](#_Toc86699737)

[**Набор тестов** 8](#_Toc86699738)

[**Оценка эффективности** 9](#_Toc86699739)

[**Ответы на контрольные вопросы** 10](#_Toc86699740)

­

# **Цель работы**

Приобрести навыки работы с типом данных «очередь», представленным в виде одномерного массива и односвязного линейного списка, провести сравнительный анализ реализации алгоритмов включения и исключения элементов из очереди при использовании указанных структур данных, оценить эффективности программы по времени и по используемому объему памяти.

Описание условия задачи

Система массового обслуживания состоит из обслуживающего аппарата (ОА) и двух очередей заявок двух типов.

![](data:image/png;base64,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)Заявки 1-го и 2-го типов поступают в "хвосты" своих очередей по случайному закону с интервалами времени Т1 и Т2, равномерно распределенными от 1 до 5 и от 0 до 3 единиц времени (е.в.) соответственно.

В ОА они поступают из "головы" очереди по одной и обслуживаются также равновероятно за времена Т3 и Т4, распределенные от 0 до 4 е.в. и от 0 до 1 е.в. соответственно, после чего покидают систему (все времена – вещественного типа). В начале процесса в системе заявок нет.

Заявка 2-го типа может войти в ОА, если в системе нет заявок 1-го типа. Если в момент обслуживания заявки 2-го типа в пустую очередь входит заявка 1-го типа, то она ждет первого освобождения ОА и далее поступает на обслуживание (система с относительным приоритетом).

Смоделировать процесс обслуживания первых 1000 заявок 1-го типа. Выдать на экран после обслуживания каждых 100 заявок 1-го типа информацию о текущей и средней длине каждой очереди, количестве вошедших и вышедших заявок и о среднем времени пребывания заявок в очереди. В конце процесса выдать общее время моделирования и количество вошедших в систему и вышедших из нее заявок обоих типов. По требованию пользователя выдать на экран адреса элементов очереди при удалении и добавлении элементов. Проследить, возникает ли при этом фрагментация памяти.

Интерфейс программы должен быть понятен неподготовленному пользователю. При разработке интерфейса программы следует предусмотреть:

* возможность изменения времен прихода и обработки заявок с экрана;
* наличие пояснений при выводе результата;
* вывод процента погрешности работы программы.

Кроме того, нужно вывести на экран время выполнения программы при реализации очереди списком и массивом, а также требуемый при этом объем памяти.

При тестировании программы необходимо:

* проверить правильность работы программы при различном заполнении очередей, т.е., когда время моделирования определяется временем обработки заявок и когда определяется временем прихода заявок;
* отследить переполнение очереди, если очередь в программе ограничена.

При реализации очереди списком необходимо тщательно следить за освобождением памяти при удалении элемента из очереди. При этом по запросу пользователя должны выдаваться на экран адреса памяти, содержащие элементы очереди при добавлении или удалении элемента очереди. Следует проверять, происходит ли при этом фрагментация памяти (выделение непоследовательных адресов память).

# **Описание технического задания**

Входные данные:

*Целое число:*

Число от 0 до 4 — пункт меню или число заявок первого типа от 1 до 1 000 000.

*Вещественное число:*

Число от 0 до 10 000 — временная граница обработки или поступления заявки.

Выходные данные:

Числа – число обработанных заявок, длина и средняя длина очередей, число вошедших и вышедших заявок, среднее время, общее время выполнения программы, объем памяти, занимаемой структурами, в байтах.

Действие программы:

Выполнение операций с очередью, решение задачи с двумя очередями и одним обработчиком, над которым установлен относительный приоритет в пользу заявок первой очереди. Также сравнение эффективности операций при использовании различных структур данных.

*Меню программы:*

1 – Решение задачи с использованием массива

2 – Решение задачи с использованием списка

3 – Изменение исходных данных задачи

4 – Измерение времени и эффективности операций

Обращение к программе:

Запускается файл app.exe. Если его нет, из консоли следует вызывать make, и тогда запустить app.exe.

Аварийные ситуации:

* При очистке очистке очередь пустая

Результат: сообщение «Queue is already empty!»

* При добавлении возникло переполнение очереди

Результат: сообщение «Queue is already full!»

* Получение элемента из пустой очереди

Результат: сообщение «Queue is already empty!»

* Некорретный ввод пунта меню

Результат: сообщение «Wrong input!»

* Некорретный ввод числа заявок первой очереди

Результат: сообщение «Wrong input!»

* Некорретный ввод временных границ

Результат: сообщение «Wrong input!»

# **Описание структур данных**

Для хранения очереди — массива используется следующая структура:

typedef struct arr\_queue

{

int pin; // указатель на конец

int pout; // указатель на начало

int size; // размер массива

int count; // количество элементов в очереди

double \*arr; // массив, элементы коротого - время прихода

} arr\_queue;

Поля структуры:

int pin – указатель (индекс) на последний добавленный элемент;

int pout – указатель (индекс) на первый элемент в очереди;

int size – размер очереди;

int count – количество элементов в очереди;

double \*arr – сам массив, где хранятся элементы очереди.

Для хранения очереди — списка используется следующая структура:

typedef struct list\_queue

{

int count;

list\_node \*pout; // первый элемент на выход

list\_node \*pin; // адрес последнего элемента

} list\_queue;

Поля структуры:

int count — число элементов в стеке;

list\_node \*pout — указатель на первый элемент в очереди;

list\_node \*pin – указатель на последний элемент в очереди.

Для хранения списка свободных адресов используется:

typedef struct free\_mem

{

size\_t data;

struct free\_mem \*next;

} free\_mem;

Поля структуры:

size\_t data – адрес

struct free\_mem \*next – следующий элемент списка

Для обработчика используется следующая структура данных, которая хранит всю необходимую информацию:

typedef struct handler\_t

{

    int type1\_processed;

    int type2\_processed;

    double time\_standby;

    request\_t in\_process;

    float time\_finish;

} handler;

Поля структуры:

int type1\_processed – число обработанных заявок первого типа;

int type2\_processed – число обработанных заявок второго типа;

double time\_standby – время «простоя» обработчика;

request\_t in\_process – тип обрабатываемой заявки;

float time\_finish – время, к которому заявка будет обработана.

Тип заявки – перечислимый тип:

typedef enum { NONE, ONE, TWO } request\_t;

NONE – заявки нет;

ONE – заявка из первой очереди;

TWO – заявка из второй очереди.

*Основные функции программы:*

// Инициализация очереди

int arr\_queue\_init(arr\_queue \*queue);

// Добавление элемента в конец очереди

int arr\_queue\_push(arr\_queue \*queue, double come\_time);

// Удаление элемента из очереди

int arr\_queue\_pop(arr\_queue \*queue, double \*ret\_time);

// Освобождение памяти под очередь

void arr\_queue\_free(arr\_queue \*queue);

// Очистка очереди

void arr\_queue\_clean(arr\_queue \*queue);

// Печать очереди

void arr\_queue\_print(arr\_queue \*queue);

// Инициализвция очереди

void list\_queue\_init(list\_queue \*queue);

// Создание ноды списка

int create\_node(list\_node \*\*node, double tmp);

// Добавление элемента в очередь

int list\_queue\_push(list\_queue \*queue, double tmp, free\_mem \*mem);

// Удаление элемента из очереди

int list\_queue\_pop(list\_queue \*queue, double \*tmp, free\_mem \*mem);

// Очистка очереди

void list\_queue\_clean(list\_queue \*queue, free\_mem \*mem);

// Печать очереди

void list\_queue\_print(list\_queue \*queue, free\_mem \*mem);

// Инициализия списка свободных областей

void free\_mem\_init(free\_mem \*mem);

// Добавление адреса в список свободных адресов

int free\_mem\_add(free\_mem \*mem, size\_t add);

// Удаление адреса из списка свободных адресов при его наличии

void free\_mem\_del(free\_mem \*mem, size\_t del);

// Вывод списка свободных адресов

void free\_mem\_print(free\_mem \*mem);

# **Описание алгоритма**

1. Ввод номера команды;
2. Если выбрано моделирование с помощью массива:
   1. Создается цикл, который идёт пока не обработается нужное число заявок первого типа. В это же время создается счетчик времени. По ходу времени в очереди и обработчик добавляются новые заявки.
   2. По окончании цикла выводится сравнение полуенных результатов с идеальными
3. Если выбрано моделирование с помощью списка:
   1. Создается цикл, который идёт пока не обработается нужное число заявок первого типа. В это же время создается счетчик времени. По ходу времени в очереди и обработчик добавляются новые заявки.
   2. По окончании цикла выводится сравнение полуенных результатов с идеальными
4. Если выбрано сравнение по времени, то выводится сравнительная таблица времени добавления и удаления элемента из очереди, а также объём занимаемой структурами памяти при разной наполненности очередей.

# **Набор тестов**

|  |  |  |  |
| --- | --- | --- | --- |
| № | Тестовый случай | Пользовательский ввод | Результат |
| 1 | Введён неверный пункт меню | a | Wrong input! |
| 2 | Введён неверный пункт меню | 5 | Wrong input! |
| 3 | Введено неверное количество заявок первого типа | 0 | Wrong input! |
| 4 | Введено неверное количество заявок первого типа | -10 | Wrong input! |
| 5 | Введено неверное количество заявок первого типа | 1000001 | Wrong input! |
| 6 | Ввод неверного промежутка времени | -1 5 | Wrong input! |
| 7 | Ввод неверного промежутка времени | 0 0 | Wrong input! |
| 8 | Ввод неверного промежутка времени | 0.0 10000.01 | Wrong input! |
| 9 | Ввод неверного промежутка времени | 10.5 10.5 | Wrong input! |
| 10 | Ввод неверного промежутка времени | 10 -5 | Wrong input! |
| 11 | Ввод неверного промежутка времени | 5.0 3.0 | Wrong input! |
| 12 | Выход из программы | 0 | Программа завершилась |
| 13 | Запуск программы, использующей очередь на массиве | 1 | Обработано установленное число заявок, вывдено сравнение реального и ожидаемого времени |
| 14 | Запуск программы, использующей очередь на списке | 2 | Обработано установленное число заявок, вывдено сравнение реального и ожидаемого времени |
| 15 | Вывод результатов сравнения эффективности | 4 | Выведена сравнительная таблица операций по времени и по памяти |

# **Оценка эффективности**

Оценка эффективно­­сти проводится по операциям добавления элемента и извлечения элемента. Измеряется число тактов, усреднённое за 1000 прогонов:

Операция добавления:

|  |  |  |
| --- | --- | --- |
| Число элементов | Стек — массив | Стек — список |
| 10 | 40 | 488 |
| 100 | 34 | 1259 |
| 1000 | 31 | 6774 |

Операция извлечения:

|  |  |  |
| --- | --- | --- |
| Число элементов | Стек — массив | Стек — список |
| 10 | 30 | 320 |
| 100 | 31 | 2964 |
| 1000 | 35 | 23613 |

Память:

|  |  |  |
| --- | --- | --- |
| Число элементов | Стек — массив, байт | Стек — список, байт |
| 10 | 24016 | 240 |
| 100 | 24016 | 2400 |
| 1000 | 24016 | 24000 |

# **Ответы на контрольные вопросы**

1. *Что такое стек?*

Стек — последовательный список с переменной длинной, действия с которым (включение и исключение элементов) происходят только с одной его стороны — с его вершины. Эта структура данных используется по принципу Last In — First Out (LIFO).

*2. Каким образом и сколько памяти выделяется под хранение стека при различной его реализации?*

При реализации с помощью массива память под стек может выделяться как динамически, так и статически (в любом случае выделится непрерывный участок памяти ограниченного размера). Так, выделяется кусок памяти размера sizeof(тип элемента) \* (количество элементов в стеке). В первом случае память выделяется в куче, во втором — на стеке.

При реализации связным списком память выделяется каждый раз, когда добавляется новый элемент. Таким образом, число элементов в стеке ограничено только объёмом оперативной памяти.

1. *Каким образом освобождается память при удалении элемента стека при различной реализации стека?*

В случае с массивом, если память статическая, то происходит возврат текущего значения и переход указателя вниз на один элемент (память не освобождается). Если же память динамическая, то способ освобождения зависит от реализации: можно заново выделить память нового размера, освободив старую, причем заранее скопировав данные оттуда в новую. А можно работать так же, как со статическим, и освободить все ресурсы в конце программы.

В случае со списком, при удалении элемента нужно вернуть значение текущей ячейки, записать нулевой указатель в предыдущую ячейку и освободить память из-под текущей.

1. *Что происходит с элементами стека при его просмотре?*

Все элементы стираются, так как чтобы увидеть последний элемент (предыдущие просто недоступны), надо его достать.

1. *Каким образом эффективнее реализовывать стек? От чего это зависит?*

По результатам оценки эффективности видно, что стек в виде массива использовать гораздо эффективнее по времени. По памяти же эффективнее использовать список, если мы не знаем максимальное количество элементов в стеке (либо это количество сильно варьируется): тогда придется выделять большой кусок памяти, который может и не понадобиться, но он будет занимать излишнюю память.

Вывод

В ходе данной работы я познакомился со структурой данных «стек», разобрался с операциями, которые можно реализовывать на этой структуре и сравнил реализацию стека списком и массивом.

Получилось, что если важно время работы, то выгоднее использовать стек на массиве. Стек на списке же удобнее использовать когда мы не знаем максимальное количество элементов в стеке (либо это количество сильно варьируется): тогда придется выделять большой кусок памяти, который может и не понадобиться, но он будет занимать излишнюю память.