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# Introduction and Review of Existing Work

This project is intended to review the work carried out by different kagglers on a dataset and identify the underlying gaps to be filled. The dataset chosen for this project is called Santander Customer Prediction (<https://www.kaggle.com/lakshmi25npathi/santander-customer-transaction-prediction-dataset>)**.** This dataset set was released for a competition in Kaggle where the aim is to predict if a customer will make a transaction or not. It has two csv files one is training set and other is testing set. There is a total of 202 columns and 2,00,000 rows in the training set including target and index column, whereas in test set there are 201 columns and 2,00,000 rows and it doesn’t have the target column. This is a binary classification problem where the class labels to be predicted is either ‘0’(customer does not make transaction) or ‘1’(customer makes transaction). All the columns are numeric and there are no categorical variables.

In total there are 19 kernels for this dataset. The most common models that are built are Logistic regression, Gaussian Naive Bayes, Random Forest, XGBoost Classifier and Light GBM classifier. From the exploratory analysis included, checking the frequency distribution of each of the variables and the target variable. It was seen that the target variable is imbalanced and one of the three different techniques were employed as to balance the dataset namely ROSE, SMOTE and Random under sampling. Tough some of the kernels do balance the target before modeling but most of the kernels do not. Data Exploration also included observation of skewness, kurtosis, and variance in the data. Most of the kernels concluded that there is no need of data preprocessing as the data distribution showed that they were almost normally distributed with slight skewness and variance and hence the models were built with unscaled data. Further feature engineering was performed using Principle Component Analysis(PCA) to understand structure of high dimensional data but none of them truly reduced the dimensionality and retained the original dimension of the data. Further some of them also used Random Forest Classifier to identify the most important features and the results showed that about 25 features could be ignored, but these features were not ignored as considerable amount of information will be lost.

Various models were built some with default parameter values and other models were tuned with hyper parameters. The technique used to search hyperparameters for the model was Grid Search. The metrics selected to measure the performance of the model in all the kernels is Accuracy and AUC. From the analysis of all the models from all the kernels it was found that LightGBM performed the best in with AUC of 0.89 with the default model parameters, 0.952 for balanced data using SMOTE and 1 for imbalanced dataset. XGboost Classifier (AUC of 0.81 for default model parameters and 0.82 for model tuned with hyperparameters for balanced data using random under sampling) and Gaussian Naïve Bayes classifier(AUC of 0.88 with default model parameters, 0.88 for model tuned with hyperparameters for balanced data using random under sampling and 0.86 for balanced data using SMOTE ) model also showed good performance. From the analysis all the kernels it can be concluded that models showed better performance for unbalanced and unstandardized data when compared to models with balanced and standardized data.

# Gaps and Plan

From the review of existing work, it was identified that the boosting algorithms like LightGBM and XGBoost show better performance than other models for binary classification with imbalanced data. There do exist other boosting algorithm like CatBoost which is much faster than its counterparts for bigger datasets and none of the kernels have showed implementation using this model. Also, for such boosting algorithms it is essential to select a proper set of hyperparameters for getting better performance. Though one of the kernels did use grid search on hyperparameters to tune the model but not all the important parameters like max\_depth, learning rate were identified and grid search for finding optimal parameters is very time consuming and requires more computational power. To overcome the complexity of the Grid search random search of hyperparameters can be used which randomly subsets a set of parameter values and it is faster compared to grid search. The results showed that models performed best for imbalanced dataset, but for any machine learning model it is essential to balance the dataset. Hence to get an optimal prediction of the target following is the plan which is implemented:

* The data is checked for skewness and kurtosis, based on the result the data is standardized.
* Target attribute is balanced using ROSE.
* In total 8 different Xgboost and CatBoost models are built
* Two variants of Xgboost and Two Variants of CatBoost models are built one each for balanced and unbalanced dataset using grid search for hyper parameter tuning.
* Two variants of Xgboost and Two Variants of CatBoost models are built one each for balanced

and unbalanced dataset using random search for hyper parameter tuning.

* The models are build using both balanced and unbalanced dataset to monitor how the model performs in both the cases. The metric used for evaluation is AUC.
* Further to improve the model performance 3-fold cross validation is done

# Implementation

## Exploratory Data Analysis

EDA is one of the major initial steps for any machine learning projects. It helps in understanding the structure of the data and the underlaying key points which further helps in making informed decisions on building of models. The EDA for this project is done based on Descriptive Statistics and Visualizations.

**Descriptive statistics**

The descriptive statistics of both train and test set is obtained using the summary() function in R. From the output, it can be observed that there is a total of 202 features in the test set which includes target attribute and index column and the test set consist of 201 features similar to train set but without the target column and the total number of rows are 2,00,000 for both the sets. The summary statistics shows that all the features except the target and index are of floating type and target is of integer and index is character type. The mean values for both the train and test set for each feature is distributed over a large range and the standard deviation is also considerably large for both the train and test sets. All the summary statistics mean, min, max, standard deviation values are close for both the train set and test set. The distribution of target variable from the fig.1. shows that the data is imbalanced, about 90% of the values have the class label 0 meaning that 90% of the customers will not do transaction and 10% of the values have the class 1 meaning that 10% of the customers do transaction. For the model to give unbiased results it is essential to balance the values for class labels. Next both the train and set are checked for missing values and it showed that there are no missing entries in any of the rows or columns.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZwAAAFPCAIAAAD2ie/vAAAAAXNSR0IArs4c6QAAIdVJREFUeF7t3XlgU1Xax/HbJV3Slqal7PsiCPICIyjiKFZQUQcUFXUsrjMgjo6AL8oqtCoizsAIOjo6WmUYEVBENsUWCgVqKTtCpaWFUgqU7vuSNE3ypinjKC9icrPck9vv/Uvjued5zuekP5ObzcdisUgcCCCAgCoEMrJP+apiISwCAQQQuChAqHFXQAABVQn4CPv089tvvzUajarCZjEIIOA6gWuuuaZnz56XzCf0089Fixa5bvkqnKmmpkaFq2JJ/xEwmUwNDQ14/JJAZmZmWlraZf+ruI/UoqOjk5OT2dRfEigpKYmKisJHrQLWpynWQ6vVqnWBTq7LGg75+fkxMTHe9EjNyTVzOgIItEwBXihomfvOqhFQrQChptqtZWEItEwBQq1l7jurRkC1AoSaareWhSHQMgUItZa576waAdUKEGqq3VoWhkDLFCDUWua+s2oEVCtAqKl2a1kYAi1TgFBrmfvOqhFQrQChptqtZWEItEwB9X/2s+GtRRaDXn27azaZfP381Lcun3BdwJ+mqW9djq6Iz35eWewKn/1Uf6gZYmdK+npH71KMV0wgIjJwVpxi1YUpTKjJDjWefgpzL6YRBBBwhQCh5gpF5kAAAWEECDVhtoJGEEDAFQKEmisUmQMBBIQRINSE2QoaQQABVwgI/ernpk2bnF+j5q+v+ajxLR3Oy4g5gyVcZ3z+JTF782RXZtvh7+/vyaJeVCslJaW8vPyyX+ctdKglJSU5r9z46mxJr8L3qTkvI+gMugj/GfMF7c2DbTU2Nlrf1REcHOzBmt5UaufOnQUFBd4Xai754RXep+ZNd1Vrr7xPzbZhvE/tyvdbfnjFy/6uaRcBBGQL8EKBbDpORAABEQUINRF3hZ4QQEC2AKEmm44TEUBARAFCTcRdoScEEJAtQKjJpuNEBBAQUYBQE3FX6AkBBGQLEGqy6TgRAQREFCDURNwVekIAAdkChJpsOk5EAAERBQg1EXeFnhBAQLYAoSabjhMRQEBEAUJNxF2hJwQQkC1AqMmm40QEEBBRgFATcVfoCQEEZAsQarLpOBEBBEQUINRE3BV6QgAB2QKEmmw6TkQAAREFCDURd4WeEEBAtgChJpuOExFAQEQBQk3EXaEnBBCQLUCoyabjRAQQEFGAUBNxV+gJAQRkCxBqsuk4EQEERBQg1ETcFXpCAAHZAoSabDpORAABEQUINRF3hZ4QQEC2AKEmm44TEUBARAFCTcRdoScEEJAtQKjJpuNEBBAQUYBQE3FX6AkBBGQLEGqy6TgRAQREFHAk1AwlR1KOl9pWYSjJSdm5PanpSM3KrzBJUkP9+QPWf0s5VmZotA3Rnz9+KNl6w5FzhosLLz1qHbBzX25xjbnpFlNFflaq9Za0k/UiytATAgh4pYDdoVZ9PnHd8mXLvs6zLbM4PXH7iaqfrLhy75efpBdJtbl74rcetwZWSc6B5LTj9Ubp7N61W48VSVLt0fXxu/IkQ2nO5uS0qnqjoeZsytbE89VS5dH1H+8645V4NI0AAuIJ2BVqhuqSVW8vOFzhpwsIsC2hvvCCT9/hN49qOm7s01HnJ535YXfk8PGjfnfHgKpNqT9IjUW5ZSGdB946etSoIZEndx0rlYoObdFcFzPqztuvC8s5fay63lB3tqK8+81jR917Z6+8NbvOiUdDRwgg4I0CPhaLxd6+y/e/8sKee5ZP+Y256Jtl76w5fE4T4BvR49oJT04caEl8Od7vpdi7I6RT8RPjO8TNjTy6ubz1sNuHda8tTFodXzD60d7xH+Y999qD7aXihKUry0c+drvP1i+O9npswnUh0uG3n9w4YmnsYF1TI2PHjm3up6CgICEhwd7efnmcdukiH4Pe+XmYwTMC5la6+j9N80wtkas0/2H6+PiI3KSCvaWmplZVVcXExFzSQ0b2KVmhZijZs3WPZdCtN3YJPnco6bsC7e+65s38Urfgx1CbPztk/5cVnaN/92Ooje/01r8KZ7/+8I+hNqrmq3+fHjT5/4Xajy1GR0cnJyc7r2aInSnpuWrnPKSnZoiIDJwV56li4tYx2g6tVitui4p2Zg2H/Pz8y4aaXU8/L20+MGr4mLE3dgmVJL/AQD+jyWDq3L1nWUWtdVxtbZk5XNfaX9dK5683WF8QMFdWGwNCAzu17VVVW2kdYDBUNwSEtfLTdO7Surq2wXpLZWWlbwR7p+g9hOIIqEdAVqiVZn388dqMijrrCwJ1dQFtW7cJDO/WRrMr7WhlZVbmif6DhoRoWoWZjp/IrK0z5R870nj11W1D2vbQ7d2wo7i+qCAnLHyQLkgT0q6u/EDOufri/XvODR3Ws/liHQcCCCDgnIAjoeYbGB7Vqil8Wvd5YKh//PwXJk58dsW+0v6/GRjk0+m+WTHZb0+fvqp0+sQRgZJ/jxuih/lnvzxl8idnb3lqTF8/KWrsa1NCV85+fvGWAcNv6aALCmndb9SITmvjnp+986oFzw7zd24ZnI0AAgg0CzhyTc2zZlxT86y3MNW4pmbbCq6pXfke6eprasLc/2kEAQQQuETAkaef4CGAAALCCxBqwm8RDSKAgCMChJojWoxFAAHhBQg14beIBhFAwBEBQs0RLcYigIDwAoSa8FtEgwgg4IgAoeaIFmMRQEB4AUJN+C2iQQQQcESAUHNEi7EIICC8AKEm/BbRIAIIOCJAqDmixVgEEBBegFATfotoEAEEHBEg1BzRYiwCCAgvQKgJv0U0iAACjggQao5oMRYBBIQXINSE3yIaRAABRwQINUe0GIsAAsILEGrCbxENIoCAIwKEmiNajEUAAeEFCDXht4gGEUDAEQFCzREtxiKAgPAChJrwW0SDCCDgiACh5ogWYxFAQHgBQk34LaJBBBBwRIBQc0SLsQggILwAoSb8FtEgAgg4IkCoOaLFWAQQEF6AUBN+i2gQAQQcESDUHNFiLAIICC9AqAm/RTSIAAKOCPhYLBZHxntubHR09JYtW5yv57Mo1kevd34eZvCMgEUXYZk2yzO1RK5ish0BAQEiN6lgb7t37y4pKYmJibmkh4zsU0I/UvN1xeGjIDylHRew7pcrtl0Nc/j4+KhhGe5ZgxXnl+5cQj9SS05OdvyP4tIzDLEzJX298/Mwg4cEIiIDZ8V5qJbAZYy2Q6vVCtyjkq1ZwyE/P9/7HqkpaUZtBBDwTgGhn356JyldI4CAkgKEmpL61EYAAZcLEGouJ2VCBBBQUoBQU1Kf2ggg4HIBQs3lpEyIAAJKChBqSupTGwEEXC5AqLmclAkRQEBJAUJNSX1qI4CAywUINZeTMiECCCgpQKgpqU9tBBBwuQCh5nJSJkQAASUFCDUl9amNAAIuFyDUXE7KhAggoKQAoaakPrURQMDlAoSay0mZEAEElBQg1JTUpzYCCLhcgFBzOSkTIoCAkgKEmpL61EYAAZcLEGouJ2VCBBBQUoBQU1Kf2ggg4HIBQs3lpEyIAAJKChBqSupTGwEEXC5AqLmclAkRQEBJAUJNSX1qI4CAywUINZeTMiECCCgpQKgpqU9tBBBwuQCh5nJSJkQAASUFCDUl9amNAAIuFyDUXE7KhAggoKQAoaakPrURQMDlAoSay0mZEAEElBRwJNQa6wryiusudmsozTuTczq3sLzObLvFZKzKz8nJySusb2y+obGq+EKu9YaCqsaLp9QVWgfknq+obbA03WLWV5eetd5yrsyopAC1EUBAVQJ2h1pd6eHkNa/OWHGiafnGwsztX6xJ2JaYuG7z1tOl1qCrTU9a8eW6pG/WrV2z97Q1sKoKjiV8tSExMWn955/vPVMhSfrTaWtWrU5K+HrjFzsO1hoajfqi1G/WbN6ctGnVp5vSi1SFymIQQEA5AbtCzVhXkbjynW0/XLBIPrZWq4/vONfpvgcnPvVIP03x9xn5Rilv36b6W/406ekH+md8sTtHarxwIk/qfP2jkyY9MMS0f1t6pVScujJ/8LOTJsWMlDIzMqr1+uqc8xfajp08afLY1t+t2EWqKXcfoDICqhLwsVhszwWveFgs5gZ9vaXq2KKZ++5dPuU3dWc++3TfwAfuHhDpl5607mBl7/HDy/7yQePUV8ZEmk9++PQnXV6dE3lsS1n4kNtu6FFbsG31J0V3PtHnX+/lTFzwUEdL0bfLVlWOeux2/x1fHuwS8+j1IeZDy/64OXrp/EHhTU1ER0c391JTU5OQkPBrrf36fw9ZtsjHYPj1cYwQQ8DcKrzumWli9KJkF81/mD4+zQ8jOC4VSE1Nra6ujomJueQ/ZGSfsoZaberyl/91dODrC56M0toGHF3e/fY9yws/uJguP55Uvv+VF/bcYw210oy/rzwwYsL9A1v7/5C07kB5z/FXZb6wvs2bsXdHSKfiJ8Z3mD8rOO2L8m6j7hnWvbYwaXV8wehx7d78tDR24cPtpeKEpSvLRz42suLz5WeHPjfhuhDp8NtPbhyxNHaw7mftWdMtOTnZ+c00xM6U9PXOz8MMHhKIiAycFeehWgKXMdoOrbb5b5LjUgFrOOTn51821HyXLn3388RDxw4lfvDu0ovHp4lVXTp0vgJjWKuO/hqjxSyZzUa9yTdQ49ute8/qWr31FOvTSrM2pJUmXBcZZDRa/19jqatv1ARrOrbrrTfUWgcYjfWN/sFaX03nrm3q9U2vIdTW1vqGBgaybQgggIALBHy7d+/WPio8LDyqa7fuF48bH/r4/T/0vsLkAWHtggp2Hio0GQznyytbd2oboOvWrjHtcHZNTc7JrB4DBun8w0MsOady6vSmouPpxh69o3RtewQc3naw3FBSlBsYfk3rQE2r9sbSY2eLDOXfHzzXb0i3YBcshikQQAAB33HjHnxx8eqvVi+e8OC4/x5Du16RJmzYo3eGrls0YdL0Yz7X3jSoo5/U9Z7/vXX3nIkT3znx1KSROsm/x7DhPStSpzw5Ycmh/o/ce02g1GZs3MOlbzzzxNzPOg4Z3k0XHBLZb9hgv/eff+KZNWEvTbmJB9ncFxFAwCUC1mtqZv2FvfP/PCcxq1Ty+/Gq5F0fHXljqEsqyJ2Ea2py5bz8PK6p2TaQa2pXvh9f6ZqaJDVkfLflePhtX6fsP/LfQ+FE8/K/S9pHAAHFBKzvU/Px9fO7qlvHQE2AYl1QGAEEEHCRgDXUNAOuja5M25dQXOaiOZkGAQQQUEzAGmqG9O/3l15I/eu9Iwf/95h9QLGWKIwAAgjIF7CGWtCge6Zv+MnlNNs/ck1NvilnIoCAggJNj9Qyt3/87E/ezmH7x7+lK9gUpRFAAAG5AtZQC+h90yOLlv94LLxDGzlk4rir5c7IeQgggICCAk2vfvoHBLfS/Xj0f3bWiPjFn+Uo2BSlEUAAAbkCl/nqoZKic42FpTVyZ+Q8BBBAQEGBy1xTe2jGppFTH+Tpp4K7QmkEEJAt0PQxqcYGfV2doflLuG2Hb2BoaLC/Xd8fKbvwr57Ix6R+lUidA/iYlG1f+ZjUle/eV/6YVNM1tWBf/fmzZ3JtR35lvT9fTafOwGBVCKhfoOnhWEPp6bVvLXrlgw9tr4D+/fWXX/33rjz1L50VIoCAGgWarqllpaxOON1h/mt/s31J5Dtv3Nd+8ewVvE9NjdvNmhBQv4A11ExV5cWBke3aBzZ/oD24a+8udafPlah/7awQAQRUKGANNe2gEfcFndrx4e5dtg9IJby5ZOMt8yZGq3CxLAkBBNQv0HRNLaTnzQvenKDfudF2TW2L8bbn3pl4rfqXzgoRQECNAhfftxF29R2vLFzc/MMrLz82qlWQnxoXy5oQQED9As2hVr198WP3LUmxvjkmM3HZqKfm5pXxm3Lq33tWiIAqBayhZj6949Mlp7oue8r6mwSaq++YuODa/CGTPuZjUqrcbxaFgOoFrKGmv3Amu3PwVdqgINtqQ4bfcktIylG+JFL1e88CEVClgDXUArteNagq4+CByirbCku3b9zZdvTNA1S5XBaFAAJqF7CGml+nG2I+ih047eZ+tq8f6jklo/dnix+IUvvKWR8CCKhSoOmFAh8/TcgNkzJPnq9oOirTV87t3ZYfTFfldrMoBNQvoPBXcagfmBUigIBnBQg1z3pTDQEE3CxAqLkZmOkRQMCzAoSaZ72phgACbhYg1NwMzPQIIOBZAULNs95UQwABNwsQam4GZnoEEPCsgPWHVyyerWhvNesPr2zdutXe0b88zrxgrqTXOz8PM3hIQBfh++LLHqolcJlG2xF08cOLAjeqUGs7d+4sKiqKiYm5pH5G9imhQ+2bb75xXsx3UZyPgVBzHtJDM1jCI8zTZnqomMBlTCaT2WzWaDQC96hka7t37y4tLfW+ULP+CpbzbIbYmZKeb1JyHtJTM/ATeTZpfiLvyne4K/9EnqfurNRBAAEE3C/ACwXuN6YCAgh4UIBQ8yA2pRBAwP0ChJr7jamAAAIeFCDUPIhNKQQQcL8AoeZ+YyoggIAHBQg1D2JTCgEE3C9AqLnfmAoIIOBBAULNg9iUQgAB9wsQau43pgICCHhQgFDzIDalEEDA/QKEmvuNqYAAAh4UINQ8iE0pBBBwvwCh5n5jKiCAgAcFCDUPYlMKAQTcL0Coud+YCggg4EEBQs2D2JRCAAH3CxBq7jemAgIIeFCAUPMgNqUQQMD9AoSa+42pgAACHhQg1DyITSkEEHC/AKHmfmMqIICABwUINQ9iUwoBBNwvQKi535gKCCDgQQFCzYPYlEIAAfcLEGruN6YCAgh4UIBQ8yA2pRBAwP0ChJr7jamAAAIeFCDUPIhNKQQQcL8AoeZ+YyoggIAHBQg1D2JTCgEE3C9AqLnfmAoIIOBBAULNg9iUQgAB9wvIDLWi1OVTps+a03Qs3nwwt0FqOH3w0zdemDPj5be+zrggSRZ9VfaG9xbPmzVn3l9WZZTVS5KxNHfz4ilzZs59Y0XS0fpGs8lYnrbx/VdfmvPivPf3XKh2/0qpgAACLUJAXqg1FBXWDXlk+sKm48UxQ7oHSHnJK07eNm/hK0/127Zi5wXJePb79NrON89asPCPQ4oStqTXSsXb3t7Tf/bC16bdU3Ps0MnK+rqKrKycsMfjFsbd77f6g90VLUKbRSKAgNsFfCwWi+NFypLefXdddlW4VhPZ69rxD4zvbt722l9rJr8xrq3xxHvPrOqzaIbu0JbisMG33dir9uy3qz6rGvOHPisXH495M6arqWDzsi8Md0+41W/3V9+1eejJG8Ma9i6evOPOd2YNCG1qZPLkyc39HDlyJDEx0fHeLj0jcMnrPga98/Mwg2cELOE6w3PTPVNL5Cpms9n6t+nn5ydykwr2lpKSUllZGRMTc0kPGdmnZIVabe7KZSstY555dGB47t5tB8oj7opKf+7rDm/F3h0hnYqfGN9h3szA1NXlPUePG9a9tjBpdXzB6LFRC1aVL1j4+/ZSccLSleUjH7u1eGV8wfCpE64LkQ6//eTGEUtjB+t+1l50dHRycrLzaobYmZLe+vyXw0sEIiIDZ8V5Sa9ubNNoO7RarRtrePPU1nDIz8+/bKjJevoZ0n3CnLmPDmwtSf4hoRq9saaxU7de+gaj1cjYaLAEBGg14ZFRISaT9UGgpcFo9tP4tW/X22RusA4wmZr+PcBH07VbO6PRbL2loaHBJ9Df35uB6R0BBIQRkBVqtUVpaUcK66wZZW5o8A8LCfVv071jzeGM8/X1eaez2159TRv/cK3v+bPn9A3miqwThs49Itu07WH8ITW7pqGsNM83rE+bQI2uvaU460JFQ80PR892G9jZ9tyTAwEEEHBSQFaoaULCa9L/vihuzpz5q9NK+gwYEOzf9dYneu9cFBv7ScZtj9/SQdJ0GTRAV7DnzXlz4w+2HX3XgBCpzW1Thp9aEjdv6cbQ/7m2d3iwVtenX+/ala/Oi1tn+v3km3/+1NPJRXE6Agi0XAFZ19Q8wsU1NY8wi1eEa2q2PeGa2pXvmq6+pibeHwIdIYAAAs0Csp5+gocAAgiIKkCoiboz9IUAArIECDVZbJyEAAKiChBqou4MfSGAgCwBQk0WGychgICoAoSaqDtDXwggIEuAUJPFxkkIICCqAKEm6s7QFwIIyBIg1GSxcRICCIgqQKiJujP0hQACsgQINVlsnIQAAqIKEGqi7gx9IYCALAFCTRYbJyGAgKgChJqoO0NfCCAgS4BQk8XGSQggIKoAoSbqztAXAgjIEiDUZLFxEgIIiCpAqIm6M/SFAAKyBAg1WWychAACogoQaqLuDH0hgIAsAUJNFhsnIYCAqAKEmqg7Q18IICBLgFCTxcZJCCAgqgChJurO0BcCCMgSINRksXESAgiIKkCoiboz9IUAArIECDVZbJyEAAKiChBqou4MfSGAgCwBQk0WGychgICoAoSaqDtDXwggIEuAUJPFxkkIICCqgI/FYhGzt+jo6A0bNjjfW+CS130MeufnYQbPCFjCdYbnpnumlshVzGaz9W/Tz89P5CYV7C0lJaWysjImJuaSHjKyTwkdasnJyc6rGWJnSvp65+dhBg8JREQGzorzUC2Byxhth1arFbhHJVuzhkN+fv5lQ42nn0puDLURQMDlAoSay0mZEAEElBQg1JTUpzYCCLhcgFBzOSkTIoCAkgKEmpL61EYAAZcL8Oqny0mZ0DkBB1/9zNXre6QddK4kZ3tO4N6oyPUD+jlfj1c/nTdkBgQQ8A4Bnn56xz7RJQII2ClAqNkJxTAEEPAOAULNO/aJLhFAwE4BQs1OKIYhgIB3CBBq3rFPdIkAAnYKEGp2QjEMAQS8Q4BQ8459oksEELBTgFCzE4phCCDgHQKEmnfsE10igICdAoSanVAMQwAB7xAg1Lxjn+gSAQTsFCDU7IRiGAIIeIcAoeYd+0SXCCBgpwChZicUwxBAwDsECDXv2Ce6RAABOwUINTuhGIYAAt4hQKh5xz7RJQII2ClAqNkJxTAEEPAOAULNO/aJLhFAwE4BQs1OKIYhgIB3CBBq3rFPdIkAAnYKEGp2QjEMAQS8Q4BQ8459oksEELBTgFCzE4phCCDgHQKEmnfsE10igICdAoSanVAMQwAB7xBQLNQs5rqjif98/uFHHp76ca6h0Tu06BIBBIQXUCzUassyjhz3m/rPVe8/XP3Xt1PqhJeiQQQQ8AoBH4vFokij5Tlfr9/e6v6JN4fXprzx/N5x707vF9zUyJIlS5r7Wbt27datW53vzZSWIjXySNB5SA/N4BMU5Dv0BvuLVZlMn1wotH88I5UV6BUcPKZ1hPM9pKSklJWVxcTEXDJVRvYpxUKtaNc/lp8d+tyE60Kkw28/uXHE0tjBuqb2Tpw40dzlpEmTtm/f7vzi1TpDRUWFTmcj41CjQKPtCAoKUuPiXLCmnTt3FhYWihVqZRlffnmwS8yj14eYDy374+bopfMHhf9sqdHR0cnJyS5YvUqnKCkpiYqKUuniWJZktB1arRaLywpYwyE/P/+yoabYNTVNVAf/wtPFdY36rIy8Nv07/DzR2EgEEEBAnoBioRYU1rNj+8IN73/4wabS3z4+oq289jkLAQQQ+LmAYqGmCWp7yz0T7h83euwjj44dQKZxx0QAAdcIKBZqkuQbFNa6S8+ePTtHalyzFmZBAAEEJAVDDX0EEEDA9QKEmutNmREBBBQUINQUxKc0Agi4XoBQc70pMyKAgIIChJqC+JRGAAHXCxBqrjdlRgQQUFCAUFMQn9IIIOB6AcU+0P6rSxkzZkxNTc2vDmuxA6w4oaGhLXb5ql+4yXYEBASofqWyF/jnP/95/Pjxl5yu5Ld0yF4JJzYLDB069MCBA2ioVeCg7Xj66afVukA3rcsaajz9dJMt0yKAgDIC4j79VMbDe6pav3iub9++3tMvnTomUGc7+HYpx9QkiaefjooxHgEEhBbg6afQ20NzCCAgQ4BrajLQOAUBBMQVINTE3Ztf6Kzm6JZ/vTx16tS/bC33ut5p2G6BvP1fr9tylPc02Q3234GEmgw0JU8pyt534HzQMwuWzbxqy+LV6WYle6G2WwRMRn3NziXTFn2ZU1HL/sogJtRkoCl5Sn1NfZiuly5M6jhiVPiRw+f58T8ld8MttQsPb1qWEv74YyN1bple/ZMSal62x3UlRbUh2qbvCm4dFWqs0Ou9rH/a/VWBjtc/OHfuxGv4KaJflfqFAYSaXDmFzvMLCuKDMwrZU9Y7BAg179inH7vURrT2LyurN1vMZ06XaTu24tOfXraBtOt2AULN7cSuLRDWuk1txfcpW1O2bMnqcOf17Vw7O7Mh4P0CfEzK6/bQcOFE+tET5w2t+t0efVWw17VPw/YJVJzNPFcXflXfDoH2jWdUswAfk+KegAACqhLgY1Kq2k4WgwACVgGuqXE3QAABVQkQaqraThaDAAKEGvcBRQVKsw7kue4NxI36wryswlpFV0RxpQUINaV3oCXXrzq+4OlXEnNc9sH8Cyl/+98XPi81tWRT1i75xcXFwYCAAgJmY8GJPWtXJRYEhXbu1rdTSP2JA2mpB45kZGaeLqwMi2wXajr3XWJOUVX6vn0XtF3bBxvP7/l6x6HMsxZt48m9Ra16tQmS9Gf2bUven56Zec6o1UVpipLWrEk8VNxm4MB+HSP8/XwUWBQllRYoKSvnkZrSm9By65vrqyur6mrKC84W1dSf3rv2ww83HM/OPZV5dPlfXl+dmtNQlDRjwrNvf7M/N7egpvHEpzNe/HfCsdzc/StnTH366U/PSPrMxI+mLluXm5ubuXfrkn+szi4rKSwor6mrKCytNPHtFi33fiVJFg4ElBKo/OG1+2Ne35FvMRoKs45mnCs1mixmffnauGemLfm2Kjv+5qiu76TVNXW3f2HvLpN3VTZYLHUHFo5u22329wUHp437w4I9p6z/sbE+a+njY2aszcvf8XrM/a/9UKnUeqirvMDxrJM8UmvJ/0cTZu3+mshuvTvmft6/d6eIdt2fWLSp2BpvkhQYOLRP96YPTeQePVB/3fV9Wlm/nSR4yCMPDZGkqtKCvIKEN0Zfq9PpWre/LnbD7r1ZZ4RZD40oKUCoKalP7YsCpprtH88b/2JK7Mb0iqLcf88eE/ZzGm1IqLmi1tB8Y11thSRp/DX+ne5afiCn4j9H8uyb8ETAKkCocTdQTiAoSBdYXVbWKBkM+ecq+k185r5+EVU5O9au31f186ba/nZk3+MbUzKrJSl/89KvTlkfsHXsfVObovf+ub3MOrLi9Gfv/XPLySq/yFYB+pJ6171FRDkaKssXINTk23GmswIBna+7MWzj3NF3f3hy2I0Dsz56/IZrB9/5x5VtRgwKLisz/vRLfTs/sGz5yFW/Gz548BP7AiOa6oZ2fSJ2/sisV28aPHjwb3//zYWgq6KCQ9pHh9eteOSlJfkVBJuzm+O95/MtHd67dy2p88b6ylqzNixE42s2JMzoFT/g0OdPtm1JAKzVTgE+0G4nFMOUFshc+/u7x7++Yv369Ste/Oj7u8cOJdGU3hJx6/NITdy9obOfCpzb89navUVNt/S9Y9pd/cFB4LICfJ8adwwEEFCVAE8/VbWdLAYBBKwCvPrJ3QABBFQl8H/v0OpwVQXd2wAAAABJRU5ErkJggg==) ![](data:image/png;base64,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)

Fig.1. Target distribution Fig.2. Correlation Heat Map

The skewness and kurtosis are calculated for each columns, since the values were to be computed for each of the columns in the data frame *apply()* was used from R as skewness and kurtosis were passed as parameters for the function. These values were computed for both the train and test set separately. For the distribution to be considered as normal the expected range of value for skewness is -1.96 to +1.96 and for kurtosis it is -2 to +2. When computed skewness for features of train set, the values were in the range -0.34017 to 0.26741 which are close to zero and kurtosis values are in the range -0.81183 to -0.01402. Hence it can be said that the features of train set are normally distributed. Similarly, the skewness values for features of test set range between -0.32886 to 0.26868 and the kurtosis values range between -0.82601 to -0.02379. Hence it can be said that the features of test set are normally distributed.

**Visualization**

Further Frequency distribution of each features in train set with respect to target class labels 0 and 1 were examined. The plots showed that most of the features have almost similar distribution for both the class labels expect for few features such as var\_0, var\_2, var\_6, var\_12, etc. From the plot it can also be said that the distribution for each of the variables is normal with accepted degree of skewness and kurtosis. Similarly, the frequency distribution of features in the test set also showed normal distribution with accepted degree of skewness and kurtosis.

The correlation between the features and the target was examined which showed that there was negligible correlation with values nearing to 0 indicating no correlation. The covariance between features was also examined and fount that there is no correlation within the features. The correlation and covariance were visualized using correlation heatmap as shown in fig.2.

\*Note: EDA is inspired from two kernels (<https://www.kaggle.com/vi20027804/customer-transaction-prediction#2.1-Exploratory-Data-Analysis(EDA)> and <https://www.kaggle.com/lakshmi25npathi/santander-customer-transaction-prediction-using-r>)

## Feature Engineering

From EDA it was seen that the data is not balanced, there are no missing values, data is normally distributed, there is no correlation between features and the target also within features and the mean values of each columns are distributed over a large rand and SD is also very high for both train and test set.
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Fig.3. Target distribution after oversampling

The feature engineering is done firstly to balance the train dataset and secondly to standardize both train and test sets to have a mean of 0 and SD of 1. To balance data the technique used is Random Over Sampling Examples (ROSE), ROSE function from ROSE package in R is sued which creates a sample of synthetic data by enlarging the features space of minority and majority class examples. Operationally, the new examples are drawn from a conditional kernel density estimate of the two classes, as described in Menardi and Torelli (2013). The features are standardized by scaling the values using *scale()* function and now the mean and SD are 0 and 1 respectively.

## Model Building

From previous works it was identified that LightGBM and Xboost classifiers both performed well on imbalanced dataset and both showed good results with the default model parameters. In this project one more prominent boosting algorithm called CatBoost is evaluated against Xboost and is expected to show better results than its counterpart. It is also essential to fine tune the model with appropriate values of hyper parameters and hence Grid search technique and Random Search is used to find the optimal values for hyper parameters of the models. These models are further compared using balanced and imbalanced datasets where the model settings are same for both the cases which helps in better comparing the model performance in different scenarios.

**Data Partition**

Since the unknown target labels are to be predicted for the test set, train set is used to split the data further into 70% for training and 30% validation. From catools package *createDataPartition()* is used to split the data frame into training and validation sets. Two data partitions are done, one using the balanced training set and the other using unbalanced training set and models are built on both these data.

**XGBoost Classifier using Balanced Data tuned using Grid Search**

The XGBoost algorithm only accepts data in matrix format and hence first the training and validation sets created from balanced data is converted to its corresponding matrices. To do this the target column and all the other features are separated and stored into two different variables one containing the values of the target and the other containing the values of rest of the features. Using *xgb.Dmatrix()* function the dataframe containing features apart from the target is converted to XGBoost matrix. This is done for both the training set and the validation set. Since the model is a binary classification model, the levels of the target are changed from “0” and “1” to “no” and “yes”. A list of parameters is selected and also the values for the parameters are set. Since the optimal model parameters are not known at the start, a range of values are given, and grid search is performed to find the best set of parameter values with which the model performance is high. The maximum depth of the tree to be created is set to 5,10,15 and 20 using a vector format to *max\_depth* parameter and *colsample\_bytree* is set to take to values from 0.5 to 0.9. The learning rate is set to 0.3 to reduce overfitting. Finally, the number of trees to be created by the model is set to 100 in *nrounds* parameter. All these parameters are set using *expand.grid()* from caret package. Using *trainControl()* the model is set to train using 3-fold cross validation. Finally the model is trained using the *train()* and the method parameter is set to “xgbTree” to indicate that the model to be trained is a XGBoost classifier and the grid search parameters list and the cross validation parameters are passed to the function. To compute the time taken by the model to train *Sys.time()* is called at the start and at the end of the model training process and the difference of these two times are computed to et overall time taken by the model to train which was **3.169779 hours**. The model is trained with each of the combination of the parameter values and the result obtained by the best parameter is selected to finally complete the model training.

Next the class labels of the validation set are predicted using *predict().* The predicted labels are “yes” and “no” and hence the levels are changed to “0” and “1”. Using the *roc()* the roc is plotted, and AUC is computed for predicted class labels which was found to be **0.729.** Further the confusion matrix is computed with the predicted class labels and the actual class labels of the validation set. Using the *gglpot()* the confusion matrix is visualized where the data passed is the table given by the output of *confusionMatrix()* which is then converted to a dataframe. The x and y axis are set to “Reference” and “Prediction” indicating the actual and predicted values. Using *geom\_tile()* the plot created to represent the format of confusion matrix where “Reference” and “Prediction” values are passed to the *geom\_text()* to print the corresponding values in respective tiles. The overall accuracy of XGBoost classifier using balanced data with grid search hyperparameter tuning was found to be **73%.** The features selected by the model was obtained by *varImp()* which gives out the most important features and its output showed that all 200 features were used by XGBoost. A bar chart was also plotted to see the top 20 features.

**XGBoost Classifier using Imbalanced Data tuned using Grid Search**

The model is created using imbalanced training dataset which is split into train and valid sets with ratio of 70% and 30% and XGBoost model is trained and tuned using same hyperparameters grid search where parameter values are same as set for previous XGBoost model created above. The model is trained on different parameter values which are selected by grid search technique. The time taken by this model to train is **2.922677 hours** and the ROC plot for predicted class labels for validation set show that the AUC value is **0.6296.** Further confusion matrix is plotted similar to done for previous model and the accuracy was found to be **78%.** The variable importance plot showed that the model used 198 features.

**CatBoost Classifier using Balanced Data tuned using Grid Search**

For CatBoost classifier the balanced training dataset is used which is split into training and validation set. Further the class labels are separated from each of the sets and stored separately and the class labels are changed to “yes” and “no”. The hyperparameter values for the grid search are set where the maximum depth of the tree is set to 6,7,8,9 and 10 which is passed as a vector, lower values are selected s more deep the tree structure becomes the complexity of the model increases and also requires more computational power. The iterations to take place is set to 500 and 600 also to reduce overfitting different values are set for the learning rate 0.3,0.4 and 0.5. The grid search creates number of models from all the subset of the parameter values to get the most optimum parameter values for the model. The model is trained with 3-fold cross validation similar to the one created in Xboost classifier. Using *train()* from caret package CatBoost model is trained with different values of the parameters selected from Grid search. The model computation time is checked using *Sys.time()* and it was seen that CatBoost model took **2.272147 hours** to train.

The class labels for the validation set is predicted and the ROC is plotted and the AUC for the predicted class labels is computed using *roc()* which gave a value of **0.744.** The confusion matrix is created and visualized in the similar fashion as done in the previous models which showed the overall model accuracy to be **74%.** Variable importance plot is alco created similar to previous models and it was found that all the 200 features were selected.

**CatBoost Classifier using Imbalanced Data tuned using Grid Search**

For this model it is build and trained in similar fashion as with the CatBoost model tuned using hyperparameter grid search where the parameters selected, and the different values are same. The only difference is the data with which the model is trained, the imbalanced training dataset is used which is split into training and validation set with same split ration 70:30. The model is trained using different parameter values which are selected using grid search technique. The time taken by the model is **1.93766 hours.** The ROC plot showed the AUC value for the predicted class labels to be **0.658.** Confusion matrix is created, and the model accuracy is found to be **91.5%.** Variable importance plot shows that the model used all the 200 features to train the model.

**XGBoost Classifier using Balanced Data tuned using Random Search**

Here the model is built using same balanced dataset but the method of selecting hyperparameters to tune the model is different. Here Random search is use instead of grid search which randomly selects the parameters rather that selecting all the subsets of the parameter values and building the model using all the subset values. The random search of parameters is done using the *trainControl().* The matrices of the training and validation sets are created similar to other XGBoost models. The search parameter of *trainControl()* is set to “random” to indicate that the model while training should select the parameter values randomly. The values for hyper parameters are not set as done for grid search method rather the function randomly selects the parameter values and builds model for different sets of randomly selected values and finally checks for the parameter values of the model which performed the best and these parameters are selected to finally train the model using 3-fold cross validation. The time taken by the model to train is **1.375804 hours.** The validation class labels are predicted, and ROC plot is do not to find AUC for predicted class labels and the value was found to be **0.641.** The confusion matrix is created and visualized similar to previous models and the accuracy was found to be **91.7%.** The variable importance plot also shows that the model used all 200 features.

**XGBoost Classifier using Imbalanced Data tuned using Random Search**

The model is built and trained using the partition of imbalanced dataset and random search method was employed to search for most optimal hyperparameters. The model settings are similar to the XGBoost model created using balanced dataset and tuned using random search method. The computation time for model training is **1.74246 hours.** The ROC plot for the predicted class labels showed that the AUC value was **0.645.** Confusion matrix is created and visualized which showed the overall model accuracy to be **91.8%**

**CatBoost Classifier using Balanced Data tuned using Random Search**

Another variant of CatBoost model is created using the balanced dataset and tuned with the random search of hyperparameters. The model is built and trained using similar fashion as previous CatBoost models with the grid search techniques. The difference is the use of random search and not the grid search for hyperparameters. The rand search setting is done in the *trainControl()* where the search parameter is set to “random” which randomly selects values for the model parameters and trains the model using different set of parameters randomly selected by the model. Finally, the model is trained using the most optimal parameter settings. The computation time taken by model to train with 3-fold cross validation is **11.23678 mins.** The ROC plot showed the AUC value for predicted class labels to be **0.671** and the confusion matrix is plotted which showed the overall model accuracy to be **91.82%.** All the 200 features were selected by the model for training purpose.

**CatBoost Classifier using Imbalanced Data tuned using Random Search**

The final variant of Catboost is built with similar model settings as of the previous CatBoost model with random search of hyperparameters except that the data used in the model is imbalanced data. The computational time was found to be **15.98863 mins.** The ROC plot showed the AUC value to be **0.658.** The confusion matrix plotted showed the overall model accuracy as **91.74%.** This model also used all the 200 features.

## Model Evaluation

In total there are 8 models created 4 variants each of XGBoost and CATBoost classifiers. From the initial EDA it was observed that the data is highly imbalance with 90% data belonging to class “0” and 10% belonging to class “1”. If the models are evaluated based on the accuracy for such imbalance dataset the classifier will have higher accuracy as it will predict more of “0” because the data for this class is more and classification done by such models cannot be considered reliable. One of the most used metrics for binary classification and also for imbalanced data is AUC(Area Under the Curve). The AUC is observed from the Receiver Operator Characteristics(ROC) plots where the y-axis represents the sensitivity i.e. true positive rate and x-axis represent 1-specificity i.e. false positive rate. The AUC unlike accuracy which considers a single threshold to give the classification probabilities, AUC uses the average of values from different thresholds. Hence the AUC is used as the measure of metric to evaluate the models.

Below table summarizes the results of all the models where four models are created using the unbalanced dataset and four using the balanced dataset. Under each category two variants of XGBoost fine-tuned using grid search and random search is built and two variants CATBoost fine tuned using grid search and random search is built. The time taken by each model, the AUC and the accuracy are also recorded.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Balanced/Unbalanced Dataset | Type of search for Hyperparameters | Model Name | Computational Time | Area Under the Curve(AUC) | Accuracy |
| Unbalanced Dataset | Random Search of Hyperparameters | XGBoost Classifier | 1.74246 hours | 0.645 | 91.8% |
| CATBoost Classifier | 15.98863 mins | 0.658 | 91.74% |
| Grid Search of Hyperparameters | XGBoost Classifier | 2.922677 hours | 0.631 | 78% |
| CATBoost Classifier | 1.93766 hours | 0.658 | 91.5% |
|  | | | | | |
| Balanced Dataset  (Random Over Sampling of Examples) | Random Search of Hyperparameters | XGBoost Classifier | 1.375804 hours | 0.641 | 91.7% |
| CATBoost Classifier | 11.23678 mins | 0.671 | 91.82% |
| Grid Search of Hyperparameters | XGBoost Classifier | 3.169779 hours | 0.729 | 73% |
| CATBoost Classifier | 2.272147 hours | 0.744 | 74% |

Table.1. Model Evaluation Summary

From the table it can be seen that CATBoost has outperformed the XGBoost for both the balanced and unbalanced datasets as the AUC of CATBoost is more than XGBoost . The time take is also less compared to XGBoost classifier. Thus, it can be said that the CATBost better performs for imbalanced dataset as well as balanced dataset. The computational time for XGBoost model which is fine tuned using grid search takes on an average 3 Hrs for 3-fold crass validation which is way to long and also it consumes all the 8 cores. The XGBoost model fine-tuned using random search method considerably takes lesser time compared to grid search but the AUC of this model is less compared to the AUC of the XGBoost model tuned using grid search where the AUC was found to be 0.729 for the balanced dataset. Also, for the unbalanced dataset the XGBoost model tuned using grid search and random search methods dint show much of difference in the AUC values. Hence it can be concluded that the XGBoost model fine-tuned using grid search performed better than the same model fine-tuned using random search. This is because of the values for the parameter that is selected randomly which results in only 18 variants of XGBoost model using different values of hyperparameters which are selected randomly whereas in grid search the parameter values are passed while the model training which results in creating 120 different variants of XGBoost with different subsets of the hyperparameter values . But when considering the computation time random search method is much faster than the grid search approach.

The CATBoost model also showed similar results where the model tuned using grid search showed better performance with AUC of 0.744 compared to random search where the AUC was 0.64 for balanced data. When the same model is built for unbalanced data the AUC of both the variants of CATBoost tuned with grid search and random search respectively had same AUC of 0.658 which means that the parameters that were selected randomly through random search also yielded the same performance as that of the model for which the parameter values were manually set and grid search was employed to search for optimal set of parameters. Also, the time taken to train CATBoost model tuned with random search was much faster, with average computation time 15 Min compared to model tuned with grid search which took on an average 2 Hrs to train. Thus, it can be concluded that the CATBoost model performed best when tuned using grid search by considering the AUC but when the computation time is considered random search method outshines the grid search.

By looking at the accuracies it can be observed for all the variants of XGBoost and CATBoost the accuracies are very high for the imbalanced dataset as the “0” class label is more than “1” the model is tend to classify most of the data as “0” and hence the accuracy is not considered as an accurate measure of metric.

Since there is no rule of thumb as on what the right set of parameters is to be set for model, different values were tested with and finally selected the range of values. From the variable importance of the model it was seen that models used all the features except for the XGBoost model for unbalanced dataset which was tuned using grid search which used 198 features. The most important feature recorded by all the models was var\_81 with maximum gini gain

Thus, it can be concluded that CATBoost model performed best compared to XGBoost in both the hyperparameter search methods where the AUC was 0.744 using grid search and 0.671 using random search. The performance of CATBoost was also better that its counterpart for imbalanced dataset with AUC of 0.658 for both grid search and random search.

## Reflection

As presented in section1 where the works done by many kagglers was reviewed from the analysis it was found that most of them retained the results of the models which were built using imbalanced dataset and concluded that to be the best model including the XGBoost. But the results from an imbalanced dataset is always unreliable. To analysis the performance of XGBoost classifier one of the kernels was selected which followed the similar data processing steps as done in this project. The data is checked for skewness and kurtosis and found to within the acceptable range and also the data is normalized. The data was balanced using Random Under Sampling where the majority class was reduced to have equal data for both the class labels. Grid search technique was used to search for optimal parameters for XGBoost and the model was trained using stratified fold with n value equal to 4. Only one hyperparameter was set which was learning rate to reduce overfitting and the value was 1e-06 and rest of the model parameters were set to default. The grid search showed that the model best performed with the values of learning rate set at 1e-06, gamma = 10, lamda set to 1e-06 and min\_child\_weight = 0.1. The metrics to evaluate the model was set to AUC and the AUC of XGBoost model was found to be 0.829.

The results obtained by the kernel are good but since the method employed is under sampling this results in considerable amount of data loss. Further the grid search performed in only one parameter and the rest are set to default. Also, the default maximum tree depth for XGBoost is 6 and with this small tree not much information can be gained as the learning rate is also close to 0 very small amount of information is extracted from each tree created. Though the AUC is high for this model it is not completely reliable as the data is under sampled and the model is overfitted as the min\_child\_weight is very low which indicates that smaller groups in the tree are created and lesser value results in model to be highly overfitted and it is recommended to have bigger values.

The XGBoost model created in this project is trained using ROSE where the minority class labels data is increase indicating that there is no data loss. Further Grid and Random search techniques shows that the model fine-tuned using grid search gave better performed with AUC of 0.729. The model created has reduced overfitting by using bigger values for min\_child\_weight with value equal to 2 which results in model that is more reliable. The max\_dept parameter also have range of values indicating that more information is extracted from the tree and also the tree created is not too deep which may result in inducing overfitting and increasing complexity.

Thus, it can be said that though the AUC of the XBoost model created in the kernel is more compared to the model created in this model, the overfitting is reduced without any loss of data. Further CATBoost has shown best performance in terms of computational time and AUC. The model can be better fine-tuned using different parameter values and the results are expected to improve.

## Learning Outcomes

There exists 5 types of boosting algorithms GBM, LightGBM, XGBoost, CatBoost and H2o. During the course of this project two of the type of Boosting algorithms were studied namely XGBoost and CatBoost also how any models can be tuned, basically there are two types of methods to search the most optimal parameter values for the model, grid search and random search. Both of these methods were implemented. During the implementation it was observed that there is no set rules on what the values of the parameters should be and the models were built using different combinations of parameter values. There still are other combinations which can be tested upon. Since the model training took almost 3hrs it was experienced that if these models are run on GPU the training will be much faster but due to lack of resource the models were trained using CPU and not GPU. While tuning the hyperparameters it was experienced in may cases where the model was over tuned which resulted in lot of incorrect predictions and also the model was highly overfitted. Hence it is always recommended to start off with smaller values and smaller subsets.

Not all of the boosting algorithms can be easily installed in R by installing the model packages, LightGBM model required to have visual studio installed and the latest Rtools. This particular package had to be installed externally and not in R. Initially the required files were downloaded from gitHub and the r script was built in visual studio but resulted in may errors and hence only implementation of XGBoost and CatBoost was don’t in this project. Different feature selection algorithm was tried and studied namely “Boruta” and was implemented with CPU which was taking more time and hence in future projects this type of feature selection method will be tested using GPU.
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