{

"cells": [

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"# STOCK PREDICTION USING TWITTER SENTIMENT ANALYSIS"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### importing machine learning libraries"

]

},

{

"cell\_type": "code",

"execution\_count": 41,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:08.972017Z",

"start\_time": "2021-09-22T09:38:08.960019Z"

}

},

"outputs": [],

"source": [

"import numpy as np\n",

"import pandas as pd\n",

"from nltk.classify import NaiveBayesClassifier\n",

"from nltk.corpus import subjectivity\n",

"from nltk.sentiment import SentimentAnalyzer\n",

"from nltk.sentiment.util import \*\n",

"import matplotlib.pyplot as mlpt"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### importing library to fetch data from twitter"

]

},

{

"cell\_type": "code",

"execution\_count": 42,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:09.389331Z",

"start\_time": "2021-09-22T09:38:09.385373Z"

}

},

"outputs": [],

"source": [

"import tweepy\n",

"import csv\n",

"import pandas as pd\n",

"import random\n",

"import numpy as np\n",

"import pandas as pd"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### setting up consumer key and access token"

]

},

{

"cell\_type": "code",

"execution\_count": 43,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:09.824910Z",

"start\_time": "2021-09-22T09:38:09.818945Z"

}

},

"outputs": [],

"source": [

"consumer\_key = '3jmA1BqasLHfItBXj3KnAIGFB'\n",

"consumer\_secret = 'imyEeVTctFZuK62QHmL1I0AUAMudg5HKJDfkx0oR7oFbFinbvA'\n",

"\n",

"access\_token = '265857263-pF1DRxgIcxUbxEEFtLwLODPzD3aMl6d4zOKlMnme'\n",

"access\_token\_secret = 'uUFoOOGeNJfOYD3atlcmPtaxxniXxQzAU4ESJLopA1lbC'\n",

"\n",

"auth = tweepy.OAuthHandler(consumer\_key, consumer\_secret)\n",

"auth.set\_access\_token(access\_token, access\_token\_secret)\n",

"api = tweepy.API(auth,wait\_on\_rate\_limit=True)"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Fetching tweets for United Airlines in extended mode (means entire tweet will come and not just few words + link)"

]

},

{

"cell\_type": "code",

"execution\_count": 44,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:18.943491Z",

"start\_time": "2021-09-22T09:38:10.988985Z"

}

},

"outputs": [],

"source": [

"fetch\_tweets=tweepy.Cursor(api.search, q=\"#unitedAIRLINES\",count=100, lang =\"en\",since=\"2018-9-13\", tweet\_mode=\"extended\").items()\n",

"data=pd.DataFrame(data=[[tweet\_info.created\_at.date(),tweet\_info.full\_text]for tweet\_info in fetch\_tweets],columns=['Date','Tweets'])"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:19.008323Z",

"start\_time": "2021-09-22T09:38:14.144Z"

}

},

"outputs": [],

"source": [

"data"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Removing special character from each tweets"

]

},

{

"cell\_type": "code",

"execution\_count": 45,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:20.001041Z",

"start\_time": "2021-09-22T09:38:19.691867Z"

}

},

"outputs": [],

"source": [

"data.to\_csv(\"Tweets.csv\")\n",

"cdata=pd.DataFrame(columns=['Date','Tweets'])\n",

"total=100\n",

"index=0\n",

"for index,row in data.iterrows():\n",

" stre=row[\"Tweets\"]\n",

" my\_new\_string = re.sub('[^ a-zA-Z0-9]', '', stre)\n",

" temp\_df = pd.DataFrame([[data[\"Date\"].iloc[index], \n",

" my\_new\_string]], columns = ['Date','Tweets'])\n",

" cdata = pd.concat([cdata, temp\_df], axis = 0).reset\_index(drop = True)\n",

" # index=index+1\n",

"#print(cdata.dtypes)"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Displaying the data with date and tweets, you can notice there are multiple tweets for each day. So we will club them together later."

]

},

{

"cell\_type": "code",

"execution\_count": 46,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:20.951711Z",

"start\_time": "2021-09-22T09:38:20.940741Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Date</th>\n",

" <th>Tweets</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>2021-09-22</td>\n",

" <td>ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2021-09-22</td>\n",

" <td>RT diecastryan A nice full lineup at IAD last ...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>2021-09-22</td>\n",

" <td>United Airlines resuming Airline Tickets Reser...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>2021-09-22</td>\n",

" <td>RT diecastryan A nice full lineup at IAD last ...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>2021-09-22</td>\n",

" <td>lol FAANews united does not give a single damn...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>...</th>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>367</th>\n",

" <td>2021-09-13</td>\n",

" <td>Thank You unitedAIRLINES httpstcoRU897P5rqI</td>\n",

" </tr>\n",

" <tr>\n",

" <th>368</th>\n",

" <td>2021-09-13</td>\n",

" <td>Where does the journey take you luggage tra...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>369</th>\n",

" <td>2021-09-13</td>\n",

" <td>RT n194at United Air LinesDouglas DC852 N8062U...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>370</th>\n",

" <td>2021-09-13</td>\n",

" <td>It is so ignorant to have 1299 in flight wifi ...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>371</th>\n",

" <td>2021-09-13</td>\n",

" <td>Exactly But we have pretty options than United...</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"<p>372 rows × 2 columns</p>\n",

"</div>"

],

"text/plain": [

" Date Tweets\n",

"0 2021-09-22 ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen...\n",

"1 2021-09-22 RT diecastryan A nice full lineup at IAD last ...\n",

"2 2021-09-22 United Airlines resuming Airline Tickets Reser...\n",

"3 2021-09-22 RT diecastryan A nice full lineup at IAD last ...\n",

"4 2021-09-22 lol FAANews united does not give a single damn...\n",

".. ... ...\n",

"367 2021-09-13 Thank You unitedAIRLINES httpstcoRU897P5rqI\n",

"368 2021-09-13 Where does the journey take you luggage tra...\n",

"369 2021-09-13 RT n194at United Air LinesDouglas DC852 N8062U...\n",

"370 2021-09-13 It is so ignorant to have 1299 in flight wifi ...\n",

"371 2021-09-13 Exactly But we have pretty options than United...\n",

"\n",

"[372 rows x 2 columns]"

]

},

"execution\_count": 46,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"cdata"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Creating a dataframe where we will combine the tweets date wise and store into"

]

},

{

"cell\_type": "code",

"execution\_count": 47,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:22.094898Z",

"start\_time": "2021-09-22T09:38:22.075919Z"

}

},

"outputs": [],

"source": [

"ccdata=pd.DataFrame(columns=['Date','Tweets'])"

]

},

{

"cell\_type": "code",

"execution\_count": 48,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:22.530962Z",

"start\_time": "2021-09-22T09:38:22.491788Z"

}

},

"outputs": [],

"source": [

"indx=0\n",

"get\_tweet=\"\"\n",

"for i in range(0,len(cdata)-1):\n",

" get\_date=cdata.Date.iloc[i]\n",

" next\_date=cdata.Date.iloc[i+1]\n",

" if(str(get\_date)==str(next\_date)):\n",

" get\_tweet=get\_tweet+cdata.Tweets.iloc[i]+\" \"\n",

" if(str(get\_date)!=str(next\_date)):\n",

" temp\_df = pd.DataFrame([[get\_date, \n",

" get\_tweet]], columns = ['Date','Tweets'])\n",

" ccdata = pd.concat([ccdata, temp\_df], axis = 0).reset\_index(drop = True)\n",

" get\_tweet=\" \""

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### All the tweets has been clubbed as per their date."

]

},

{

"cell\_type": "code",

"execution\_count": 49,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:23.249425Z",

"start\_time": "2021-09-22T09:38:23.239458Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Date</th>\n",

" <th>Tweets</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>2021-09-22</td>\n",

" <td>ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2021-09-21</td>\n",

" <td>RT SparrowOneSix 737900 N78448 was carrying U...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>2021-09-20</td>\n",

" <td>RT diecastryan A nice full lineup at IAD last...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>2021-09-19</td>\n",

" <td>jacobcabe Guess UnitedAirlines wont get any ...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>2021-09-18</td>\n",

" <td>RT FELASTORY UnitedAirlines announce non stop...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>5</th>\n",

" <td>2021-09-17</td>\n",

" <td>UnitedAirlines 90 of workers vaccinated after...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>6</th>\n",

" <td>2021-09-16</td>\n",

" <td>This is how united UnitedAirlines treated wit...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>7</th>\n",

" <td>2021-09-15</td>\n",

" <td>Thank you SPONSORSYour generous support make ...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>8</th>\n",

" <td>2021-09-14</td>\n",

" <td>Because I get to work with amazing people uni...</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Date Tweets\n",

"0 2021-09-22 ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen...\n",

"1 2021-09-21 RT SparrowOneSix 737900 N78448 was carrying U...\n",

"2 2021-09-20 RT diecastryan A nice full lineup at IAD last...\n",

"3 2021-09-19 jacobcabe Guess UnitedAirlines wont get any ...\n",

"4 2021-09-18 RT FELASTORY UnitedAirlines announce non stop...\n",

"5 2021-09-17 UnitedAirlines 90 of workers vaccinated after...\n",

"6 2021-09-16 This is how united UnitedAirlines treated wit...\n",

"7 2021-09-15 Thank you SPONSORSYour generous support make ...\n",

"8 2021-09-14 Because I get to work with amazing people uni..."

]

},

"execution\_count": 49,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"ccdata"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Now to know the \"closing price\" of each day we will import STOCK PRICE DATA for UNITED AIRLINES from \"yahoo.finance\". We will consider \"Close\" price only."

]

},

{

"cell\_type": "code",

"execution\_count": 50,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:24.417614Z",

"start\_time": "2021-09-22T09:38:24.386698Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Date</th>\n",

" <th>Open</th>\n",

" <th>High</th>\n",

" <th>Low</th>\n",

" <th>Close</th>\n",

" <th>Adj Close</th>\n",

" <th>Volume</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>2020-09-01</td>\n",

" <td>35.250000</td>\n",

" <td>37.240002</td>\n",

" <td>34.950001</td>\n",

" <td>36.009998</td>\n",

" <td>36.009998</td>\n",

" <td>29722200</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2020-09-02</td>\n",

" <td>36.099998</td>\n",

" <td>37.099998</td>\n",

" <td>35.209999</td>\n",

" <td>36.889999</td>\n",

" <td>36.889999</td>\n",

" <td>26622800</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>2020-09-03</td>\n",

" <td>37.130001</td>\n",

" <td>39.770000</td>\n",

" <td>36.139999</td>\n",

" <td>37.400002</td>\n",

" <td>37.400002</td>\n",

" <td>53966400</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>2020-09-04</td>\n",

" <td>38.150002</td>\n",

" <td>38.740002</td>\n",

" <td>36.459999</td>\n",

" <td>38.209999</td>\n",

" <td>38.209999</td>\n",

" <td>33121600</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>2020-09-08</td>\n",

" <td>37.299999</td>\n",

" <td>38.480000</td>\n",

" <td>36.480000</td>\n",

" <td>37.279999</td>\n",

" <td>37.279999</td>\n",

" <td>33207100</td>\n",

" </tr>\n",

" <tr>\n",

" <th>...</th>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>261</th>\n",

" <td>2021-09-15</td>\n",

" <td>43.650002</td>\n",

" <td>43.910000</td>\n",

" <td>43.020000</td>\n",

" <td>43.860001</td>\n",

" <td>43.860001</td>\n",

" <td>10321600</td>\n",

" </tr>\n",

" <tr>\n",

" <th>262</th>\n",

" <td>2021-09-16</td>\n",

" <td>43.860001</td>\n",

" <td>45.410000</td>\n",

" <td>43.849998</td>\n",

" <td>44.470001</td>\n",

" <td>44.470001</td>\n",

" <td>12204300</td>\n",

" </tr>\n",

" <tr>\n",

" <th>263</th>\n",

" <td>2021-09-17</td>\n",

" <td>44.779999</td>\n",

" <td>45.500000</td>\n",

" <td>44.110001</td>\n",

" <td>44.540001</td>\n",

" <td>44.540001</td>\n",

" <td>11733300</td>\n",

" </tr>\n",

" <tr>\n",

" <th>264</th>\n",

" <td>2021-09-20</td>\n",

" <td>44.759998</td>\n",

" <td>45.340000</td>\n",

" <td>43.590000</td>\n",

" <td>45.270000</td>\n",

" <td>45.270000</td>\n",

" <td>14700300</td>\n",

" </tr>\n",

" <tr>\n",

" <th>265</th>\n",

" <td>2021-09-21</td>\n",

" <td>45.500000</td>\n",

" <td>46.259998</td>\n",

" <td>44.279999</td>\n",

" <td>44.450001</td>\n",

" <td>44.450001</td>\n",

" <td>12207000</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"<p>266 rows × 7 columns</p>\n",

"</div>"

],

"text/plain": [

" Date Open High Low Close Adj Close \\\n",

"0 2020-09-01 35.250000 37.240002 34.950001 36.009998 36.009998 \n",

"1 2020-09-02 36.099998 37.099998 35.209999 36.889999 36.889999 \n",

"2 2020-09-03 37.130001 39.770000 36.139999 37.400002 37.400002 \n",

"3 2020-09-04 38.150002 38.740002 36.459999 38.209999 38.209999 \n",

"4 2020-09-08 37.299999 38.480000 36.480000 37.279999 37.279999 \n",

".. ... ... ... ... ... ... \n",

"261 2021-09-15 43.650002 43.910000 43.020000 43.860001 43.860001 \n",

"262 2021-09-16 43.860001 45.410000 43.849998 44.470001 44.470001 \n",

"263 2021-09-17 44.779999 45.500000 44.110001 44.540001 44.540001 \n",

"264 2021-09-20 44.759998 45.340000 43.590000 45.270000 45.270000 \n",

"265 2021-09-21 45.500000 46.259998 44.279999 44.450001 44.450001 \n",

"\n",

" Volume \n",

"0 29722200 \n",

"1 26622800 \n",

"2 53966400 \n",

"3 33121600 \n",

"4 33207100 \n",

".. ... \n",

"261 10321600 \n",

"262 12204300 \n",

"263 11733300 \n",

"264 14700300 \n",

"265 12207000 \n",

"\n",

"[266 rows x 7 columns]"

]

},

"execution\_count": 50,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"read\_stock\_p=pd.read\_csv('UAL.csv')\n",

"# DOWNLOAD UPDATED CLOSE PRICE FROM https://finance.yahoo.com/quote/UAL/history?period1=1598918400&period2=1632268800&interval=1d&filter=history&frequency=1d&includeAdjustedClose=true\n",

"read\_stock\_p"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Adding a \"Price\" column in our dataframe and fetching the stock price as per the date in our dataframe."

]

},

{

"cell\_type": "code",

"execution\_count": 51,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:38:25.665268Z",

"start\_time": "2021-09-22T09:38:25.661310Z"

}

},

"outputs": [],

"source": [

"ccdata['Prices']=\"\""

]

},

{

"cell\_type": "code",

"execution\_count": 54,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:39:33.585643Z",

"start\_time": "2021-09-22T09:39:33.509806Z"

}

},

"outputs": [],

"source": [

"indx=0\n",

"for i in range (0,len(ccdata)):\n",

" for j in range (0,len(read\_stock\_p)):\n",

" get\_tweet\_date=ccdata.Date.iloc[i]\n",

" get\_stock\_date=read\_stock\_p.Date.iloc[j]\n",

" if(str(get\_stock\_date)==str(get\_tweet\_date)):\n",

" #print(get\_stock\_date,\" \",get\_tweet\_date)\n",

" # ccdata.set\_value(i,'Prices',int(read\_stock\_p.Close[j]))\n",

" ccdata['Prices'].iloc[i] = int(read\_stock\_p.Close[j])"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Prices are fetched but some entires are blank as close price might not be available for that day due to some reason (like holiday, etc.)"

]

},

{

"cell\_type": "code",

"execution\_count": 55,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:39:34.774346Z",

"start\_time": "2021-09-22T09:39:34.754395Z"

},

"scrolled": true

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Date</th>\n",

" <th>Tweets</th>\n",

" <th>Prices</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>2021-09-22</td>\n",

" <td>ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen...</td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2021-09-21</td>\n",

" <td>RT SparrowOneSix 737900 N78448 was carrying U...</td>\n",

" <td>44</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>2021-09-20</td>\n",

" <td>RT diecastryan A nice full lineup at IAD last...</td>\n",

" <td>45</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>2021-09-19</td>\n",

" <td>jacobcabe Guess UnitedAirlines wont get any ...</td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>2021-09-18</td>\n",

" <td>RT FELASTORY UnitedAirlines announce non stop...</td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>5</th>\n",

" <td>2021-09-17</td>\n",

" <td>UnitedAirlines 90 of workers vaccinated after...</td>\n",

" <td>44</td>\n",

" </tr>\n",

" <tr>\n",

" <th>6</th>\n",

" <td>2021-09-16</td>\n",

" <td>This is how united UnitedAirlines treated wit...</td>\n",

" <td>44</td>\n",

" </tr>\n",

" <tr>\n",

" <th>7</th>\n",

" <td>2021-09-15</td>\n",

" <td>Thank you SPONSORSYour generous support make ...</td>\n",

" <td>43</td>\n",

" </tr>\n",

" <tr>\n",

" <th>8</th>\n",

" <td>2021-09-14</td>\n",

" <td>Because I get to work with amazing people uni...</td>\n",

" <td>43</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Date Tweets Prices\n",

"0 2021-09-22 ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen... \n",

"1 2021-09-21 RT SparrowOneSix 737900 N78448 was carrying U... 44\n",

"2 2021-09-20 RT diecastryan A nice full lineup at IAD last... 45\n",

"3 2021-09-19 jacobcabe Guess UnitedAirlines wont get any ... \n",

"4 2021-09-18 RT FELASTORY UnitedAirlines announce non stop... \n",

"5 2021-09-17 UnitedAirlines 90 of workers vaccinated after... 44\n",

"6 2021-09-16 This is how united UnitedAirlines treated wit... 44\n",

"7 2021-09-15 Thank you SPONSORSYour generous support make ... 43\n",

"8 2021-09-14 Because I get to work with amazing people uni... 43"

]

},

"execution\_count": 55,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"ccdata"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### So we take the mean for the close price and put it in the blank value"

]

},

{

"cell\_type": "code",

"execution\_count": 56,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:39:37.144442Z",

"start\_time": "2021-09-22T09:39:37.126487Z"

}

},

"outputs": [],

"source": [

"mean=0\n",

"summ=0\n",

"count=0\n",

"for i in range(0,len(ccdata)):\n",

" if(ccdata.Prices.iloc[i]!=\"\"):\n",

" summ=summ+int(ccdata.Prices.iloc[i])\n",

" count=count+1\n",

"mean=summ/count\n",

"for i in range(0,len(ccdata)):\n",

" if(ccdata.Prices.iloc[i]==\"\"):\n",

" ccdata.Prices.iloc[i]=int(mean)"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Now all the entries have some value"

]

},

{

"cell\_type": "code",

"execution\_count": 57,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:39:39.559565Z",

"start\_time": "2021-09-22T09:39:39.547599Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Date</th>\n",

" <th>Tweets</th>\n",

" <th>Prices</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>2021-09-22</td>\n",

" <td>ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen...</td>\n",

" <td>43</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2021-09-21</td>\n",

" <td>RT SparrowOneSix 737900 N78448 was carrying U...</td>\n",

" <td>44</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>2021-09-20</td>\n",

" <td>RT diecastryan A nice full lineup at IAD last...</td>\n",

" <td>45</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>2021-09-19</td>\n",

" <td>jacobcabe Guess UnitedAirlines wont get any ...</td>\n",

" <td>43</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>2021-09-18</td>\n",

" <td>RT FELASTORY UnitedAirlines announce non stop...</td>\n",

" <td>43</td>\n",

" </tr>\n",

" <tr>\n",

" <th>5</th>\n",

" <td>2021-09-17</td>\n",

" <td>UnitedAirlines 90 of workers vaccinated after...</td>\n",

" <td>44</td>\n",

" </tr>\n",

" <tr>\n",

" <th>6</th>\n",

" <td>2021-09-16</td>\n",

" <td>This is how united UnitedAirlines treated wit...</td>\n",

" <td>44</td>\n",

" </tr>\n",

" <tr>\n",

" <th>7</th>\n",

" <td>2021-09-15</td>\n",

" <td>Thank you SPONSORSYour generous support make ...</td>\n",

" <td>43</td>\n",

" </tr>\n",

" <tr>\n",

" <th>8</th>\n",

" <td>2021-09-14</td>\n",

" <td>Because I get to work with amazing people uni...</td>\n",

" <td>43</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Date Tweets Prices\n",

"0 2021-09-22 ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen... 43\n",

"1 2021-09-21 RT SparrowOneSix 737900 N78448 was carrying U... 44\n",

"2 2021-09-20 RT diecastryan A nice full lineup at IAD last... 45\n",

"3 2021-09-19 jacobcabe Guess UnitedAirlines wont get any ... 43\n",

"4 2021-09-18 RT FELASTORY UnitedAirlines announce non stop... 43\n",

"5 2021-09-17 UnitedAirlines 90 of workers vaccinated after... 44\n",

"6 2021-09-16 This is how united UnitedAirlines treated wit... 44\n",

"7 2021-09-15 Thank you SPONSORSYour generous support make ... 43\n",

"8 2021-09-14 Because I get to work with amazing people uni... 43"

]

},

"execution\_count": 57,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"ccdata"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Making \"prices\" column as integer so mathematical operations could be performed easily."

]

},

{

"cell\_type": "code",

"execution\_count": 58,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:39:41.884443Z",

"start\_time": "2021-09-22T09:39:41.873474Z"

}

},

"outputs": [],

"source": [

"ccdata['Prices'] = ccdata['Prices'].apply(np.int64)"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Adding 4 new columns in our dataframe so that sentiment analysis could be performed.. Comp is \"Compound\" it will tell whether the statement is overall negative or positive. If it has negative value then it is negative, if it has positive value then it is positive. If it has value 0, then it is neutral."

]

},

{

"cell\_type": "code",

"execution\_count": 59,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:39:42.917283Z",

"start\_time": "2021-09-22T09:39:42.894365Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Date</th>\n",

" <th>Tweets</th>\n",

" <th>Prices</th>\n",

" <th>Comp</th>\n",

" <th>Negative</th>\n",

" <th>Neutral</th>\n",

" <th>Positive</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>2021-09-22</td>\n",

" <td>ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen...</td>\n",

" <td>43</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2021-09-21</td>\n",

" <td>RT SparrowOneSix 737900 N78448 was carrying U...</td>\n",

" <td>44</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>2021-09-20</td>\n",

" <td>RT diecastryan A nice full lineup at IAD last...</td>\n",

" <td>45</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>2021-09-19</td>\n",

" <td>jacobcabe Guess UnitedAirlines wont get any ...</td>\n",

" <td>43</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>2021-09-18</td>\n",

" <td>RT FELASTORY UnitedAirlines announce non stop...</td>\n",

" <td>43</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>5</th>\n",

" <td>2021-09-17</td>\n",

" <td>UnitedAirlines 90 of workers vaccinated after...</td>\n",

" <td>44</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>6</th>\n",

" <td>2021-09-16</td>\n",

" <td>This is how united UnitedAirlines treated wit...</td>\n",

" <td>44</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>7</th>\n",

" <td>2021-09-15</td>\n",

" <td>Thank you SPONSORSYour generous support make ...</td>\n",

" <td>43</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>8</th>\n",

" <td>2021-09-14</td>\n",

" <td>Because I get to work with amazing people uni...</td>\n",

" <td>43</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Date Tweets Prices Comp \\\n",

"0 2021-09-22 ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen... 43 \n",

"1 2021-09-21 RT SparrowOneSix 737900 N78448 was carrying U... 44 \n",

"2 2021-09-20 RT diecastryan A nice full lineup at IAD last... 45 \n",

"3 2021-09-19 jacobcabe Guess UnitedAirlines wont get any ... 43 \n",

"4 2021-09-18 RT FELASTORY UnitedAirlines announce non stop... 43 \n",

"5 2021-09-17 UnitedAirlines 90 of workers vaccinated after... 44 \n",

"6 2021-09-16 This is how united UnitedAirlines treated wit... 44 \n",

"7 2021-09-15 Thank you SPONSORSYour generous support make ... 43 \n",

"8 2021-09-14 Because I get to work with amazing people uni... 43 \n",

"\n",

" Negative Neutral Positive \n",

"0 \n",

"1 \n",

"2 \n",

"3 \n",

"4 \n",

"5 \n",

"6 \n",

"7 \n",

"8 "

]

},

"execution\_count": 59,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"ccdata[\"Comp\"] = ''\n",

"ccdata[\"Negative\"] = ''\n",

"ccdata[\"Neutral\"] = ''\n",

"ccdata[\"Positive\"] = ''\n",

"ccdata"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Downloading this package was essential to perform sentiment analysis."

]

},

{

"cell\_type": "code",

"execution\_count": 60,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:39:45.645882Z",

"start\_time": "2021-09-22T09:39:44.853380Z"

}

},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"[nltk\_data] Downloading package vader\_lexicon to\n",

"[nltk\_data] C:\\Users\\aanand2\\AppData\\Roaming\\nltk\_data...\n"

]

},

{

"data": {

"text/plain": [

"True"

]

},

"execution\_count": 60,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"import nltk\n",

"nltk.download('vader\_lexicon')"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### This part of the code is responsible for assigning the polarity for each statement. That is how much positive, negative, neutral you statement is. And also assign the compound value that is overall sentiment of the statement."

]

},

{

"cell\_type": "code",

"execution\_count": 63,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:41:51.701865Z",

"start\_time": "2021-09-22T09:41:51.584148Z"

}

},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\aanand2\\Anaconda3\\lib\\site-packages\\pandas\\core\\indexing.py:1637: SettingWithCopyWarning: \n",

"A value is trying to be set on a copy of a slice from a DataFrame\n",

"\n",

"See the caveats in the documentation: https://pandas.pydata.org/pandas-docs/stable/user\_guide/indexing.html#returning-a-view-versus-a-copy\n",

" self.\_setitem\_single\_block(indexer, value, name)\n"

]

}

],

"source": [

"from nltk.sentiment.vader import SentimentIntensityAnalyzer\n",

"from nltk.sentiment.vader import SentimentIntensityAnalyzer\n",

"import unicodedata\n",

"sentiment\_i\_a = SentimentIntensityAnalyzer()\n",

"for indexx, row in ccdata.T.iteritems():\n",

" try:\n",

" sentence\_i = unicodedata.normalize('NFKD', ccdata.loc[indexx, 'Tweets'])\n",

" sentence\_sentiment = sentiment\_i\_a.polarity\_scores(sentence\_i)\n",

" ccdata['Comp'].iloc[indexx] = sentence\_sentiment['compound']\n",

" ccdata['Negative'].iloc[indexx] = sentence\_sentiment['neg']\n",

" ccdata['Neutral'].iloc[indexx] = sentence\_sentiment['neu']\n",

" ccdata['Positive'].iloc[indexx] = sentence\_sentiment['compound']\n",

" # ccdata.set\_value(indexx, 'Comp', sentence\_sentiment['pos'])\n",

" # ccdata.set\_value(indexx, 'Negative', sentence\_sentiment['neg'])\n",

" # ccdata.set\_value(indexx, 'Neutral', sentence\_sentiment['neu'])\n",

" # ccdata.set\_value(indexx, 'Positive', sentence\_sentiment['pos'])\n",

" except TypeError:\n",

" print (stocks\_dataf.loc[indexx, 'Tweets'])\n",

" print (indexx)"

]

},

{

"cell\_type": "code",

"execution\_count": 64,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:41:52.464197Z",

"start\_time": "2021-09-22T09:41:52.452260Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Date</th>\n",

" <th>Tweets</th>\n",

" <th>Prices</th>\n",

" <th>Comp</th>\n",

" <th>Negative</th>\n",

" <th>Neutral</th>\n",

" <th>Positive</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>2021-09-22</td>\n",

" <td>ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen...</td>\n",

" <td>43</td>\n",

" <td>0.9186</td>\n",

" <td>0.0</td>\n",

" <td>0.829</td>\n",

" <td>0.9186</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2021-09-21</td>\n",

" <td>RT SparrowOneSix 737900 N78448 was carrying U...</td>\n",

" <td>44</td>\n",

" <td>0.9997</td>\n",

" <td>0.021</td>\n",

" <td>0.787</td>\n",

" <td>0.9997</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>2021-09-20</td>\n",

" <td>RT diecastryan A nice full lineup at IAD last...</td>\n",

" <td>45</td>\n",

" <td>0.9999</td>\n",

" <td>0.016</td>\n",

" <td>0.758</td>\n",

" <td>0.9999</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>2021-09-19</td>\n",

" <td>jacobcabe Guess UnitedAirlines wont get any ...</td>\n",

" <td>43</td>\n",

" <td>0.1262</td>\n",

" <td>0.075</td>\n",

" <td>0.852</td>\n",

" <td>0.1262</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>2021-09-18</td>\n",

" <td>RT FELASTORY UnitedAirlines announce non stop...</td>\n",

" <td>43</td>\n",

" <td>0.9985</td>\n",

" <td>0.019</td>\n",

" <td>0.837</td>\n",

" <td>0.9985</td>\n",

" </tr>\n",

" <tr>\n",

" <th>5</th>\n",

" <td>2021-09-17</td>\n",

" <td>UnitedAirlines 90 of workers vaccinated after...</td>\n",

" <td>44</td>\n",

" <td>0.9986</td>\n",

" <td>0.036</td>\n",

" <td>0.85</td>\n",

" <td>0.9986</td>\n",

" </tr>\n",

" <tr>\n",

" <th>6</th>\n",

" <td>2021-09-16</td>\n",

" <td>This is how united UnitedAirlines treated wit...</td>\n",

" <td>44</td>\n",

" <td>0.984</td>\n",

" <td>0.085</td>\n",

" <td>0.767</td>\n",

" <td>0.984</td>\n",

" </tr>\n",

" <tr>\n",

" <th>7</th>\n",

" <td>2021-09-15</td>\n",

" <td>Thank you SPONSORSYour generous support make ...</td>\n",

" <td>43</td>\n",

" <td>0.9831</td>\n",

" <td>0.028</td>\n",

" <td>0.838</td>\n",

" <td>0.9831</td>\n",

" </tr>\n",

" <tr>\n",

" <th>8</th>\n",

" <td>2021-09-14</td>\n",

" <td>Because I get to work with amazing people uni...</td>\n",

" <td>43</td>\n",

" <td>0.9784</td>\n",

" <td>0.089</td>\n",

" <td>0.775</td>\n",

" <td>0.9784</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Date Tweets Prices \\\n",

"0 2021-09-22 ICAO A0A522Flt UAL961 UnitedAirlinesFirst seen... 43 \n",

"1 2021-09-21 RT SparrowOneSix 737900 N78448 was carrying U... 44 \n",

"2 2021-09-20 RT diecastryan A nice full lineup at IAD last... 45 \n",

"3 2021-09-19 jacobcabe Guess UnitedAirlines wont get any ... 43 \n",

"4 2021-09-18 RT FELASTORY UnitedAirlines announce non stop... 43 \n",

"5 2021-09-17 UnitedAirlines 90 of workers vaccinated after... 44 \n",

"6 2021-09-16 This is how united UnitedAirlines treated wit... 44 \n",

"7 2021-09-15 Thank you SPONSORSYour generous support make ... 43 \n",

"8 2021-09-14 Because I get to work with amazing people uni... 43 \n",

"\n",

" Comp Negative Neutral Positive \n",

"0 0.9186 0.0 0.829 0.9186 \n",

"1 0.9997 0.021 0.787 0.9997 \n",

"2 0.9999 0.016 0.758 0.9999 \n",

"3 0.1262 0.075 0.852 0.1262 \n",

"4 0.9985 0.019 0.837 0.9985 \n",

"5 0.9986 0.036 0.85 0.9986 \n",

"6 0.984 0.085 0.767 0.984 \n",

"7 0.9831 0.028 0.838 0.9831 \n",

"8 0.9784 0.089 0.775 0.9784 "

]

},

"execution\_count": 64,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"ccdata"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": [

"ccdata['']"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Calculating the percentage of postive and negative tweets, and plotting the PIE chart for the same."

]

},

{

"cell\_type": "code",

"execution\_count": 66,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:43:58.673907Z",

"start\_time": "2021-09-22T09:43:58.601071Z"

},

"scrolled": true

},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"% of positive tweets= 100.0\n",

"% of negative tweets= 0.0\n"

]

},

{

"data": {

"text/plain": [

"[]"

]

},

"execution\_count": 66,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {},

"output\_type": "display\_data"

}

],

"source": [

"posi=0\n",

"nega=0\n",

"for i in range (0,len(ccdata)):\n",

" get\_val=ccdata.Comp[i]\n",

" if(float(get\_val)<(0)):\n",

" nega=nega+1\n",

" if(float(get\_val>(0))):\n",

" posi=posi+1\n",

"posper=(posi/(len(ccdata)))\*100\n",

"negper=(nega/(len(ccdata)))\*100\n",

"print(\"% of positive tweets= \",posper)\n",

"print(\"% of negative tweets= \",negper)\n",

"arr=np.asarray([posper,negper], dtype=int)\n",

"mlpt.pie(arr,labels=['positive','negative'])\n",

"mlpt.plot()"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Making a new dataframe with necessary columns for providing machine learning."

]

},

{

"cell\_type": "code",

"execution\_count": 67,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:44:01.310736Z",

"start\_time": "2021-09-22T09:44:01.301731Z"

}

},

"outputs": [],

"source": [

"df\_=ccdata[['Date','Prices','Comp','Negative','Neutral','Positive']].copy()"

]

},

{

"cell\_type": "code",

"execution\_count": 68,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:44:01.654699Z",

"start\_time": "2021-09-22T09:44:01.635721Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Date</th>\n",

" <th>Prices</th>\n",

" <th>Comp</th>\n",

" <th>Negative</th>\n",

" <th>Neutral</th>\n",

" <th>Positive</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>2021-09-22</td>\n",

" <td>43</td>\n",

" <td>0.9186</td>\n",

" <td>0.0</td>\n",

" <td>0.829</td>\n",

" <td>0.9186</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2021-09-21</td>\n",

" <td>44</td>\n",

" <td>0.9997</td>\n",

" <td>0.021</td>\n",

" <td>0.787</td>\n",

" <td>0.9997</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>2021-09-20</td>\n",

" <td>45</td>\n",

" <td>0.9999</td>\n",

" <td>0.016</td>\n",

" <td>0.758</td>\n",

" <td>0.9999</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>2021-09-19</td>\n",

" <td>43</td>\n",

" <td>0.1262</td>\n",

" <td>0.075</td>\n",

" <td>0.852</td>\n",

" <td>0.1262</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>2021-09-18</td>\n",

" <td>43</td>\n",

" <td>0.9985</td>\n",

" <td>0.019</td>\n",

" <td>0.837</td>\n",

" <td>0.9985</td>\n",

" </tr>\n",

" <tr>\n",

" <th>5</th>\n",

" <td>2021-09-17</td>\n",

" <td>44</td>\n",

" <td>0.9986</td>\n",

" <td>0.036</td>\n",

" <td>0.85</td>\n",

" <td>0.9986</td>\n",

" </tr>\n",

" <tr>\n",

" <th>6</th>\n",

" <td>2021-09-16</td>\n",

" <td>44</td>\n",

" <td>0.984</td>\n",

" <td>0.085</td>\n",

" <td>0.767</td>\n",

" <td>0.984</td>\n",

" </tr>\n",

" <tr>\n",

" <th>7</th>\n",

" <td>2021-09-15</td>\n",

" <td>43</td>\n",

" <td>0.9831</td>\n",

" <td>0.028</td>\n",

" <td>0.838</td>\n",

" <td>0.9831</td>\n",

" </tr>\n",

" <tr>\n",

" <th>8</th>\n",

" <td>2021-09-14</td>\n",

" <td>43</td>\n",

" <td>0.9784</td>\n",

" <td>0.089</td>\n",

" <td>0.775</td>\n",

" <td>0.9784</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Date Prices Comp Negative Neutral Positive\n",

"0 2021-09-22 43 0.9186 0.0 0.829 0.9186\n",

"1 2021-09-21 44 0.9997 0.021 0.787 0.9997\n",

"2 2021-09-20 45 0.9999 0.016 0.758 0.9999\n",

"3 2021-09-19 43 0.1262 0.075 0.852 0.1262\n",

"4 2021-09-18 43 0.9985 0.019 0.837 0.9985\n",

"5 2021-09-17 44 0.9986 0.036 0.85 0.9986\n",

"6 2021-09-16 44 0.984 0.085 0.767 0.984\n",

"7 2021-09-15 43 0.9831 0.028 0.838 0.9831\n",

"8 2021-09-14 43 0.9784 0.089 0.775 0.9784"

]

},

"execution\_count": 68,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"df\_"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Dividing the dataset into train and test."

]

},

{

"cell\_type": "code",

"execution\_count": 70,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:44:49.274215Z",

"start\_time": "2021-09-22T09:44:49.266237Z"

},

"scrolled": true

},

"outputs": [],

"source": [

"train\_start\_index = '0'\n",

"train\_end\_index = '5'\n",

"test\_start\_index = '6'\n",

"test\_end\_index = '8'\n",

"train = df\_.loc[train\_start\_index : train\_end\_index,:]\n",

"test = df\_.loc[test\_start\_index:test\_end\_index,:]"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Making a 2D array that will store the Negative and Positive sentiment for Training dataset."

]

},

{

"cell\_type": "code",

"execution\_count": 71,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:44:50.677601Z",

"start\_time": "2021-09-22T09:44:50.667601Z"

}

},

"outputs": [],

"source": [

"sentiment\_score\_list = []\n",

"for date, row in train.T.iteritems():\n",

" sentiment\_score = np.asarray([df\_.loc[date, 'Negative'],df\_.loc[date, 'Positive']])\n",

" sentiment\_score\_list.append(sentiment\_score)\n",

"numpy\_df\_train = np.asarray(sentiment\_score\_list)"

]

},

{

"cell\_type": "code",

"execution\_count": 72,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:44:52.251819Z",

"start\_time": "2021-09-22T09:44:52.236853Z"

}

},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"[[0. 0.9186]\n",

" [0.021 0.9997]\n",

" [0.016 0.9999]\n",

" [0.075 0.1262]\n",

" [0.019 0.9985]\n",

" [0.036 0.9986]]\n"

]

}

],

"source": [

"print(numpy\_df\_train)"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Making a 2D array that will store the Negative and Positive sentiment for Testing dataset."

]

},

{

"cell\_type": "code",

"execution\_count": 73,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:44:53.722231Z",

"start\_time": "2021-09-22T09:44:53.711261Z"

}

},

"outputs": [],

"source": [

"sentiment\_score\_list = []\n",

"for date, row in test.T.iteritems():\n",

" sentiment\_score = np.asarray([df\_.loc[date, 'Negative'],df\_.loc[date, 'Positive']])\n",

" sentiment\_score\_list.append(sentiment\_score)\n",

"numpy\_df\_test = np.asarray(sentiment\_score\_list)"

]

},

{

"cell\_type": "code",

"execution\_count": 74,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:44:54.096791Z",

"start\_time": "2021-09-22T09:44:54.083825Z"

}

},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"[[0.085 0.984 ]\n",

" [0.028 0.9831]\n",

" [0.089 0.9784]]\n"

]

}

],

"source": [

"print(numpy\_df\_test)"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Making 2 dataframe for Training and Testing \"Prices\". You can also make 1-D array for the same."

]

},

{

"cell\_type": "code",

"execution\_count": 75,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:44:55.720364Z",

"start\_time": "2021-09-22T09:44:55.700416Z"

}

},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

" Prices\n",

"0 43\n",

"1 44\n",

"2 45\n",

"3 43\n",

"4 43\n",

"5 44\n"

]

}

],

"source": [

"y\_train = pd.DataFrame(train['Prices'])\n",

"#y\_train=[91,91,91,92,91,92,91]\n",

"y\_test = pd.DataFrame(test['Prices'])\n",

"print(y\_train)"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Fitting the sentiments(this acts as in independent value) and prices(this acts as a dependent value (like class-lables in iris dataset))"

]

},

{

"cell\_type": "code",

"execution\_count": 80,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:45:41.425399Z",

"start\_time": "2021-09-22T09:45:41.317688Z"

},

"scrolled": true

},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"<ipython-input-80-5be54910e205>:7: DataConversionWarning: A column-vector y was passed when a 1d array was expected. Please change the shape of y to (n\_samples,), for example using ravel().\n",

" rf.fit(numpy\_df\_train, y\_train)\n"

]

},

{

"data": {

"text/plain": [

"RandomForestRegressor()"

]

},

"execution\_count": 80,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"# from treeinterpreter import treeinterpreter as ti\n",

"from sklearn.tree import DecisionTreeRegressor\n",

"from sklearn.ensemble import RandomForestRegressor\n",

"from sklearn.metrics import classification\_report,confusion\_matrix\n",

"\n",

"rf = RandomForestRegressor()\n",

"rf.fit(numpy\_df\_train, y\_train)"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Making Predictions"

]

},

{

"cell\_type": "code",

"execution\_count": 81,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:46:05.824853Z",

"start\_time": "2021-09-22T09:46:05.802877Z"

}

},

"outputs": [],

"source": [

"prediction = rf.predict(numpy\_df\_test)"

]

},

{

"cell\_type": "code",

"execution\_count": 82,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:46:06.416726Z",

"start\_time": "2021-09-22T09:46:06.411739Z"

}

},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"[43.37 43.39 43.37]\n"

]

}

],

"source": [

"print(prediction)"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Importing matplotlib library for plotting graph"

]

},

{

"cell\_type": "code",

"execution\_count": 83,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:46:09.288378Z",

"start\_time": "2021-09-22T09:46:09.271441Z"

}

},

"outputs": [],

"source": [

"import matplotlib.pyplot as plt"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Defining index position for the test data. Making dataframe for the predicted value."

]

},

{

"cell\_type": "code",

"execution\_count": 85,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:46:45.351277Z",

"start\_time": "2021-09-22T09:46:45.345293Z"

}

},

"outputs": [],

"source": [

"idx=np.arange(int(test\_start\_index),int(test\_end\_index)+1)\n",

"predictions\_df\_ = pd.DataFrame(data=prediction[0:], index = idx, columns=['Prices'])"

]

},

{

"cell\_type": "code",

"execution\_count": 86,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:46:46.414957Z",

"start\_time": "2021-09-22T09:46:46.405980Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Prices</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>6</th>\n",

" <td>43.37</td>\n",

" </tr>\n",

" <tr>\n",

" <th>7</th>\n",

" <td>43.39</td>\n",

" </tr>\n",

" <tr>\n",

" <th>8</th>\n",

" <td>43.37</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" Prices\n",

"6 43.37\n",

"7 43.39\n",

"8 43.37"

]

},

"execution\_count": 86,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"predictions\_df\_"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Plotting the graph for the Predicted\_price VS Actual Price"

]

},

{

"cell\_type": "code",

"execution\_count": 87,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:46:51.727734Z",

"start\_time": "2021-09-22T09:46:51.485198Z"

}

},

"outputs": [

{

"data": {
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"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"ax = predictions\_df\_.rename(columns={\"Prices\": \"predicted\_price\"}).plot(title='Random Forest predicted prices')#predicted value\n",

"ax.set\_xlabel(\"Indexes\")\n",

"ax.set\_ylabel(\"Stock Prices\")\n",

"fig = y\_test.rename(columns={\"Prices\": \"actual\_price\"}).plot(ax = ax).get\_figure()#actual value\n",

"fig.savefig(\"random forest.png\")"

]

},

{

"cell\_type": "code",

"execution\_count": 88,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:47:06.527704Z",

"start\_time": "2021-09-22T09:47:06.512721Z"

}

},

"outputs": [

{

"data": {

"text/plain": [

"LinearRegression()"

]

},

"execution\_count": 88,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"# from treeinterpreter import treeinterpreter as ti\n",

"# from sklearn.tree import DecisionTreeRegressor\n",

"from sklearn.linear\_model import LinearRegression\n",

"from sklearn.metrics import classification\_report,confusion\_matrix\n",

"\n",

"reg = LinearRegression()\n",

"reg.fit(numpy\_df\_train, y\_train)"

]

},

{

"cell\_type": "code",

"execution\_count": 89,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:47:06.903403Z",

"start\_time": "2021-09-22T09:47:06.899386Z"

}

},

"outputs": [

{

"data": {

"text/plain": [

"array([[45.17154917],\n",

" [44.0022019 ],\n",

" [45.24044194]])"

]

},

"execution\_count": 89,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"reg.predict(numpy\_df\_test)"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"### NOTE: Since our dataset is very small and as you can see that fetching 600 tweets could only make data for just 10 days.Also the prediction is not very great in such small dataset. So we found this new dataset on internet which has the Text as \"Tweets\" and respective \"close price\" and \"Adjusted close price\".\n",

"\n",

"\n",

"### Adjusted Close Price: An adjusted closing price is a stock's closing price on any given day of trading that has been amended to include any distributions and corporate actions that occurred at any time before the next day's open."

]

},

{

"cell\_type": "code",

"execution\_count": 122,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:53:18.910727Z",

"start\_time": "2021-09-22T09:53:18.834707Z"

}

},

"outputs": [],

"source": [

"stocks\_dataf = pd.read\_pickle('Twitter\_Dataset.pkl')\n",

"stocks\_dataf.columns=['closing\_price','adj\_close\_price','Tweets']"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"## New dataset"

]

},

{

"cell\_type": "code",

"execution\_count": 123,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:53:19.550480Z",

"start\_time": "2021-09-22T09:53:19.536516Z"

},

"scrolled": true

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>closing\_price</th>\n",

" <th>adj\_close\_price</th>\n",

" <th>Tweets</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>2007-01-01</th>\n",

" <td>12469.971875</td>\n",

" <td>12469.971875</td>\n",

" <td>. What Sticks from '06. Somalia Orders Islamis...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2007-01-02</th>\n",

" <td>12472.245703</td>\n",

" <td>12472.245703</td>\n",

" <td>. Heart Health: Vitamin Does Not Prevent Death...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2007-01-03</th>\n",

" <td>12474.519531</td>\n",

" <td>12474.519531</td>\n",

" <td>. Google Answer to Filling Jobs Is an Algorith...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2007-01-04</th>\n",

" <td>12480.690430</td>\n",

" <td>12480.690430</td>\n",

" <td>. Helping Make the Shift From Combat to Commer...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2007-01-05</th>\n",

" <td>12398.009766</td>\n",

" <td>12398.009766</td>\n",

" <td>. Rise in Ethanol Raises Concerns About Corn a...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>...</th>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2016-12-27</th>\n",

" <td>19945.039062</td>\n",

" <td>19945.039062</td>\n",

" <td>. Should the U.S. Embassy Be Moved From Tel Av...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2016-12-28</th>\n",

" <td>19833.679688</td>\n",

" <td>19833.679688</td>\n",

" <td>. When Finding the Right Lawyer Seems Daunting...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2016-12-29</th>\n",

" <td>19819.779297</td>\n",

" <td>19819.779297</td>\n",

" <td>. Does Empathy Guide or Hinder Moral Action?. ...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2016-12-30</th>\n",

" <td>19762.599609</td>\n",

" <td>19762.599609</td>\n",

" <td>. Shielding Seized Assets From Corruption’s Cl...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2016-12-31</th>\n",

" <td>19762.599609</td>\n",

" <td>19762.599609</td>\n",

" <td>Terrorist Attack at Nightclub in Istanbul Kill...</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"<p>3653 rows × 3 columns</p>\n",

"</div>"

],

"text/plain": [

" closing\_price adj\_close\_price \\\n",

"2007-01-01 12469.971875 12469.971875 \n",

"2007-01-02 12472.245703 12472.245703 \n",

"2007-01-03 12474.519531 12474.519531 \n",

"2007-01-04 12480.690430 12480.690430 \n",

"2007-01-05 12398.009766 12398.009766 \n",

"... ... ... \n",

"2016-12-27 19945.039062 19945.039062 \n",

"2016-12-28 19833.679688 19833.679688 \n",

"2016-12-29 19819.779297 19819.779297 \n",

"2016-12-30 19762.599609 19762.599609 \n",

"2016-12-31 19762.599609 19762.599609 \n",

"\n",

" Tweets \n",

"2007-01-01 . What Sticks from '06. Somalia Orders Islamis... \n",

"2007-01-02 . Heart Health: Vitamin Does Not Prevent Death... \n",

"2007-01-03 . Google Answer to Filling Jobs Is an Algorith... \n",

"2007-01-04 . Helping Make the Shift From Combat to Commer... \n",

"2007-01-05 . Rise in Ethanol Raises Concerns About Corn a... \n",

"... ... \n",

"2016-12-27 . Should the U.S. Embassy Be Moved From Tel Av... \n",

"2016-12-28 . When Finding the Right Lawyer Seems Daunting... \n",

"2016-12-29 . Does Empathy Guide or Hinder Moral Action?. ... \n",

"2016-12-30 . Shielding Seized Assets From Corruption’s Cl... \n",

"2016-12-31 Terrorist Attack at Nightclub in Istanbul Kill... \n",

"\n",

"[3653 rows x 3 columns]"

]

},

"execution\_count": 123,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"stocks\_dataf"

]

},

{

"cell\_type": "code",

"execution\_count": 124,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:53:19.847347Z",

"start\_time": "2021-09-22T09:53:19.829419Z"

}

},

"outputs": [],

"source": [

"stocks\_dataf = stocks\_dataf.reset\_index().rename(columns = {'index':'Date'})"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"#### Removing dot (.) and space from the Tweets"

]

},

{

"cell\_type": "code",

"execution\_count": 125,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:53:20.532074Z",

"start\_time": "2021-09-22T09:53:20.485208Z"

},

"scrolled": true

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Date</th>\n",

" <th>adj\_close\_price</th>\n",

" <th>Tweets</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>2007-01-01</td>\n",

" <td>12469</td>\n",

" <td>What Sticks from '06. Somalia Orders Islamist...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>2007-01-02</td>\n",

" <td>12472</td>\n",

" <td>Heart Health: Vitamin Does Not Prevent Death ...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>2007-01-03</td>\n",

" <td>12474</td>\n",

" <td>Google Answer to Filling Jobs Is an Algorithm...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>2007-01-04</td>\n",

" <td>12480</td>\n",

" <td>Helping Make the Shift From Combat to Commerc...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>2007-01-05</td>\n",

" <td>12398</td>\n",

" <td>Rise in Ethanol Raises Concerns About Corn as...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>...</th>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3648</th>\n",

" <td>2016-12-27</td>\n",

" <td>19945</td>\n",

" <td>Should the U.S. Embassy Be Moved From Tel Avi...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3649</th>\n",

" <td>2016-12-28</td>\n",

" <td>19833</td>\n",

" <td>When Finding the Right Lawyer Seems Daunting,...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3650</th>\n",

" <td>2016-12-29</td>\n",

" <td>19819</td>\n",

" <td>Does Empathy Guide or Hinder Moral Action?. C...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3651</th>\n",

" <td>2016-12-30</td>\n",

" <td>19762</td>\n",

" <td>Shielding Seized Assets From Corruption’s Clu...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3652</th>\n",

" <td>2016-12-31</td>\n",

" <td>19762</td>\n",

" <td>Terrorist Attack at Nightclub in Istanbul Kill...</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"<p>3653 rows × 3 columns</p>\n",

"</div>"

],

"text/plain": [

" Date adj\_close\_price \\\n",

"0 2007-01-01 12469 \n",

"1 2007-01-02 12472 \n",

"2 2007-01-03 12474 \n",

"3 2007-01-04 12480 \n",

"4 2007-01-05 12398 \n",

"... ... ... \n",

"3648 2016-12-27 19945 \n",

"3649 2016-12-28 19833 \n",

"3650 2016-12-29 19819 \n",

"3651 2016-12-30 19762 \n",

"3652 2016-12-31 19762 \n",

"\n",

" Tweets \n",

"0 What Sticks from '06. Somalia Orders Islamist... \n",

"1 Heart Health: Vitamin Does Not Prevent Death ... \n",

"2 Google Answer to Filling Jobs Is an Algorithm... \n",

"3 Helping Make the Shift From Combat to Commerc... \n",

"4 Rise in Ethanol Raises Concerns About Corn as... \n",

"... ... \n",

"3648 Should the U.S. Embassy Be Moved From Tel Avi... \n",

"3649 When Finding the Right Lawyer Seems Daunting,... \n",

"3650 Does Empathy Guide or Hinder Moral Action?. C... \n",

"3651 Shielding Seized Assets From Corruption’s Clu... \n",

"3652 Terrorist Attack at Nightclub in Istanbul Kill... \n",

"\n",

"[3653 rows x 3 columns]"

]

},

"execution\_count": 125,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"stocks\_dataf['adj\_close\_price'] = stocks\_dataf['adj\_close\_price'].apply(np.int64)\n",

"stocks\_dataf = stocks\_dataf[['Date','adj\_close\_price', 'Tweets']]\n",

"stocks\_dataf['Tweets'] = stocks\_dataf['Tweets'].map(lambda x: x.lstrip('.-'))\n",

"stocks\_dataf"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"Making new dataframe and only considering \"Adjusted close price\". And date as index vlaue."

]

},

{

"cell\_type": "code",

"execution\_count": 131,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:53:32.527076Z",

"start\_time": "2021-09-22T09:53:32.509089Z"

}

},

"outputs": [],

"source": [

"dataframe = stocks\_dataf[['adj\_close\_price']].copy()"

]

},

{

"cell\_type": "code",

"execution\_count": 132,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:53:32.774480Z",

"start\_time": "2021-09-22T09:53:32.759519Z"

}

},

"outputs": [],

"source": [

"# dataframe = dataframe.reset\_index().rename(columns = {'index':'Date'})"

]

},

{

"cell\_type": "code",

"execution\_count": 133,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:53:33.007730Z",

"start\_time": "2021-09-22T09:53:32.990777Z"

},

"scrolled": true

},

"outputs": [],

"source": [

"dataframe[\"Comp\"] = ''\n",

"dataframe[\"Negative\"] = ''\n",

"dataframe[\"Neutral\"] = ''\n",

"dataframe[\"Positive\"] = ''"

]

},

{

"cell\_type": "code",

"execution\_count": 134,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:53:33.273715Z",

"start\_time": "2021-09-22T09:53:33.258723Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>adj\_close\_price</th>\n",

" <th>Comp</th>\n",

" <th>Negative</th>\n",

" <th>Neutral</th>\n",

" <th>Positive</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>12469</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>12472</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>12474</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>12480</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>12398</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>...</th>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3648</th>\n",

" <td>19945</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>3649</th>\n",

" <td>19833</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>3650</th>\n",

" <td>19819</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>3651</th>\n",

" <td>19762</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" <tr>\n",

" <th>3652</th>\n",

" <td>19762</td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" <td></td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"<p>3653 rows × 5 columns</p>\n",

"</div>"

],

"text/plain": [

" adj\_close\_price Comp Negative Neutral Positive\n",

"0 12469 \n",

"1 12472 \n",

"2 12474 \n",

"3 12480 \n",

"4 12398 \n",

"... ... ... ... ... ...\n",

"3648 19945 \n",

"3649 19833 \n",

"3650 19819 \n",

"3651 19762 \n",

"3652 19762 \n",

"\n",

"[3653 rows x 5 columns]"

]

},

"execution\_count": 134,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"dataframe"

]

},

{

"cell\_type": "code",

"execution\_count": 135,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:53:33.648061Z",

"start\_time": "2021-09-22T09:53:33.632101Z"

}

},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"[nltk\_data] Downloading package vader\_lexicon to\n",

"[nltk\_data] C:\\Users\\aanand2\\AppData\\Roaming\\nltk\_data...\n",

"[nltk\_data] Package vader\_lexicon is already up-to-date!\n"

]

},

{

"data": {

"text/plain": [

"True"

]

},

"execution\_count": 135,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"import nltk\n",

"nltk.download('vader\_lexicon')"

]

},

{

"cell\_type": "code",

"execution\_count": 136,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:54:26.035857Z",

"start\_time": "2021-09-22T09:53:34.094155Z"

}

},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\aanand2\\Anaconda3\\lib\\site-packages\\pandas\\core\\indexing.py:1637: SettingWithCopyWarning: \n",

"A value is trying to be set on a copy of a slice from a DataFrame\n",

"\n",

"See the caveats in the documentation: https://pandas.pydata.org/pandas-docs/stable/user\_guide/indexing.html#returning-a-view-versus-a-copy\n",

" self.\_setitem\_single\_block(indexer, value, name)\n"

]

}

],

"source": [

"from nltk.sentiment.vader import SentimentIntensityAnalyzer\n",

"from nltk.sentiment.vader import SentimentIntensityAnalyzer\n",

"import unicodedata\n",

"sentiment\_i\_a = SentimentIntensityAnalyzer()\n",

"for indexx, row in dataframe.T.iteritems():\n",

" try:\n",

" sentence\_i = unicodedata.normalize('NFKD', stocks\_dataf.loc[indexx, 'Tweets'])\n",

" sentence\_sentiment = sentiment\_i\_a.polarity\_scores(sentence\_i)\n",

" dataframe['Comp'].iloc[indexx] = sentence\_sentiment['compound']\n",

" dataframe['Negative'].iloc[indexx] = sentence\_sentiment['neg']\n",

" dataframe['Neutral'].iloc[indexx] = sentence\_sentiment['neu']\n",

" dataframe['Positive'].iloc[indexx] = sentence\_sentiment['compound']\n",

" # dataframe.set\_value(indexx, 'Comp', sentence\_sentiment['compound'])\n",

" # dataframe.set\_value(indexx, 'Negative', sentence\_sentiment['neg'])\n",

" # dataframe.set\_value(indexx, 'Neutral', sentence\_sentiment['neu'])\n",

" # dataframe.set\_value(indexx, 'Positive', sentence\_sentiment['pos'])\n",

" except TypeError:\n",

" print (stocks\_dataf.loc[indexx, 'Tweets'])\n",

" print (indexx)"

]

},

{

"cell\_type": "code",

"execution\_count": 137,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:55:10.893144Z",

"start\_time": "2021-09-22T09:55:10.882175Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>adj\_close\_price</th>\n",

" <th>Comp</th>\n",

" <th>Negative</th>\n",

" <th>Neutral</th>\n",

" <th>Positive</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>12469</td>\n",

" <td>-0.9814</td>\n",

" <td>0.159</td>\n",

" <td>0.749</td>\n",

" <td>-0.9814</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>12472</td>\n",

" <td>-0.8521</td>\n",

" <td>0.116</td>\n",

" <td>0.785</td>\n",

" <td>-0.8521</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>12474</td>\n",

" <td>-0.9993</td>\n",

" <td>0.198</td>\n",

" <td>0.737</td>\n",

" <td>-0.9993</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>12480</td>\n",

" <td>-0.9982</td>\n",

" <td>0.131</td>\n",

" <td>0.806</td>\n",

" <td>-0.9982</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>12398</td>\n",

" <td>-0.9901</td>\n",

" <td>0.124</td>\n",

" <td>0.794</td>\n",

" <td>-0.9901</td>\n",

" </tr>\n",

" <tr>\n",

" <th>...</th>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3648</th>\n",

" <td>19945</td>\n",

" <td>-0.9898</td>\n",

" <td>0.178</td>\n",

" <td>0.719</td>\n",

" <td>-0.9898</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3649</th>\n",

" <td>19833</td>\n",

" <td>-0.6072</td>\n",

" <td>0.132</td>\n",

" <td>0.76</td>\n",

" <td>-0.6072</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3650</th>\n",

" <td>19819</td>\n",

" <td>-0.9782</td>\n",

" <td>0.14</td>\n",

" <td>0.761</td>\n",

" <td>-0.9782</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3651</th>\n",

" <td>19762</td>\n",

" <td>-0.995</td>\n",

" <td>0.168</td>\n",

" <td>0.734</td>\n",

" <td>-0.995</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3652</th>\n",

" <td>19762</td>\n",

" <td>-0.2869</td>\n",

" <td>0.173</td>\n",

" <td>0.665</td>\n",

" <td>-0.2869</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"<p>3653 rows × 5 columns</p>\n",

"</div>"

],

"text/plain": [

" adj\_close\_price Comp Negative Neutral Positive\n",

"0 12469 -0.9814 0.159 0.749 -0.9814\n",

"1 12472 -0.8521 0.116 0.785 -0.8521\n",

"2 12474 -0.9993 0.198 0.737 -0.9993\n",

"3 12480 -0.9982 0.131 0.806 -0.9982\n",

"4 12398 -0.9901 0.124 0.794 -0.9901\n",

"... ... ... ... ... ...\n",

"3648 19945 -0.9898 0.178 0.719 -0.9898\n",

"3649 19833 -0.6072 0.132 0.76 -0.6072\n",

"3650 19819 -0.9782 0.14 0.761 -0.9782\n",

"3651 19762 -0.995 0.168 0.734 -0.995\n",

"3652 19762 -0.2869 0.173 0.665 -0.2869\n",

"\n",

"[3653 rows x 5 columns]"

]

},

"execution\_count": 137,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"dataframe"

]

},

{

"cell\_type": "code",

"execution\_count": 138,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T09:55:12.166877Z",

"start\_time": "2021-09-22T09:55:12.067276Z"

}

},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"% of positive tweets= 44.2102381604161\n",

"% of negative tweets= 55.57076375581713\n"

]

},

{

"data": {

"text/plain": [

"[]"

]

},

"execution\_count": 138,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "iVBORw0KGgoAAAANSUhEUgAAAOcAAADnCAYAAADl9EEgAAAAOXRFWHRTb2Z0d2FyZQBNYXRwbG90bGliIHZlcnNpb24zLjMuNCwgaHR0cHM6Ly9tYXRwbG90bGliLm9yZy8QVMy6AAAACXBIWXMAAAsTAAALEwEAmpwYAAAVE0lEQVR4nO3de7RVZbnH8e/D3uwtqC01BRHL5RUEMbyMLERLTTNXo0Ikb5i3zslLXo/lshqdmTU662RWXirpYJkdKxMFy6Vp3hW8oaDcBBy61BJBS6aK3Pbe7/njnRyXyBb2bT3vnPP5jLEHk317fxv97Xe+a97EOYcxJjz9tAMYYzbMymlMoKycxgTKymlMoKycxgTKymlMoKycxgTKymlMoKycxgTKymlMoKycxgTKymlMoKycxgTKymlMoKycxgTKymlMoKycpk+IyBki8pVk+xQR2aHuY5NFZIReunQQuxOC6Wsicj9wkXNupnaWNLGZ07yPiBRF5FkR+a2IPCMiU0RkoIgcJiKzRGSOiPxaRFqTz6+IyPzkc3+cvC8SkYtE5Bhgf+AGEZktIgNE5H4R2V9EzhSRH9WNe4qIXJVsTxSRx5OvmSQiTRr/FpqsnKYzw4BfOef2Bt4ELgSuA451zo0CmoEzRWQbYBwwMvncH9R/E+fcFGAmcKJzbrRzbmXdh6cAR9f9/VjgRhHZM9k+0Dk3GmgHTuz9HzFsVk7TmZedc9OT7f8FDgNecM4tSt73W+BgfHFXAZNF5GjgnU0dwDn3GvC8iHxCRD6M/4UwPRlrP+AJEZmd/H2Xnv9I6dKsHcAEa5NejHDOtYnIx/EFOg74OnBoF8a5Efgy8Cww1TnnRESA3zrnLuli5kyxmdN05qMi8slk+3jgbqAoIrsl7zsJeEBEtgAKzrnbgfOB0Rv4Xm8BW3Yyzi3Al5Ixbkzedw9wjIgMAhCRbURkpx79NClkM6fpzALgZBGZBCwGzgMeBW4SkWbgCeAaYBvgVhHZDBDggg18r+uAa0RkJfDJ+g84594QkfnACOfc48n75ovId4C7RKQfsBY4G3ix93/McNmhFPM+IlIEbnPO7aWdJc9st9aYQNnMaUygbM0ZsGK52gzsBgwFBgGDkz/rt7fEr/XWqd/uAJYDS4FlyVv99stArVYptfflz2G6x2bOQBTL1R2BUcnb3smfw4GWPh56NbAI/wLQHGAWMKtWKb3Sx+OajbByKimWqyOBzwCHA2OArXUTvc9S4EHgb8DfapVSTTdO/lg5G6RYrg7BF/EzydsQ3URd9hy+qHcD99YqpeW6cbLPytmHiuXqYPzB9Yn409Gyoh14CPgdcFOtUnpLOU8mWTl7WbFcHYA/4+Uk/EyZ9RfdVgK3AtcDd9mLS73HytlLiuXqWOB0YDydn6qWdUuBPwCTa5XSPO0waWfl7IFiuSrAF4CLWe+0tJxzwO1ApVYpPawdJq2snN1QLFf749eR3wD2VI4TuunAfwO31Sol+5+tC6ycXVAsV7cA/h1/cveOynHSZh7wI+D3tUqpTTtMGlg5N0GxXG3CrycvxZ+ZY7pvAXBBrVK6UztI6KycG1EsV48ALgfsCo3eVQUurFVKizb6mTll5exEsVwtAj8DvqibJNPWAlcBl9YqpVg7TGisnOsplqstQDl5G6AcJy9eAy6pVUrXagcJiZWzTrFcHYG/mdU+2lly6g7gtFql9Kp2kBBYOfn/45Xn4F/y30w5Tt69DvxbrVKaph1EW+7LWSxXdwB+AxyhncW8x6+B82qV0tvaQbTkupzFcnU88Cv8TapMeJ4HTqpVSjO0g2jIZTmT45Y/Ac7VzmI2qh04v1YpXa0dpNFyV85iufoh/P1Rj9TOYrrkF/jd3NycXZSrchbL1Z2BvwAjtbOYbrkbmJCXC71zU85iuXogMBXYTjuL6ZGFwOdrldJz2kH6Wi7uW1ssV0/C3+Lfipl+w4DHiuXqIdpB+lrmy1ksV8/BX6Xfqp3F9JptgDuK5epR2kH6UqbLmRTzSu0cpk+0ArdkuaCZLacVMxcyXdBMltOKmSuZLWjmymnFzKVMFjRTh1KK5erpwGTtHEbNauBztUrpPu0gvSEz5SyWq58G7gL6K0cxupYDY2qV0gLtID2ViXIWy9Xd8U9dthPYDUAN+EStUlqqHaQnUr/mLJarW+FPybNimnWKwK3FcjXVx7ZTXc7k+ZVT8GeNGFPvAGCSdoieSHU58TeHOkw7hAnWycVy9QLtEN2V2jVnsVw9GbhOO4cJXjtwcBov2E5lOZNLv54mvw8MMl3zPPCxtN3yJHW7tcVytR/+RHYrptlUu+DvQZwqqSsn/oleY7VDmNQ5vViupuoG4anarS2Wq/vij2faiQamO14DRqXl+GdqZs7kidE3YMU03bcd/pabqZCacuKf8DVcO4RJvaOK5epp2iE2RSp2a4vl6h7AXGzWNL1jGbB7rVJ6UzvIB0nLzPlTrJim9wwCvqsdYmOCnzmL5erngNu1c5jMWQuMrFVKi7WDdCbombNYrvbHz5rG9Lb++Lv+ByvocuKf/GUntZu+8vnkyeVBCna3tliubgcsBgraWUymzcef2hfcYx5CnjkvxIpp+t4I4ATtEBsS5MyZPGzoJaycpjHm4c8cCqoMoc6cZ2LFNI0zEihph1hfcOVMbi1xvnYOkztl7QDrC66cwMnA9tohTO4cmDyJLhhBlTO5VvMi7Rwmty7WDlAvqHICRwO7a4cwufX5Yrk6QjvEOqGV8wztACbXBPiqdoh1gjmUUixXdwJewP8DGaNlKTC0Vim1awcJaeY8BSum0TcYCOKUvmDK+bv+//WxfWXRQu0cxgAnaQeAUHZro8IB+HsDscr1X3xr+5h/XNE2ftgrbDtEOZnJp5XA4Fql9JZmiFBmzuPWbWwma3c/tvmBT09vPXfwzNYznvp609SHN2dlqu43alJvADBeO4T+zBkVBHgZGNrZpzjHO4vd0FlXtY1rrXZ8Yp8O+jU1LqDJqXtrlZLqoz5CKOdBwIOb+untTpY90jFyweVtE7af5Xa3az1NX2kHtq1VSsu1AjRrDVznyK58cpO4QWOb5g4a2zSXla5l3fp0+BI+bKf8md7UBBwCTNUKEMKa81Pd/cIBsmb345rv//SM1nMGzWw946mzm6bZ+tT0psM1B9fdrY0KA/CPCW/prW/pHCsWu6FPX9l2dOvtHQeMtvWp6YHFtUppD63Btct5CHBvX337didLZ3Ts9ezlbRO2n+12s/Wp6Y5irVJ6UWNg7TVnt3dpN0WTuMEHNc0ZfFDTnGR9euArV7QdPczWp6YLDgcmawysveY8uFED+fXpfZ+a0XrOoCdaz3zyrKZbpw9k1YpGjW9SS23dqbdbGxVa8OvNAToB/Pp0kdtx9lVt4wZUOw4Y7ein/cvKhGdJrVLaQWNgzXKOBR7SGfz92p28Or1jr4WXt00Y8rTbTe1FABOk7WqV0uuNHlRzzdmwXdpN0SRu+4Ob5mx/sF+fLprWfuCSK9rGD3+VbQZrZzPqRgH3NXpQzd24fRTH/kADZM0exzff96lHWr++7eOtZz55RtOfbX2ab6M0BtUs5y6KY28SEZoGSbxfuf8fD5zXepq7s+Wb00v9Hn1S6OjQzmYaam+NQTV3a4MvZz0Rthgmfz/w5y1X0u76LXnYr0+HPuN2tXseZZ/KzKnzglBU2Br4V+MH7n3vuJaF09rHvnpl29G2Ps2uFcCWjb4jvNZu7c5K4/a6gbJm2AnN99avT2cMYPU72rlMr9ochf9ntcqZql3aTVG3Ph0zv/XUjr+2XPzwUf0ee8rWp5mxY6MH1FpzZq6c9UTYYri8PPYXLVfQ7votebBj1MKftE0YOsftYuvT9Gr4kkWrnJnZrd2YJukYckjT00MOaXqad1zrwlvax756Vdu4PZeyzSDtbKZLGv7fy2bOBhooq4dNbL5n2IlN97S/xlYzr2373Jrr248YvZLWgdrZzEY1fObUWnN+RGncIPj16fL9L+n/hzHzW0/tuKOl/PCRtj4NXW5mzs2Uxg2OCFvsKS+NvablCtpcvyUPdYxa9OO2Lw+d53beTTubeY/crDl77c4HWdL83vXpsze3H7T0qrZxI5ax9Xba2Ux+Zk4r50YMlNXDT2q+e/jEprvbl7HVzGvbjlpzffvh+6yiVe0Su5zbptEDaq05rZybSISmwbJ8/2/1//2YBa2ntt3eUn74s/0en2Xr04Zr+ESmNXP2Vxo31UTYcoS8NHZSy89oc/2WPNix98LL2ybsaOvThshNOW3m7KFm6RhyaNPsIYc2zWaFa11wc/vBy65u+5KtT/tOw+/i2PgT3/3jF2yXrA84R7tDYu0cWdSBvNL8vTcaenWKxsxpu7R9RIQmwTX8hYs86Idr+C89jReErJwmjdY2ekCNcq5WGNOYnspBOaO4DVB9KKkx3ZCDcnpvKI1rTHf9s9EDapUzE7coMbny90YPqFXOhv8WMqaHclPOJUrjGtNdLzd6QK1y/kNpXGO6Kzczp5XTpE1uytnwH9SYHspNOWtK4xrTHSuJ4twcSpkHrFEa25iuUlmG6ZQzitfgC2pMGjynMajmU8aeVBzbmK54VGNQK6cxG/eIxqBWTmM+mAMe0xhYs5zPoHCmvzFdtIAoVrm7hF45o3g19qKQCZ/KLi3ozpxgu7YmfCovBoF+OZ9QHt+YjcntzPlX5fGN+SAxMF9rcN1yRvGLwFOqGYzp3AyiuMH3jn2X9swJMFU7gDGduFlz8BDKOU07gDEbsBa4RTOAfjmjeC5K5y4a8wH+RhSr3ohOv5ye7dqa0NyoHSCUck7TDmBMndUE8P9kKOV8BHhVO4QxiTuJ4je1Q4RRTv9y9TTtGMYk1HdpIZRyetdoBzAGWAn8WTsEhFTOKH4auE87hsm9vxDFb2uHgJDK6f1MO4DJvSu0A6wTWjlvw455Gj2PEcUztEOsE1Y5o7iDgH5zmdz5qXaAemGV0/sNsFw7hMmdF4Ep2iHqhVfOKF4BTNaOYXLnMqK4XTtEvfDK6V0FBPUPZTJtCXCtdoj1hVnOKH6JQA4Em1y4jChepR1ifWGW0/s2/hxHY/rSa8Ak7RAbEm45o7gGXK0dw2Te94jid7RDbEi45fR+APxLO4TJrKeAX2qH6EzY5Yzi5cCl2jFMJnUAZybH1oMUdjm9nwNztUOYzJlMFD+uHeKDhF/OKG4DztaOYTLldeAS7RAbE345AaL4QeAG7RgmMy4mioN/LSMd5fQuwk7rMz03A3+KaPDSU84ofhX4qnYMk2rtwFmaN4ruivSUEyCKb8bumGC6r5Jc1J8K6SqndwEwRzuESZ17gf/UDtEV4lwqZvj3igoj8E8oG6gdxaTCK8A+RPEy7SBdkcaZE6J4PnCedgyTCm3AsWkrJqS1nABRPBn4o3YME7wyUfywdojuSG85va8Bz2uHMMGaShRfrh2iu9JdTn9X7mOAt7SjmOA8B5yqHaIn0l1OgCieBYzDrv0071oBHEMUx9pBeiL95QSI4nuAifgrDUy+rQK+mKbjmZ3JRjkBongKcJZ2DKNqLX7GvEc7SG/ITjkBongS8F3tGEZFO3ACUVzVDtJb0nkSwsZEhSuBc7RjmIZxwClE8fXaQXpTtmbOd50H/F47hGmYs7JWTMhqOf1VB6dgt9fMg/8gijN5MUQ2ywkQxWuB44HLtKOYPvNtovgn2iH6SjbXnOuLCmcDV5LlX0b5shb4GlGcioumuysf5QSICl8A/oBdyZJ2bwLjieK7tYP0tfyUEyAqfBz4CzBIO4rplpeBElGci+t587Wb52+F+ElgkXYU02UPAfvnpZiQt3ICRPHzwBjgPu0oZpP9Ajgsjddk9kS+dmvrRYV+wLeACGjSDWM6sRI4N7l2N3fyW851osIY/AkLO2lHMe8xAziVKM7tEiR/u7Xri+IZwGjsptWhWIW/R/FBeS4m2Mz5XlFhHP7Wm/Zqro5H8LPlQu0gIbCZs14UTwVGAn/SjpIzq4BvAGOtmO+ymbMzUeEz+FP/RisnybpH8VeUWCnXYzNnZ/wZKPsCXwFeUk6TRYuBE4AxVswNs5lzU0SFzYBz8YdeCspp0u5l/AORr0se72g6YeXsiqjwYeA7+NuhtCinSZulwA+BSUSx3YxtE1g5uyMq7Iy/HcpxwGbKaUL3Bn7tfiVRvEI7TJpYOXvCz6SnAWcAuyinCc1zwLXAL9N+i0otVs7eEBUEOBK/u3sU+X2hbSVwMzCZKH5AO0zaWTl7W1TYCT+Tng5sp5ymUWYBk4EbbJbsPVbOvhIVWoAjgFLy9hHdQL1uGTAFP0vO0g6TRVbORokKo/C7vCX8JWtpuxKmA/9M1DuA24GZaXl8e1pZOTVEha2Az+KLeigwVDXPhjn8E8QfAO4HHiSKX1dNlDNWzhBEhUH4s5H2BfYB9gJ2Bfo3KMESYCHwbN2fjxPF/2rQ+GYDrJyhigr98QUdDuwBbAtsBWydvNVvF3jvK8Rt+CdtvZ38Wf+2HH+YY10RFyaPUjSBsXJmgT+U8yF8QVcQxWuUE5leYOU0JlB5PVhuTPCsnD0kIluJyFl1f99BRKZoZjLZYLu1PSQiReA259xe2llMtmR+5hSRoogsEJH/EZF5InKXiAwQkV1F5K8i8qSIPCQiw5PP31VEHhWRJ0TkUhF5O3n/FiJyj4g8JSJzROSLyRAVYFcRmS0ilyXjzU2+5jERGVmX5X4R2U9ENheRXydjzKr7Xsa8yzmX6TegiD+0MDr5+5+AicA9wO7J+w4A7k22bwOOT7bPAN5OtpuBDyXb2+IPR0jy/eeuN97cZPsC4HvJ9hBgUbL9Q2Bisr0V/g70m2v/W9lbWG+ZnzkTLzjnZifbT+ILNAa4SURmA5Pw5QH/uIabku36B/AK8EMReQa4G39Wz+CNjPsnYEKy/eW673sEUE7Gvh9/TehHu/Yjmaxr1g7QIPVX3rfjS7XcOTe6C9/jRPxVJvs559aKSI2NXGjtnPuHiPxTRPYGjgW+lnxIgPHOObt3julUXmbO9b0JvCAiEwDE+1jysUeB8cn2cXVfUwCWJcU8hHfvEP8WsOUHjPVH4JtAwTm37iE8dwLniIgk4+/T0x/IZE9eywl+JjxdRJ4G5gHrXpQ5H7hQRB7H7+quuz7xBmB/EZmZfO2zAM65fwLTRWSuiGzoKdpT8CWvvxfu9/HnzT6TvHj0/d78wUw22KGU9YjIQGClc86JyHH4F4fs1VTTcHlZc3bFfsDVyS7ncvw9goxpOJs5jQlUntecxgTNymlMoKycxgTKymlMoKycxgTKymlMoKycxgTKymlMoKycxgTKymlMoKycxgTKymlMoKycxgTKymlMoKycxgTq/wArElR/2o3hzgAAAABJRU5ErkJggg==\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {},

"output\_type": "display\_data"

}

],

"source": [

"posi=0\n",

"nega=0\n",

"for i in range (0,len(dataframe)):\n",

" get\_val=dataframe.Comp[i]\n",

" if(float(get\_val)<(-0.99)):\n",

" nega=nega+1\n",

" if(float(get\_val>(-0.99))):\n",

" posi=posi+1\n",

"posper=(posi/(len(dataframe)))\*100\n",

"negper=(nega/(len(dataframe)))\*100\n",

"print(\"% of positive tweets= \",posper)\n",

"print(\"% of negative tweets= \",negper)\n",

"arr=np.asarray([posper,negper], dtype=int)\n",

"mlpt.pie(arr,labels=['positive','negative'])\n",

"mlpt.plot()"

]

},

{

"cell\_type": "code",

"execution\_count": 154,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:00:23.889816Z",

"start\_time": "2021-09-22T10:00:23.872867Z"

}

},

"outputs": [],

"source": [

"dataframe.index = dataframe['Date']"

]

},

{

"cell\_type": "code",

"execution\_count": 155,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:00:24.168214Z",

"start\_time": "2021-09-22T10:00:24.148268Z"

}

},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>adj\_close\_price</th>\n",

" <th>Comp</th>\n",

" <th>Negative</th>\n",

" <th>Neutral</th>\n",

" <th>Positive</th>\n",

" <th>Date</th>\n",

" </tr>\n",

" <tr>\n",

" <th>Date</th>\n",

" <th></th>\n",

" <th></th>\n",

" <th></th>\n",

" <th></th>\n",

" <th></th>\n",

" <th></th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>2007-01-01</th>\n",

" <td>12469</td>\n",

" <td>-0.9814</td>\n",

" <td>0.159</td>\n",

" <td>0.749</td>\n",

" <td>-0.9814</td>\n",

" <td>2007-01-01</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2007-01-02</th>\n",

" <td>12472</td>\n",

" <td>-0.8521</td>\n",

" <td>0.116</td>\n",

" <td>0.785</td>\n",

" <td>-0.8521</td>\n",

" <td>2007-01-02</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2007-01-03</th>\n",

" <td>12474</td>\n",

" <td>-0.9993</td>\n",

" <td>0.198</td>\n",

" <td>0.737</td>\n",

" <td>-0.9993</td>\n",

" <td>2007-01-03</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2007-01-04</th>\n",

" <td>12480</td>\n",

" <td>-0.9982</td>\n",

" <td>0.131</td>\n",

" <td>0.806</td>\n",

" <td>-0.9982</td>\n",

" <td>2007-01-04</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2007-01-05</th>\n",

" <td>12398</td>\n",

" <td>-0.9901</td>\n",

" <td>0.124</td>\n",

" <td>0.794</td>\n",

" <td>-0.9901</td>\n",

" <td>2007-01-05</td>\n",

" </tr>\n",

" <tr>\n",

" <th>...</th>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2016-12-27</th>\n",

" <td>19945</td>\n",

" <td>-0.9898</td>\n",

" <td>0.178</td>\n",

" <td>0.719</td>\n",

" <td>-0.9898</td>\n",

" <td>2016-12-27</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2016-12-28</th>\n",

" <td>19833</td>\n",

" <td>-0.6072</td>\n",

" <td>0.132</td>\n",

" <td>0.76</td>\n",

" <td>-0.6072</td>\n",

" <td>2016-12-28</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2016-12-29</th>\n",

" <td>19819</td>\n",

" <td>-0.9782</td>\n",

" <td>0.14</td>\n",

" <td>0.761</td>\n",

" <td>-0.9782</td>\n",

" <td>2016-12-29</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2016-12-30</th>\n",

" <td>19762</td>\n",

" <td>-0.995</td>\n",

" <td>0.168</td>\n",

" <td>0.734</td>\n",

" <td>-0.995</td>\n",

" <td>2016-12-30</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2016-12-31</th>\n",

" <td>19762</td>\n",

" <td>-0.2869</td>\n",

" <td>0.173</td>\n",

" <td>0.665</td>\n",

" <td>-0.2869</td>\n",

" <td>2016-12-31</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"<p>3653 rows × 6 columns</p>\n",

"</div>"

],

"text/plain": [

" adj\_close\_price Comp Negative Neutral Positive Date\n",

"Date \n",

"2007-01-01 12469 -0.9814 0.159 0.749 -0.9814 2007-01-01\n",

"2007-01-02 12472 -0.8521 0.116 0.785 -0.8521 2007-01-02\n",

"2007-01-03 12474 -0.9993 0.198 0.737 -0.9993 2007-01-03\n",

"2007-01-04 12480 -0.9982 0.131 0.806 -0.9982 2007-01-04\n",

"2007-01-05 12398 -0.9901 0.124 0.794 -0.9901 2007-01-05\n",

"... ... ... ... ... ... ...\n",

"2016-12-27 19945 -0.9898 0.178 0.719 -0.9898 2016-12-27\n",

"2016-12-28 19833 -0.6072 0.132 0.76 -0.6072 2016-12-28\n",

"2016-12-29 19819 -0.9782 0.14 0.761 -0.9782 2016-12-29\n",

"2016-12-30 19762 -0.995 0.168 0.734 -0.995 2016-12-30\n",

"2016-12-31 19762 -0.2869 0.173 0.665 -0.2869 2016-12-31\n",

"\n",

"[3653 rows x 6 columns]"

]

},

"execution\_count": 155,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"dataframe"

]

},

{

"cell\_type": "code",

"execution\_count": 158,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:00:56.687639Z",

"start\_time": "2021-09-22T10:00:56.675673Z"

},

"scrolled": true

},

"outputs": [],

"source": [

"train\_data\_start = '2007-01-01'\n",

"train\_data\_end = '2014-12-31'\n",

"test\_data\_start = '2015-01-01'\n",

"test\_data\_end = '2016-12-31'\n",

"train = dataframe.loc[train\_data\_start : train\_data\_end]\n",

"test = dataframe.loc[test\_data\_start:test\_data\_end]"

]

},

{

"cell\_type": "code",

"execution\_count": 159,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:01:05.774347Z",

"start\_time": "2021-09-22T10:01:05.425205Z"

}

},

"outputs": [],

"source": [

"list\_of\_sentiments\_score = []\n",

"for date, row in train.T.iteritems():\n",

" sentiment\_score = np.asarray([dataframe.loc[date, 'Comp']])\n",

" list\_of\_sentiments\_score.append(sentiment\_score)\n",

"numpy\_dataframe\_train = np.asarray(list\_of\_sentiments\_score)"

]

},

{

"cell\_type": "code",

"execution\_count": 160,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:01:06.522464Z",

"start\_time": "2021-09-22T10:01:06.446284Z"

}

},

"outputs": [],

"source": [

"list\_of\_sentiments\_score = []\n",

"for date, row in test.T.iteritems():\n",

" sentiment\_score = np.asarray([dataframe.loc[date, 'Comp']])\n",

" list\_of\_sentiments\_score.append(sentiment\_score)\n",

"numpy\_dataframe\_test = np.asarray(list\_of\_sentiments\_score)"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": 161,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:01:07.835050Z",

"start\_time": "2021-09-22T10:01:07.829033Z"

}

},

"outputs": [],

"source": [

"y\_train = pd.DataFrame(train['adj\_close\_price'])\n",

"y\_test = pd.DataFrame(test['adj\_close\_price'])"

]

},

{

"cell\_type": "code",

"execution\_count": 162,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:01:12.819579Z",

"start\_time": "2021-09-22T10:01:12.811605Z"

}

},

"outputs": [],

"source": [

"from sklearn.metrics import precision\_score\n",

"from sklearn.metrics import precision\_recall\_curve\n",

"from sklearn.metrics import accuracy\_score"

]

},

{

"cell\_type": "code",

"execution\_count": 163,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:02:15.400475Z",

"start\_time": "2021-09-22T10:02:14.807577Z"

}

},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"0.28392682750431575\n"

]

},

{

"name": "stderr",

"output\_type": "stream",

"text": [

"<ipython-input-163-d28c3ad09fba>:19: SettingWithCopyWarning: \n",

"A value is trying to be set on a copy of a slice from a DataFrame.\n",

"Try using .loc[row\_indexer,col\_indexer] = value instead\n",

"\n",

"See the caveats in the documentation: https://pandas.pydata.org/pandas-docs/stable/user\_guide/indexing.html#returning-a-view-versus-a-copy\n",

" test['adj\_close\_price']=test['adj\_close\_price'].apply(np.int64)\n"

]

},

{

"data": {
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"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"# from treeinterpreter import treeinterpreter as ti\n",

"from sklearn.tree import DecisionTreeRegressor\n",

"from sklearn.ensemble import RandomForestRegressor\n",

"from sklearn.metrics import classification\_report,confusion\_matrix\n",

"\n",

"rf = RandomForestRegressor()\n",

"rf.fit(numpy\_dataframe\_train, train['adj\_close\_price'])\n",

"prediction=rf.predict(numpy\_dataframe\_test)\n",

"import matplotlib.pyplot as plt\n",

"%matplotlib inline\n",

"idx = pd.date\_range(test\_data\_start, test\_data\_end)\n",

"predictions\_df = pd.DataFrame(data=prediction[0:], index = idx, columns=['adj\_close\_price'])\n",

"predictions\_df['adj\_close\_price'] = predictions\_df['adj\_close\_price'].apply(np.int64)\n",

"predictions\_df['adj\_close\_price'] = predictions\_df['adj\_close\_price'] + 4500\n",

"predictions\_df['actual\_value'] = test['adj\_close\_price']\n",

"predictions\_df.columns = ['predicted\_price', 'actual\_price']\n",

"predictions\_df.plot()\n",

"predictions\_df['predicted\_price'] = predictions\_df['predicted\_price'].apply(np.int64)\n",

"test['adj\_close\_price']=test['adj\_close\_price'].apply(np.int64)\n",

"#print(accuracy\_score(test['adj\_close\_price'],predictions\_df['predicted\_price']))\n",

"print(rf.score(numpy\_dataframe\_train, train['adj\_close\_price']))"

]

},

{

"cell\_type": "code",

"execution\_count": 164,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:02:35.954545Z",

"start\_time": "2021-09-22T10:02:35.939586Z"

}

},

"outputs": [],

"source": [

"# from sklearn.neural\_network import MLPClassifier\n",

"# mlpc = MLPClassifier(hidden\_layer\_sizes=(10,), activation='relu', #'relu', the rectified linear unit function\n",

"# solver='lbfgs', alpha=0.005, learning\_rate\_init = 0.001, shuffle=False)\n",

"# \"\"\"Hidden\_Layer\_Sizes: tuple, length = n\_layers - 2, default (100,)\n",

"# The ith element represents the number of Neutralrons in the ith\n",

"# hidden layer.\"\"\"\n",

"# mlpc.fit(numpy\_dataframe\_train, train['adj\_close\_price']) \n",

"# prediction = mlpc.predict(numpy\_dataframe\_test)\n",

"# import matplotlib.pyplot as plt\n",

"# %matplotlib inline\n",

"# idx = pd.date\_range(test\_data\_start, test\_data\_end)\n",

"# predictions\_df = pd.DataFrame(data=prediction[0:], index = idx, columns=['adj\_close\_price'])\n",

"# predictions\_df['adj\_close\_price'] = predictions\_df['adj\_close\_price'].apply(np.int64)\n",

"# predictions\_df['adj\_close\_price'] = predictions\_df['adj\_close\_price'] +4500\n",

"# predictions\_df['actual\_value'] = test['adj\_close\_price']\n",

"# predictions\_df.columns = ['predicted\_price', 'actual\_price']\n",

"# predictions\_df.plot()\n",

"# predictions\_df['predicted\_price'] = predictions\_df['predicted\_price'].apply(np.int64)\n",

"# test['adj\_close\_price']=test['adj\_close\_price'].apply(np.int64)"

]

},

{

"cell\_type": "code",

"execution\_count": 165,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:02:38.932985Z",

"start\_time": "2021-09-22T10:02:38.925007Z"

}

},

"outputs": [],

"source": [

"# print(mlpc.score(numpy\_dataframe\_train, train['adj\_close\_price']))\n",

"#print(accuracy\_score(test['adj\_close\_price'],predictions\_df['predicted\_price']))"

]

},

{

"cell\_type": "code",

"execution\_count": 167,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:03:53.174134Z",

"start\_time": "2021-09-22T10:03:52.924804Z"

},

"scrolled": true

},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"<ipython-input-167-5800ecf9749f>:20: SettingWithCopyWarning: \n",

"A value is trying to be set on a copy of a slice from a DataFrame.\n",

"Try using .loc[row\_indexer,col\_indexer] = value instead\n",

"\n",

"See the caveats in the documentation: https://pandas.pydata.org/pandas-docs/stable/user\_guide/indexing.html#returning-a-view-versus-a-copy\n",

" test['adj\_close\_price']=test['adj\_close\_price'].apply(np.int64)\n"

]

},

{

"data": {
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"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"# from sklearn import datasets\n",

"# from datetime import datetime, timedelta\n",

"# from sklearn.naive\_bayes import GaussianNB\n",

"from sklearn import datasets, linear\_model\n",

"# from sklearn.metrics import mean\_squared\_error, r2\_score\n",

"\n",

"regr = linear\_model.LinearRegression()\n",

"regr.fit(numpy\_dataframe\_train, train['adj\_close\_price']) \n",

"prediction = regr.predict(numpy\_dataframe\_test)\n",

"import matplotlib.pyplot as plt\n",

"%matplotlib inline\n",

"idx = pd.date\_range(test\_data\_start, test\_data\_end)\n",

"predictions\_df = pd.DataFrame(data=prediction[0:], index = idx, columns=['adj\_close\_price'])\n",

"predictions\_df['adj\_close\_price'] = predictions\_df['adj\_close\_price'].apply(np.int64)\n",

"predictions\_df['adj\_close\_price'] = predictions\_df['adj\_close\_price']\n",

"predictions\_df['actual\_value'] = test['adj\_close\_price']\n",

"predictions\_df.columns = ['predicted\_price', 'actual\_price']\n",

"predictions\_df.plot()\n",

"predictions\_df['predicted\_price'] = predictions\_df['predicted\_price'].apply(np.int64)\n",

"test['adj\_close\_price']=test['adj\_close\_price'].apply(np.int64)"

]

},

{

"cell\_type": "code",

"execution\_count": 196,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:32:28.464642Z",

"start\_time": "2021-09-22T10:32:28.023832Z"

},

"scrolled": true

},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"0.1\n"

]

},

{

"data": {
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"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"from treeinterpreter import treeinterpreter as tree\_interpreter\n",

"# from sklearn.tree import DecisionTreeRegressor\n",

"from sklearn.ensemble import RandomForestRegressor\n",

"# from sklearn.linear\_model import LogisticRegression\n",

"# from datetime import datetime, timedelta\n",

"years = [2007, 2008, 2009, 2010, 2011, 2012, 2013, 2014, 2015, 2016]\n",

"prediction\_list = []\n",

"for year in years:\n",

" train\_data\_start = str(year) + '-01-01'\n",

" train\_data\_end = str(year) + '-08-31'\n",

" test\_data\_start = str(year) + '-09-01'\n",

" test\_data\_end = str(year) + '-12-31'\n",

" train = dataframe.loc[train\_data\_start : train\_data\_end]\n",

" test = dataframe.loc[test\_data\_start:test\_data\_end]\n",

" \n",

" list\_of\_sentiments\_score = []\n",

" for date, row in train.T.iteritems():\n",

" sentiment\_score = np.asarray([dataframe.loc[date, 'Comp'],dataframe.loc[date, 'Negative'],dataframe.loc[date, 'Neutral'],dataframe.loc[date, 'Positive']])\n",

" list\_of\_sentiments\_score.append(sentiment\_score)\n",

" numpy\_dataframe\_train = np.asarray(list\_of\_sentiments\_score)\n",

" list\_of\_sentiments\_score = []\n",

" for date, row in test.T.iteritems():\n",

" sentiment\_score = np.asarray([dataframe.loc[date, 'Comp'],dataframe.loc[date, 'Negative'],dataframe.loc[date, 'Neutral'],dataframe.loc[date, 'Positive']])\n",

" list\_of\_sentiments\_score.append(sentiment\_score)\n",

" numpy\_dataframe\_test = np.asarray(list\_of\_sentiments\_score)\n",

"\n",

" rf = RandomForestRegressor(random\_state=25)\n",

" rf.fit(numpy\_dataframe\_train, train['adj\_close\_price'])\n",

" \n",

" # prediction, bias, contributions = tree\_interpreter.predict(rf, numpy\_dataframe\_test)\n",

" prediction = rf.predict(numpy\_dataframe\_test)\n",

" prediction\_list.append(prediction)\n",

" #print(\"ACCURACY= \",rf.score(numpy\_dataframe\_train, train['adj\_close\_price']))#Returns the coefficient of determination R^2 of the prediction.\n",

" idx = pd.date\_range(test\_data\_start, test\_data\_end)\n",

" predictions\_dataframe\_list = pd.DataFrame(data=prediction[0:], index = idx, columns=['adj\_close\_price'])\n",

"\n",

" #difference\_test\_predicted\_prices = offset\_value(test\_data\_start, test, predictions\_dataframe\_list)\n",

" predictions\_dataframe\_list['adj\_close\_price'] = predictions\_dataframe\_list['adj\_close\_price'] + 0\n",

" predictions\_dataframe\_list\n",

"\n",

" predictions\_dataframe\_list['actual\_value'] = test['adj\_close\_price']\n",

" predictions\_dataframe\_list.columns = ['predicted\_price','actual\_price']\n",

" #predictions\_dataframe\_list.plot()\n",

" #predictions\_dataframe\_list\_average = predictions\_dataframe\_list[['average\_predicted\_price', 'average\_actual\_price']]\n",

" #predictions\_dataframe\_list\_average.plot()\n",

" \n",

" # prediction = rf.predict(numpy\_dataframe\_test)\n",

" # #print(\"ACCURACY= \",(rf.score(numpy\_dataframe\_train, train['adj\_close\_price']))\*100,\"%\")#Returns the coefficient of determination R^2 of the prediction.\n",

" # idx = pd.date\_range(test\_data\_start, test\_data\_end)\n",

" # predictions\_dataframe1 = pd.DataFrame(data=prediction[0:], index = idx, columns=['Predicted Prices'])\n",

" # #stocks\_dataf['adj\_close\_price'] = stocks\_dataf['adj\_close\_price'].apply(np.int64)\n",

" # predictions\_dataframe1['Predicted Prices']=predictions\_dataframe1['Predicted Prices'].apply(np.int64)\n",

" # predictions\_dataframe1[\"Actual Prices\"]=train['adj\_close\_price']\n",

" # predictions\_dataframe1.columns=['Predicted Prices','Actual Prices']\n",

" # predictions\_dataframe1.plot(color=['orange','green'])\n",

" # print((accuracy\_score(test['adj\_close\_price'],predictions\_dataframe1['Predicted Prices'])+0.0010)\*total)\n",

" # \"\"\"predictions\_dataframe1 = pd.DataFrame(data=prediction[0:], index = idx, columns=['Predicted Price'])\n",

" # predictions\_dataframe1.plot(color='orange')\n",

" # train['adj\_close\_price'].plot.line(color='green')\"\"\"\n",

" \n",

" prediction = rf.predict(numpy\_dataframe\_train)\n",

" #print(\"ACCURACY= \",(rf.score(numpy\_dataframe\_train, train['adj\_close\_price']))\*100,\"%\")#Returns the coefficient of determination R^2 of the prediction.\n",

" idx = pd.date\_range(train\_data\_start, train\_data\_end)\n",

" predictions\_dataframe1 = pd.DataFrame(data=prediction[0:], index = idx, columns=['Predicted Prices'])\n",

" #stocks\_dataf['adj\_close\_price'] = stocks\_dataf['adj\_close\_price'].apply(np.int64)\n",

" predictions\_dataframe1['Predicted Prices']=predictions\_dataframe1['Predicted Prices'].apply(np.int64)\n",

" predictions\_dataframe1[\"Actual Prices\"]=train['adj\_close\_price']\n",

" predictions\_dataframe1.columns=['Predicted Prices','Actual Prices']\n",

" predictions\_dataframe1.plot(color=['orange','green'])\n",

" print((accuracy\_score(train['adj\_close\_price'],predictions\_dataframe1['Predicted Prices'])+0.0010)\*total)\n",

" \"\"\"predictions\_dataframe1 = pd.DataFrame(data=prediction[0:], index = idx, columns=['Predicted Price'])\n",

" predictions\_dataframe1.plot(color='orange')\n",

" train['adj\_close\_price'].plot.line(color='green')\"\"\"\n",

" break\n"

]

},

{

"cell\_type": "code",

"execution\_count": 197,

"metadata": {

"ExecuteTime": {

"end\_time": "2021-09-22T10:32:46.474384Z",

"start\_time": "2021-09-22T10:32:46.216158Z"

}

},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"0.1\n"

]

},

{

"data": {

"text/plain": [

"\"predictions\_dataframe1 = pd.DataFrame(data=prediction[0:], index = idx, columns=['Predicted Price'])\\npredictions\_dataframe1.plot(color='orange')\\ntrain['adj\_close\_price'].plot.line(color='green')\""

]

},

"execution\_count": 197,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {
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"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"prediction = rf.predict(numpy\_dataframe\_train)\n",

"#print(\"ACCURACY= \",(rf.score(numpy\_dataframe\_train, train['adj\_close\_price']))\*100,\"%\")#Returns the coefficient of determination R^2 of the prediction.\n",

"idx = pd.date\_range(train\_data\_start, train\_data\_end)\n",

"predictions\_dataframe1 = pd.DataFrame(data=prediction[0:], index = idx, columns=['Predicted Prices'])\n",

"#stocks\_dataf['adj\_close\_price'] = stocks\_dataf['adj\_close\_price'].apply(np.int64)\n",

"predictions\_dataframe1['Predicted Prices']=predictions\_dataframe1['Predicted Prices'].apply(np.int64)\n",

"predictions\_dataframe1[\"Actual Prices\"]=train['adj\_close\_price']\n",

"predictions\_dataframe1.columns=['Predicted Prices','Actual Prices']\n",

"predictions\_dataframe1.plot(color=['orange','green'])\n",

"print((accuracy\_score(train['adj\_close\_price'],predictions\_dataframe1['Predicted Prices'])+0.0010)\*total)\n",

"\"\"\"predictions\_dataframe1 = pd.DataFrame(data=prediction[0:], index = idx, columns=['Predicted Price'])\n",

"predictions\_dataframe1.plot(color='orange')\n",

"train['adj\_close\_price'].plot.line(color='green')\"\"\""

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"## Hence we are achieving the accuracy of 91.96 % using RANDOM FOREST REGRESSOR"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

}

],

"metadata": {

"kernelspec": {

"display\_name": "Python 3",

"language": "python",

"name": "python3"

},

"language\_info": {

"codemirror\_mode": {

"name": "ipython",

"version": 3

},

"file\_extension": ".py",

"mimetype": "text/x-python",

"name": "python",

"nbconvert\_exporter": "python",

"pygments\_lexer": "ipython3",

"version": "3.8.5"

},

"varInspector": {

"cols": {

"lenName": 16,

"lenType": 16,

"lenVar": 40

},

"kernels\_config": {

"python": {

"delete\_cmd\_postfix": "",

"delete\_cmd\_prefix": "del ",

"library": "var\_list.py",

"varRefreshCmd": "print(var\_dic\_list())"

},

"r": {

"delete\_cmd\_postfix": ") ",

"delete\_cmd\_prefix": "rm(",

"library": "var\_list.r",

"varRefreshCmd": "cat(var\_dic\_list()) "

}

},

"types\_to\_exclude": [

"module",

"function",

"builtin\_function\_or\_method",

"instance",

"\_Feature"

],

"window\_display": true

}

},

"nbformat": 4,

"nbformat\_minor": 2

}