Структура одномерный массив

Тема. Стандартные типы данных языка программирования для представления многоэлементных однородных структур данных задачи в программе

Цель.

- Приобретение навыков по определению одномерного массива для структуры данных задачи

- Приобретение навыков создания алгоритмов операций над одномерным массивом

- Получение навыков по реализации алгоритмов операций над массивом через аппарат функций
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# Задание 1. Разработать программу для выполнения операций на статическом массиве в отдельном проекте решения

1. Разработать функции для заполнения и отображения значений массива.
2. Выполнить декомпозицию задач варианта (смотри пример оформления отчета).
3. Выполнить разработку задачи варианта, отмеченной символом \*.
4. Постановка задачи
5. Модель решения

Выполнить декомпозицию задачи. Описать ваш подход к решению каждой выявленной подзадачи (может быть и одна подзадача),

Если решение задачи можно описать на языке математике, то приведите математический аппарат ее решения.

Приведите прототипы функций каждой подзадачи и опишите постусловие и постусловие.

1. Разработать алгоритм для каждой подзадачи и алгоритм основной задачи.
2. Реализовать функции подзадач и основной функции.
3. Отладить каждую функцию на успешных и безуспешных тестах.

Примечание. Выполняйте отладку функций последовательно по одной, сначала те, которые вызываются другой функцией. Только убедившись в том, что функция отлажена, переходите к отладке (можно к разработке) той, которая вызывает.

1. Для других двух задач варианта выполнить: постановку задачи, описать модель решения (как в 2) п.3, подготовить тесты.
2. Разработать основную программу, которая должна продемонстрировать работу всех операций над массивом.
3. Отладить программу. Привести в конце модуля программы тесты.

# Задание 2. Разработать программу для выполнения всех операций варианта над динамическим массивом

В отдельном проекте решения, созданного в задании 1. Скопируйте в проект функции из проекта задания 1, внесите изменения в функции, изменяющие размер массива.

# Задание 3. Разработать программу для выполнения всех операций варианта над динамическим массивом, используя контейнер <vector> для его представляя в программе.

# Задание 4. Подготовить отчет по выполнению заданий 1 и 2 по статическому и динамическому массивам. По заданию 3 в отчет включить код, комментируя функции.

# Структура отчета

1. Условие задания 1
   1. Задачи варианта
   2. Разработка задачи, отмеченной \*, т.е. всю разработку от 1) до 5)
   3. Разработка двух других задач и основной программы
   4. Код реализации программы
   5. Результаты тестирования
2. Условие задания 2
   1. Код реализации
   2. Тесты
   3. Результаты тестирования

Пример оформления отчета приведен в конце данного документа.

# Варианты

|  |  |
| --- | --- |
| № | Задачи варианта. Операции над элементами структуры |
| 1 | 1. Найти индекс элемента массива, являющегося простым числом.\* 2. Вставить новый элемент в массив в позицию, следующую за первым простым числом в массиве. 3. Удалить каждый элемент массива, который кратен 7. |
| 2 | 1. Вставить новое значение в массив перед первым элементом массива.\* 2. Определить, образуют ли числа массива арифметическую прогрессию. 3. Удалить элементы массива, в значениях которых первая и последняя цифры одинаковы. |
| 3 | 1. Вставить новый элемент в массив перед элементом в заданной позиции. 2. Найти последнее вхождение в массив числа, у которого равны первая и последняя цифры. 3. Удалить элементы массива кратные 5. |
| 4 | 1. Вставить новое значение после значения в заданной позиции. 2. Определить, сколько раз входит в массив максимальное значение массива (одним алгоритмом). 3. Удалить все числа массива, которые являются совершенными числами (число равно сумме своих делителей кроме самого числа: 6, 28). |
| 5 | 1. Вставить новый элемент в массив перед элементом, у которого четное количество цифр. 2. Удалить все четные числа массива. 3. Найти максимальное число среди элементов массива, расположенных на четных местах. |
| 6 | 1. Найти индекс элемента массива цифры которого упорядочены по возрастанию. Считать, что такое число одно. 2. Вставить новый элемент после элемента, цифры которого упорядочены по возрастанию. 3. Удалить число, которое расположено перед числом, цифры которого упорядочены по возрастанию. |
| 7 | 1. Найти индекс элемента массива, цифровой корень которого равен 7.   Подсказка. Цифровой корень – это однозначное число. Алгоритм определения цифрового корня: дано число 277, сумма его цифр 16 – двухзначное; снова сумма но уже 16 равна 7 – уже однозначное – это цифровой корень числа 277.   1. Вставить новый элемент перед элементом, цифровой корень которого равен 7. Считать, что такое число одно. 2. Удалить элементы массива цифровой корень которых равен 7. |
| 8 | 1. Найти индекс элемента массива, наибольшая цифра значения которого – это первая цифра числа. 2. Вставить новый элемент в массив перед элементом, наибольшая цифра значения которого – это первая цифра числа. 3. Удалить элементы массива, наибольшая цифра значения которых – это первая цифра числа. |
| 9 | 1. Найти индекс элемента массива (первое вхождение), которое является палиндромом. 2. Удалить элементы массива, расположенное непосредственно перед элементом, содержащим число палиндром. 3. Вставить новый элемент в массив после элемента массива, который является палиндромом. |
| 10 | 1. Найти индекс элемента массива (первое вхождение), которое является совершенным (число равно сумме своих делителей кроме самого числа: 6, 28). 2. Вставить новый элемент в массив после элемента, который является совершенным. 3. Удалить элемент массива, расположенный перед элементом, содержащим совершенное число. |
| 11 | 1. Найти индекс элемента массива, цифры которого (слева направо) образуют последовательность Фибоначчи. 2. Вставить новый элемент в массив после элемента, цифры которого образуют последовательность чисел Фибоначчи. 3. Удалить элемент массива, расположенный перед элементом, цифры которого образуют последовательность чисел Фибоначчи. |
| 12 | 1. Найти индекс максимального элемента массива, среди четных чисел массива. 2. Вставить новый элемент в массив после элемента с максимальным значением среди черных чисел массива. 3. Удалить элемент массива, расположенный перед элементом, с максимальным значением среди черных чисел массива. |
| 13 | 1. Найти максимальное значение массива. 2. Вставить максимальное значение массива после элемента, у которого первая и последняя цифры равны. 3. Удалить элементы массива, цифры которых образуют последовательность чисел Фибоначчи, в которой первое и второе число равно 1. |
| 14 | 1. Найти индекс первого вхождения минимального значения среди отрицательных чисел массива. 2. Вставить новый элемент массива после минимального элемента массива. 3. Удалить все элементы массива равные минимальному значению в массиве среди отрицательных чисел. |
| 15 | 1. Найти индекс элемента (первое вхождение) массива, у которого все цифры одинаковые. 2. Вставить новый элемент в массив после элемента, все у которого все цифры одинаковые. 3. Удалить элементы, у которого все цифры одинаковые. 4. Определить, упорядочен ли массив по возрастанию или по убыванию. |
| 16 | 1. Найти индекс элемента массива (первое вхождение) двоичный код значения которого содержит ровно три единицы. 2. Вставить новый элемент в массив после элемента, двоичный код значения которого содержит ровно три единицы. 3. Удалить элементы массива, двоичный код значения которых содержит ровно три единицы. |
| 17 | 1. Найти индекс элемента массива, старшая цифра значения которого равна заданной. 2. Вставить новый элемент в массив перед элементом массива, старшая цифра значения которого равна заданной 3. Удалить все элементы массива, старшая цифра значений которых равна заданной. |
| 18 | * + - 1. Найти индекс элемента массива (первое вхождение) троичный код значения которого содержит ровно две двойки.       2. Вставить новый элемент в массив после элемента, троичный код значения которого содержит ровно две двойки.       3. Удалить элементы массива, троичный код значений которых содержит ровно две двойки. |
| 19 | 1. Найти индекс элемента массива, значение которого содержит цифру 0. 2. Вставить новый элемент в массив после элемента, значение которого не содержит цифру 0. 3. Удалить элементы массива, значение которого содержит цифру 0. |
| 20 | * + - 1. Найти индекс элемента массива, произведение цифр которого больше нуля и кратно трем.       2. Вставить новый элемент в массив перед элементом с максимальным значением.       3. Удалить элемент массива, произведение цифр которого больше нуля и кратно трем. |
| 21 | 1. Найти индекс элемента массива, сумма цифр значения которого кратна 7. 2. Вставить новый элемент в массив перед минимальным элементом, сумма цифр значения которого кратна 7. 3. Удалить элементы массива, сумма цифр значения которого кратна 7. |
| 22 | 1. Найти индекс элемента массива значение которого делится на каждую из цифр числа. 2. Вставить в массив новый элемент после элемента, значение которого делится на каждую цифру значения. 3. Удалить из массива все элементы, кратные трем. |
| 23 | 1. Определить, упорядочены ли значения в массиве по возрастанию. 2. Если значения в массиве упорядочены по возрастанию, то удалить из массива элементы, которые кратны введенному значению. 3. Если значения в массиве не упорядочены по возрастанию, то вставить новый элемент в массив перед первым элементом. |
| 24 | 1. Найти индексы (начальный и конечный) самой длинной, упорядоченной по возрастанию подпоследовательности (части массива). 2. Вставить новый элемент перед элементом, с начальным индексом подпоследовательности. 3. Удалить все элементы найденной подпоследовательности. |
| 25 | 1. Определить, сколько раз в массиве встречается максимальное значение и сформировать массив индексов этих элементов. 2. Удалить все максимальные значения, используя массив их индексов. 3. Если в массиве только одно максимальное значение, то добавить такое же значение в массив. |
| 26 | 1. Определить, упорядочены ли значения в массиве по возрастанию. 2. Если значения в массиве не упорядочены по возрастанию, то удалить из массива элементы, которые кратны введенному значению. 3. Если значения в массиве упорядочены по возрастанию, то вставить новый элемент в массив перед элементом с большим его по значению. |
| 27 | 1. Определить, упорядочены ли значения в массиве по убыванию. 2. Если значения в массиве не упорядочены по убыванию, то удалить из массива элементы, значения которых содержат цифру 5. 3. Если значения в массиве упорядочены по убыванию, то вставить новый элемент в массив перед элементом с меньшим его по значению. |
| 28 | 1. Сформировать новый массив из простых чисел исходного массива, вставляя каждое значение (кроме первого значения) так, чтобы числа образовали в результате возрастающую последовательность. 2. Удалить минимальное число нового массива. 3. Определить у скольких чисел исходного массива количество делителей больше трех. |
| 29 | 1. Сформировать новый массив из чисел исходного массива, сумма цифр которых кратна 7, вставляя каждое значение (кроме первого значения) так, чтобы числа образовали в результате убывающую последовательность. 2. Удалить минимальное число нового массива. 3. Определить у скольких чисел исходного массива цифры образуют возрастающую последовательность. |
| 30 | Определить сколько в массиве простых чисел Мерсенна. Считать натуральное число M простым числом Мерсенна, если оно удовлетворяет свойствам: 1) М – простое число 2) число М+1 является степенью двойки. Например, число М=31.  Удалить минимальное число, которое является степенью степень числа 2.  Вставить в массив новый элемент после элемента значение которого является максимальным простым числом Мерсенна. |

# Пример разработки приложения и оформления отчета по заданию 1

1. Условие задачи варианта
   1. Скопировать задание
   2. Скопировать условие варианта

Дан массив из n элементов целого типа long.

Сформировать массив из чисел Армстронга (153=13+53+33)

1. Разработка программы
   1. Постановка задачи

Дано. Дан массив из n элементов целого типа long.

Результат. Сформировать массив из чисел Армстронга (153=13+53+33)

Ограничения. Массив натуральных чисел

* 1. Описание модели решения

Исходный массив А статический максимального размера N=100.

Текущий размер n массива А определяет пользователь n<=N.

Новый массив B, который формируется программой – статический максимального размера N, фактический размер массива nB будет определен программой.

Математическая модель определения числа Армстронга

Пусть Х исходное число, проверяемое на число Армстронга

Степень равна количеству цифр в числе -p .

Найти сумму возведенных в степень p цифр числа Х это S и сравнить исходное число Х с полученной суммой S. Если X=S то нашли число Армстронга.

Модель формирования массива чисел Армстронга

nB – индекс элемента в который вставляется значение и текущий размер массива В.

Каждое найденное число вставляется в массив В по индексу nB и после вставки nB увеличивается.

* 1. Декомпозиция – список алгоритмов, которые требуется разработать в соответствии с исследованной моделью
     1. Список подзадач

1. Определение количества цифр в числе
2. Возведение целого числа в степень
3. Определение числа Армстронга
4. Формирование нового массива из чисел исходного
   * 1. Определение прототипов функций
5. Заполнение исходного массива значениями с клавиатуры

Предусловие. n – число заполняемых элементов,0 ≤n≤Max, где MAX – максимальное число элементов, L – массив с переменной верхней границей.

Постусловие. Заполненный массив из n элементов

void input\_ar(Array\_Static L[], int n);

1. Вывод значений массива

Предусловие. n>0

Постусловие. Вывод значений массива

void output\_ar(Array\_Static L[], int n);

1. Функции декомпозиции

***//Определение количества цифр в числе***

Предуслвие. x≥10

Постусловие. Результат целое, сумма цифр

int count(long x);

***//Возведение целого числа в степень p***

Предуслвие. а>0 – цифра числа, p>0 – количество цифр в числе

Постусловие. Результат целое, возведение а в степень p

long double pow\_1(unsigned short a, unsigned short p);

***//Определение числа Армстронга***

Предуслвие. х>0 целое число,

Постусловие. True если х число Армстронга, false иначе

bool Armstrong(long x);

***//Формирование массива чисел Армстронга***

Предусловие. A исходный массив размера n>0. В – указатель на массив, подготовленный в функции main под результат.

Постусловие. Результат массив В из nB элементов. Если в массиве А нет чисел Армстронга, то nB=0 и массив В пустой.

void newArrayB(long \*A, int n, long \*B, int &nB);

* 1. Разработка алгоритмов операций и представление его на псевдокоде

1. Алгоритмы вода и вывода массива определим при реализации
2. Алгоритмы задач декомпозиции

Алгоритм функции Armstrong(long x);

Armstrong(long x){

int p←count(x); //количество цифр в числе и значение степени

int sum←0;

long copyx←x; //копия исходного числа

while(x!=0)

do

sum←sum+pow\_1(x%10,p);

x=x/10;

od

if (copyx=sum)

then результат true

else результат false

}

Далее алгоритмы других функций

* 1. Набор тестов для тестирования программы

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Номер теста | Исходные данные | Ожидаемый результат | Результат программы | Тест пройден/не пройден |
| 1 | n=3  А(1, 2, 3) | nB=3  B(1,2,3) |  |  |
| 2 | n=5  А(11, 12, 13,14, 15) | nB=5  B() Нет таких чисел |  |  |
| 3 | nB=3  B(1,22,153) | nB=2  B(1,153) |  |  |

1. **Код программы**
2. **Таблица тестов для каждой функции и программы.**

# Пример разработки приложения и оформления отчета по заданию 2

1. Условие задачи варианта
   1. Скопировать задание
   2. Скопировать условие варианта

Дан массив из n элементов целого типа long. Массив исходный динамический.

Сформировать массив из чисел Армстронга (153=13+53+33). Массив динамический.

1. Определение функций

Создание массива из n элементов целого типа для исходного массива.

Предусловие Нет

Постусловие вводит размер массива с клавиатуры. Создает динамический массив из n элементов целого типа. Возвращает указатель на массив из n и n, либо NULL, если память под массив не выделена.

long \*create\_array(int &n);

Добавление нового элемента в массив

Предусловие. Массив должен существовать, т.е. L отлично от NULL.

Постусловие. Увеличивает размер массива на один элемент, добавляя новую ячейку в конец массива. Используется функция realloc из malloc.h

void insert\_elems(long \*&L,int &n,long x);

Удаление последней ячейки из массива

Предусловие. Массив должен существовать.

Постусловие. Из массива удаляется последняя ячейка. Размер массива уменьшается.

void delete\_elems(long \*&L,int &n);

Ввод значений

Предусловие. n – число заполняемых элементов,0 ≤n≤Max, где MAX – максимальное число элементов, L – массив с переменной верхней границей.

Постусловие. Заполненный массив из n элементов

void input\_ar(long L[], int n);

Вывод значений массива

void output\_ar(long L[], int n);

Предусловие. n>0

Постусловие. Вывод значений массива

*//Операции для решения поставленной задачи*

Определение количества цифр в числе

Предуслвие. n≥10

Постусловие. Результат целое, сумма цифр

int count(long n);

Возведение целого числа в степень

Предуслвие. а>0 – цифра числа, p>0 – количество цифр в числе

Постусловие. Результат целое, возведение а в сtтепень p

long double pow\_1(unsigned short a, unsigned short p);

Определение числа Армстронга

Предуслвие. x>0 целое число,

Постусловие. Результат true если х число Армстронга и false иначе

bool Armstrong(long x);

Формирование массива чисел Армстронга

Предусловие. A исходный массив размера n>0.

Постусловие. Результат: создает и заполняет массив B если в массиве А есть числа Армстронга; изменяет nB если числа Армстронга есть в А. Если в массиве А нет чисел Армстронга, то nB=0 и результат возвращаемый функцией NULL

long\* newArrayB(long \*A, int n, int &nB);

1. **Реализация функций приложения**

#include <iostream>

#include"malloc.h"

#include"string.h"

long \*create\_array(int &n);

void output\_ar(long L[], int n);

void input\_ar(long L[],int n);

void insert\_elems(long \*&L,int &n,long x);

void delete\_elems(long \*&L,int &n);

void insert(long \*&L,int &n,long x);

long\* newArrayB(long \*A, int n, int &nB);

***//Определение количества цифр в числе***

int count(long x);

***//Возведение целого числа в степень p***

long double pow\_1(unsigned short a, unsigned short p);

***//Определение числа Армстронга***

bool Armstrong(long x);

int main(int argc, char\* argv[])

{int n;

long \*A=create\_array(n);

input\_ar(A, n);

int x=10;

insert\_elems( A, n,x); //добавили еще одно значение в массив А

output\_ar(A, n);

delete\_elems(A,n); //удалили последний элемент

output\_ar(A, n);

cout<<(sizeof(a)/sizeof(long))<<endl; //определили новый размер массива А

int nB=0;

long \*B=newArrayB(A, n, nB);

if (nB>0){

cout<<”Найдены числа Армстронга в массиве А\n”;

output\_ar(B, nB);

}

else

cout<<”Не найдены числа Армстронга в массиве А\n”;

return 0;

}

long \*create\_array(int &n)

{

cout<<"Введите количество элементов n=";

cin>>n;

long \*ptr=new long[n];

return ptr;

}

void input\_ar(long L[],int n)

{ cout<<"введите "<<n<<"элементов ";

for(int i=0;i<n;i++)

cin>>L[i];

}

void output\_ar(long L[], int n)

{ cout<<"Массив "<< endl;

for (int i=0;i< n; i++)

cout<<"a["<<i<<"]="<<L [i]<<endl;

}

void insert(long \*&L,int &n,long x) //вставка нового значения в массив

{

memcpy(L,L,n+1); //увеличение размера массива –функция из string.h

L[n]=x;n++;

}

void insert\_elems(long \*&L,int &n,long x) //вставка нового значения в массив

{

L=(long\*) realloc((long\*)L,(n+1)\*sizeof(long)); //увеличение размера массива –функция из malloc.h

//увеличение памяти по указателю L

L[n]=x; n++;

}

void delete\_elems(long \*&L,int &n) //удаление элемента из массива

{

L=(long\*)realloc((long\*)L,(n-1)\*sizeof(long)); // уменьшение размера памяти по указателю L

n--;

**}**

long\* newArrayB(long \*A, int n, int &nB){

long \*B=new long[0];

for(int i=0;i<n;i++){

if (Armstrong(A[i]==true)

if (nB==0)

long \*B=new long[1];

else

B=(long\*)realloc((long\*)B,sizeof(long)\*(nB+1));

B[nB]=A[i];

nB++;

}

return (nB>0?B:NULL);

}

# Статический массив

Массив – это линейная, однородная структура данных, состоящая из конечного числа элементов. Доступ к элементу массива прямой по индексу.

Статический массив – это структура данных, которая создается во время компиляции (т.е. массиву выделяется память). Размер массива нельзя изменять во время работы программы.

Формат определения одномерного статического массива

*[КП] спецификатор базового типа массива* Имя массива *[количество элементов]*

Где:

*Количество элементов –* константа или макроопределение

Примеры объявления массива

#define Len 100

float z[len];

int main()

{

int x[100];

double y[Len];

}

*Спецификатор базового типа массива* – это любой простой тип языка Си, включая указатель.

Представление в памяти массива из Len элементов

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  | ∙∙∙∙∙∙∙∙∙∙∙∙∙∙∙ |  |
| 0 | 1 | 2 |  | Len-1 |

Для всех элементов массива общим является имя, но у каждого элемента массива уникальным является индекс.

Имя массива - это константный указатель. Он хранит адрес первого байта области памяти, выделенной под элементы массива. Это можно представить так:

![](data:image/png;base64,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)

Объем памяти выделенной переменной можно рассчитать по формуле Len\*объем одного элемента.

Доступ к элементу массива осуществляется по имени. Имя элемента массива формируется по следующему правилу:

*имя массива [индекс элемента]*

Каждый элемент занимает в памяти отдельную ячейку памяти. Ячейка памяти выделяется переменной, т.о. элемент массива – это отдельная переменная в составе массива.

Операции можно выполнять только над элементом массива, допустимые базовым типом массива.

Пример заполнения массива с переменной верхней границей при инициализации и при вводе с клавиатуры

int main()

{ int i ,y[4]={5, 6, 7,8}; //инициализация массива

// вывод массива

for(i=0;i<4;i++)

{

cout<< y[i]<<″ ″

}

//заполнение с клавиатуры

const int Len=100;

int x[Len], n;

cout<<″ Введите количество обрабатываемых элементов массива″;

cin>>n;

if(n>0 && n<Len)

{ cout<<″Введите ″<<n<<″чисел″);

for(i=0;i<n;i++)

{

cin>> x[i];

}

}

else

cout<<″ n должно быть больше нуля″;

}

Пример заполнения статического массива датчиком случайных чисел из диапазона от 100 до 300.

Примечание.

1)Функция rand() генерирует числа в диапазоне от 0 до RAND\_MAX. RAND\_MAX— это константа, определённая в библиотеке*cstdlib.h.* Для MVS RAND\_MAX= 32767,но оно может быть и больше, в зависимости от компилятора.

2) Формула генерации случайных чисел по заданному диапазону

*random\_number = firs\_value + rand() % last\_value;*

где

firs\_value - минимальное число из желаемого диапазона

last\_value - ширина выборки

3) Чтобы при различных запусках программы датчик формировал новое значение, необходимо настроить функцию rand(), передав ей новое начальное значение для алгоритма формирования случайного числа. Для этого надо в программу включить вызов функции *srand( time(0) );*из *time.h.* до вызова функции *rand().*

#include “stdio.h”

#include "stdlib.h"

#include "time.h"

#define Len 100

int main()

{

int x[Len], n;

cout<<″ Введите количество обрабатываемых элементов массива″;

cin>>n;

if(n>0 && n<Len)

{ *srand( time(0) );*

for(i=0;i<n;i++)

{

x[i]=100+rand()%300;

}

}

else

cout<<″n должно быть больше нуля″;

}}

# Динамический массив

Динамический массив – это структура данных, которая создается во время выполнения программы. В процессе работы программы размер массива может быть изменен.

Примечание. *Как же писать код программы и обращаться к ячейкам массива, если он еще не создан, т.е. нет переменной и соответственно память не выделена? Для этого в программе разработан тип данных – указатель. Это переменная, значением которой может быть адрес.*

Динамический массив в языке Си определяется через указатель. Количество элементов в массиве может быть определено перед созданием массива.

Индексация элементов динамического массива начинается с ***нуля***.

**Функции языка Си по управлению динамическим массивом из модуля malloc.h:**

1. Выделение памяти под переменную в динамической памяти (создание динамической переменной)

void\* malloc(выражение);

*Выражение* определяет объем памяти в байтах.

Функция запрашивает у диспетчера динамической памяти (ДП) необходимое количество последовательно расположенных байтов, заданное выражением, если такой участок есть, то результат функции – адрес первого байта выделенной области, если такого свободного объема нет, то результат функции NULL.

Так как результат функции не типизированный указатель, то результат нужно привести к базовому типу массива (или типу переменной, под которую выделяется память).

Пример создания динамического массива

int mai()

{

int n;

cout<<”Введите количество элементов массива”;

int \*x=(int \*)malloc(n);

double \*y=( double \*)malloc(n);

}

1. Удаление динамического массива

После того, как необходимость в динамическом массиве в приложении отпала, его надо из ДП удалить, так как она автоматически не освобождается от использованных переменных, иначе эта память считается занятой и новым переменным может не хватить свободной памяти.

void free(указатель на динамическую память);

Пример удаления динамического массива после использования

int mai()

{

int n;

cout<<”Введите количество элементов массива”;

int \*x=(int \*)malloc(n);

double \*y=( double \*)malloc(n);

for(i=0;i<n;i++)

cin>>x[i];

for(i=0;i<n;i++)

cout<<x[i];

free(x);

}

1. Изменение размера динамического массива

void\* realloc(указатель, выражение);

где

*указатель* – это указатель на массив, размер которого надо изменить;

*выражение* – определяет новый размер массива в байтах.

Функция изменяет размер массива, добавляя новые байты в конец массива или удаляя последнее байты, сохраняя при этом значения остальных элементов массива.

Пример применения realloc для увеличения и уменьшения размера массива

int main()

{

int n=5;

int \*x=(int \*) malloc(n);

x[0]=1; x[1]=2;x[2]=3; x[3]=4; x[4]=5;

//увеличить массив на один элемент

realloc(x,sizeof(int)\*(n+1)); n++;

x[5]=6;

//увеличить массив на два элемента

realloc(x,sizeof(int)\*(n+2));

x[6]=7; x[7]=8;

//уменьшить массив на один элемент

n--;

realloc(x,sizeof(int)\*n);

free(x);

}

# Контейнер <vector> - современная реализация динамических массивов

Векторы - это реализация динамического массива в C++, т.е. такого массива, чья длина меняется в ходе программы. Называется вектор, потому что добавлять и удалять элементы можно только с одного конца.

Стандартный шаблон обобщённого программирования языка C++ std::vector<T> — реализация [динамического массива](https://ru.wikipedia.org/wiki/%D0%94%D0%B8%D0%BD%D0%B0%D0%BC%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%B8%D0%B9_%D0%BC%D0%B0%D1%81%D1%81%D0%B8%D0%B2).

Объём вектора и изменение размера

Типичная реализация вектора — это указатель на динамический массив. Размер вектора — это фактическое число элементов, а объём — количество используемой им памяти.

Если при вставке в вектор новых элементов, его размер становится больше его объёма, происходит перераспределение памяти. Как правило, это приводит к тому, что вектор выделяет новую область хранения, перемещая элементы и свободные старые области в новый участок памяти.

Поскольку адреса элементов в течение этого процесса меняются, любые ссылки или итераторы элементов в векторе могут стать недействительными. Использование недействительных ссылок приводит к неопределённому поведению.

Метод reserve() используется для предотвращения ненужного перераспределения памяти. После вызова reserve(n), объём вектора гарантированно будет не меньше n.

1. Формат определения вектора в программе: vector<Т>. Где Т тип элемента вектора

Примеры создания вектора его конструкторами

vector<int> myVector; // Пустой вектор из элементов типа int

vector<float> myVector(10); // Вектор из 10-и элементов типа float

vector<char> myVector(5, ' '); // Вектор, состоящий из 5-и пробелов

class myType {

...

};

int n = 10;

vector< myType > myVector(n); // Вектор из 10-и элементов пользовательского типа T

1. Доступ к элементам вектора

По соглашению [C](https://ru.wikipedia.org/wiki/%D0%A1%D0%B8_(%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F)) и [C++](https://ru.wikipedia.org/wiki/C%2B%2B), первый элемент имеет индекс 0, последний — size() – 1.

1. Применение операции индексирования.

vector<int> myVector(10);

cin>>myVector[0];

i=0;

myVector[i]\*=2;

myVector[1]=5;

Примечание. Если i>=myVector.size() то результат операции не определен

1. Применение методов

*а)* Метод ***at*** - доступ к любому элементу по индексу

Формат метода at

[const] T& ***at***(int i); где Т тип элемента вектора

Примечание. Может вернуть исключение out\_of\_range

б) Метод v.front() - доступ к первому элементу вектора

[const] T& front() (int i); где Т тип элемента вектора

Примечание. Результат не определен если вектор пуст

в) Метод back() - доступ к последнему элементу вектора

[const] T& back () (int i); где Т тип элемента вектора

Примечание. Результат не определен если вектор пуст

Пример применения методов доступа

int main()

{

vector<int> myVector{ 1, 2, 3, 4, 5, 6 };

cout<<myVector.at(0)<<endl;

cout << myVector.front() << endl;

cout << myVector.back() << endl;

std::cout << "Hello World!\n";

}

Некоторые методы управления

Класс vector — это контейнер. Согласно стандарту C++, любой контейнер должен содержать методы begin(), end(), size(), max\_size(), empty(), и swap().

Ниже приведён краткий перечень доступных методов с описанием и указанием [сложности](https://ru.wikipedia.org/wiki/O-%D0%BD%D0%BE%D1%82%D0%B0%D1%86%D0%B8%D1%8F)

|  |  |  |  |
| --- | --- | --- | --- |
|  | Метод | Описание | [Сложность](https://ru.wikipedia.org/wiki/O-%D0%BD%D0%BE%D1%82%D0%B0%D1%86%D0%B8%D1%8F) |
| [Операторы](https://ru.wikipedia.org/wiki/%D0%9E%D0%BF%D0%B5%D1%80%D0%B0%D1%82%D0%BE%D1%80_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)) | vector::[operator=](http://ru.cppreference.com/w/cpp/container/vector/operator=) | Копирует значение одного вектора в другой. | O(n) |
| vector::[operator==](http://ru.cppreference.com/w/cpp/container/vector/operator==) | Сравнение двух векторов | O(n) |
| Доступ к элементам | vector::[at](http://ru.cppreference.com/w/cpp/container/vector/at) | Доступ к элементу с проверкой выхода за границу | O(1) |
| vector::[operator[]](http://ru.cppreference.com/w/cpp/container/vector/operator_at) | Доступ к определённому элементу | O(1) |
| vector::[front](http://ru.cppreference.com/w/cpp/container/vector/front) | Доступ к первому элементу | O(1) |
| vector::[back](http://ru.cppreference.com/w/cpp/container/vector/back) | Доступ к последнему элементу | O(1) |
| [Итераторы](https://ru.wikipedia.org/wiki/%D0%98%D1%82%D0%B5%D1%80%D0%B0%D1%82%D0%BE%D1%80_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)) | vector::[begin](http://ru.cppreference.com/w/cpp/container/vector/begin) | Возвращает итератор на первый элемент вектора | O(1) |
| vector::[end](http://ru.cppreference.com/w/cpp/container/vector/end) | Возвращает итератор на место после последнего элемента вектора | O(1) |
| vector::[rbegin](http://ru.cppreference.com/w/cpp/container/vector/rbegin) | Возвращает reverse\_iterator на конец текущего вектора. | O(1) |
| vector::[rend](http://ru.cppreference.com/w/cpp/container/vector/rend) | Возвращает reverse\_iterator на начало вектора. | O(1) |
| Работа с размером вектора | vector::[empty](http://ru.cppreference.com/w/cpp/container/vector/empty) | Возвращает true, если вектор пуст | O(1) |
| vector::[size](http://ru.cppreference.com/w/cpp/container/vector/size) | Возвращает количество элементов в векторе | O(1) |
| vector::[max\_size](http://ru.cppreference.com/w/cpp/container/vector/max_size) | Возвращает максимально возможное количество элементов в векторе | O(1) |
| vector::[reserve](http://ru.cppreference.com/w/cpp/container/vector/reserve) | Устанавливает минимально возможное количество элементов в векторе | O(n) |
| vector::[capacity](http://ru.cppreference.com/w/cpp/container/vector/capacity) | Возвращает количество элементов, которое может содержать вектор до того, как ему потребуется выделить больше места. | O(1) |
| vector::[shrink\_to\_fit](http://ru.cppreference.com/w/cpp/container/vector/shrink_to_fit) | Уменьшает количество используемой памяти за счёт освобождения неиспользованной ([C++11](https://ru.wikipedia.org/wiki/C%2B%2B11)) | O(1) |
| Модификаторы | vector::[clear](http://ru.cppreference.com/w/cpp/container/vector/clear) | Удаляет все элементы вектора | O(n) |
| vector::[insert](http://ru.cppreference.com/w/cpp/container/vector/insert) | Вставка элементов в вектор | Вставка в конец, при условии, что память не будет перераспределяться — O(1), в произвольное место — O(n) |
| vector::[erase](http://ru.cppreference.com/w/cpp/container/vector/erase) | Удаляет указанные элементы вектора (один или несколько) | O(n) |
| vector::[push\_back](http://ru.cppreference.com/w/cpp/container/vector/push_back) | Вставка элемента в конец вектора | O(1) |
| vector::[pop\_back](http://ru.cppreference.com/w/cpp/container/vector/pop_back) | Удалить последний элемент вектора | O(1) |
| vector::[resize](http://ru.cppreference.com/w/cpp/container/vector/resize) | Изменяет размер вектора на заданную величину | O(n) |
| vector::[swap](http://ru.cppreference.com/w/cpp/container/vector/swap) | Обменять содержимое двух векторов | O(1) |
| Другие методы | vector::[assign](http://ru.cppreference.com/w/cpp/container/vector/assign) | Ассоциирует с вектором поданные значения | O(n), если установлен нужный размер вектора, O(n\*log(n)) при перераспределении памяти |
| vector::[get\_allocator](http://ru.cppreference.com/w/cpp/container/vector/get_allocator) | Возвращает [аллокатор](https://ru.wikipedia.org/wiki/%D0%90%D0%BB%D0%BB%D0%BE%D0%BA%D0%B0%D1%82%D0%BE%D1%80" \o "Аллокатор), используемый для выделения памяти | O(1) |

Пример вставки нового элемента в вектор в первую, последнюю и внутреннюю позицию (по индексу 3)

vector<float> price = { 78.56, 34.07, 23,45, 61.08, 29.3 };

//вставка значения как первого элемента вектора и запоминание итератора на него

auto iterator = price.insert(price.begin(), 42.67);

//результат: 42.67,78.56, 34.07, 23,45, 61.08, 29.3

//вставка с использованием итератора

price.insert(iterator, 30.76);

//результат: 30.76, 42.67,78.56, 34.07, 23,45, 61.08, 29.3

//Initialize an integer variable

int position = 3;

//Insert the number at the particular position

iterator = price.insert(price.begin() + position, 52.56);

//результат: 30.76, 42.67,78.56, 52.56, 34.07, 23,45, 61.08, 29.3

Пример передачи вектора в качестве параметра

Вывод значений вектора на экран

void print(vector<int> X){

for(int i=0;i<X.size();i++)

cout<<X[i]<<” “;

}

Пример функции, которая создает вектор из определенного количества элементов и возвращает его в качестве результата

vector<int> createVector(int n){

vector<int> Х(n);

return X;

}

int main(){

vector<int> B = createVector(2);

B[0] = 5; B[1] = 6;

}

# Приложение 1 Форма отчета

**Задание 1**

Условие задания

Дан статический массив из целых беззнаковых элементов.

* Вставить новый элемент перед каждым элементом, у которого четное количество цифр.
* Удалить все числа массива, следующие за простым числом.
* Найти максимальное число среди четных чисел массива.
* Для сортировки массива использовать алгоритм линейного выбора элемента.

Декомпозиция

Задачу следует разбить на следующие подзадачи:

* Проверка количества цифр в числе на четность
* Вставка нового элемента перед каждым, у которого четное количество цифр
* Проверка, является ли число простым
* Удаление все числа массива, следующие за простым числом
* Поиск максимального числа среди четных чисел массива
* Сортировка массива методом линейного выбора

Определение функций

1. Проверять, четное ли количество цифр в числе, будем с помощью функции

A

element – uns. long

Логическое знач

Входные данные

Результат

even

**bool even(unsigned long element)**

1. Вставлять новый элемент перед каждым, соответствующим условию, будем с помощью функции

A

Arr[] – uns. Long

newElement – uns.long

&n - int

Входные данные

Результат

insert\_s

**void insert\_s(unsigned long arr[], int &n, unsigned long newElement)**

1. Проверять, является ли число простым, будем с помощью функции

A

Element – uns.long

Логическое знач

Входные данные

Результат

Simple

bool simple(unsigned long element)

1. Удалять все числа массива, следующие за простым числом, будем с помощью функции

A

arr – uns. Lon\*g

&n - int

Входные данные

Результат

Del\_s

void del\_s(unsigned **long\* arr, int &n)**

1. Искать максимальное число среди четных чисел массива будем искать с помощью функции

A

arr – uns. Lon\*g

n - int

Unsigned long

Входные данные

Результат

maxEvenNum

unsigned long **maxEvenNum(unsigned long\* arr, int n)**

1. Для сортировки массива методом линейного выбора будем использовать функцию

A

Arr – uns. Lon\*g

n - int

Unsigned long\*

Входные данные

Результат

sort

unsigned long\* sort(unsigned long\* arr, int n)

**Реализация функций**

unsigned long\* sort(unsigned long\* arr, int n) { //сортировка массива методом прямого выбора

int imin;

for (int i = 0; i < n - 1; i++) {

imin = i;

for (int j = i + 1; j < n; j++) {

if (arr[j] <= arr[imin]) {

imin = j;

}

}

swap(arr[i], arr[imin]);

}

return arr;

}

unsigned long maxEvenNum(unsigned long\* arr, int n) { //максимальное четное число массива

int max, i = n - 1;

bool flag = false;

arr = sort(arr, n);

if (!n) {

return 1;

}

else {

while (!flag) {

if (!(arr[i] % 2)) {

max = arr[i];

flag = true;

}

else {

i--;

}

}

}

if (n < 1) {

return 1;

}

else if (flag) {

return max;

}

else

{

return 1;

}

}

bool even(unsigned long element) { //проверка эл-та на четность кол-ва цифр

int calc = 0;

while (element != 0) {

element /= 10;

calc++;

}

return (calc % 2) ? false : true;

}

void insert\_s(unsigned long arr[], int &n, unsigned long newElement) { //вставка нового элемента после каждого с четными цифрами

int calc = n;

for (int i = 0; i < calc; i++) {

if (even(arr[i])) {

calc++;

for (int j = calc; j > i; j--) {

arr[j] = arr[j - 1];

}

arr[i] = newElement;

i++;

}

}

n = calc;

}

bool simple(unsigned long element) { //простое ли число

if (element == 0 || element == 1) {

return false;

}

else if (element == 2) {

return true;

}

else {

int calc = 0;

for (int i = 2; i <= element / 2; i++) {

if (!(element % i)) {

calc++;

}

}

return (calc >= 1) ? false : true;

}

}

void del\_s(unsigned long\* arr, int &n) {//удалить элементы, следующие за простым числом

int calc = 0;

for (int i = 0; i < n; i++) {

if (simple(arr[i])) {

for (int j = i + 1; j < n; j++) {

arr[j] = 0;

}

calc++;

break;

}

else {

calc++;

}

}

n = calc;

}

**Кодирование алгоритма программы**

// Sem3Lab02PROG.cpp : Defines the entry point for the console application.

#include "stdafx.h"

#include <iostream>

#include "malloc.h"

using namespace std;

void create(unsigned long\* arr, int n);

void show(unsigned long\* arr, int n);

unsigned long\* sort(unsigned long\* arr, int n);

unsigned long maxEvenNum(unsigned long\* arr, int n);

bool even(unsigned long element);

void insert\_s(unsigned long arr[], int &n, unsigned long newElement);

bool simple(unsigned long element);

void del\_s(unsigned long\* arr, int &n);

int main()

{

setlocale(0, "Russian");

//=====================================================//

int n = 0;

int answer1 = 100;

unsigned long array1[100];

while (answer1 != 0) {

system("cls");

cout << "Лабораторная работа №2 ИКБО-07-16 Шамрай К.К. Вариант 5" << endl << endl;

cout << "Задание 1" << endl;

cout << "Меню\n";

cout << "1) Заполнить массив\n";

cout << "2) Вывести массив\n";

cout << "3) Отсортировать массив методом простого выбора\n";

cout << "4) Вставить новый элемент перед каждым элементом, у к-го четное кол-во цифр\n";

cout << "5) Удалить все числа массива, следующие за простым числом\n";

cout << "6) Найти максимальное число среди четных чисел массива\n";

cout << "0) Выход\n";

cout << "Ваш выбор: ";

cin >> answer1;

system("cls");

cout << "Лабораторная работа №2 ИКБО-07-16 Шамрай К.К. Вариант 5" << endl << endl;

switch (answer1)

{

case 1: {

cout << "Введите кол-во элементов в массиве: ";

cin >> n;

cout << "Введите элементы массива: ";

create(array1, n);

system("pause");

break;

}

case 2: {

cout << "Вывод массива\n";

show(array1, n);

system("pause");

break;

}

case 3: {

cout << "Отсортированный массив\n";

show(sort(array1, n), n);

system("pause");

break;

}

case 4: {

unsigned long newEl = 0;

cout << "Введите новый элемент: ";

cin >> newEl;

insert\_s(array1, n, newEl);

show(array1, n);

system("pause");

break;

}

case 5: {

cout << "Массив с удаленными числами\n";

del\_s(array1, n);

show(array1, n);

system("pause");

break;

}

case 6: {

cout << "Максимальное четное число массива: ";

if (maxEvenNum(array1, n) == 1) {

cout << "Четных чисел в массиве нет\n";

}

else {

cout << maxEvenNum(array1, n) << "\n";

}

system("pause");

break;

}

default:

break;

}

}

system("pause");

return 0;

}

void create(unsigned long\* arr, int n) { //заполнение массива

for (int i = 0; i < n; i++) {

cin >> arr[i];

}

}

void show(unsigned long\* arr, int n) { //вывод массива

for (int i = 0; i < n; i++) {

cout << arr[i] << " ";

}

cout << endl;

}

**Задание 2**

Условие задания

Дан динамический массив из целых беззнаковых элементов.

* Вставить новый элемент перед каждым элементом, у которого четное количество цифр.
* Удалить все числа массива, следующие за простым числом.
* Найти максимальное число среди четных чисел массива.
* Для сортировки массива использовать алгоритм линейного выбора элемента.

Декомпозиция

Задачу следует разбить на следующие подзадачи:

* Проверка количества цифр в числе на четность
* Вставка нового элемента перед каждым, у которого четное количество цифр
* Проверка, является ли число простым
* Удаление все числа массива, следующие за простым числом
* Поиск максимального числа среди четных чисел массива
* Сортировка массива методом линейного выбора

Определение функций

unsigned long\* sort(unsigned long\* arr, int n) { //сортировка массива методом прямого выбора

int imin;

for (int i = 0; i < n - 1; i++) {

imin = i;

for (int j = i + 1; j < n; j++) {

if (arr[j] <= arr[imin]) {

imin = j;

}

}

swap(arr[i], arr[imin]);

}

return arr;

}

unsigned long maxEvenNum(unsigned long\* arr, int n) { //максимальное четное число массива

int max, i = n - 1;

bool flag = false;

arr = sort(arr, n);

if (!n) {

return 1;

}

else {

while (!flag) {

if (!(arr[i] % 2)) {

max = arr[i];

flag = true;

}

else {

i--;

}

}

}

if (n < 1) {

return 1;

}

else if (flag) {

return max;

}

else

{

return 1;

}

}

bool even(unsigned long element) { //проверка эл-та на четность кол-ва цифр

int calc = 0;

while (element != 0) {

element /= 10;

calc++;

}

return (calc % 2) ? false : true;

}

void insert\_d(unsigned long\* arr, int &n, unsigned long newElement) {

for (int i = 0; i < n; i++) {

if (even(arr[i])) {

//realloc(arr, (n + 1) \* sizeof(unsigned long));

arr = (unsigned long\*)realloc(arr, (n + 1) \* sizeof(unsigned long));

n++;

for (int j = n; j > i; j--) {

arr[j] = arr[j - 1];

}

arr[i] = newElement;

i++;

}

}

}

bool simple(unsigned long element) { //простое ли число

if (element == 0 || element == 1) {

return false;

}

else if (element == 2) {

return true;

}

else {

int calc = 0;

for (int i = 2; i <= element / 2; i++) {

if (!(element % i)) {

calc++;

}

}

return (calc >= 1) ? false : true;

}

}

void del\_d(unsigned long\* arr, int &n) { //удалить элементы, следующие за простым числом

int calc = n;

for (int i = 0; i < n; i++) {

if (simple(arr[i])) {

calc--;

//realloc(arr, (n - calc) \* sizeof(unsigned long));

arr = (unsigned long\*)realloc(arr, (n - calc) \* sizeof(unsigned long));

break;

}

else {

calc--;

}

}

n -= calc;

}

**Кодирование алгоритма программы**

// Sem3Lab02PROG.cpp : Defines the entry point for the console application.

#include "stdafx.h"

#include <iostream>

#include "malloc.h"

using namespace std;

void create(unsigned long\* arr, int n);

void show(unsigned long\* arr, int n);

unsigned long\* sort(unsigned long\* arr, int n);

unsigned long maxEvenNum(unsigned long\* arr, int n);

bool even(unsigned long element);

void insert\_d(unsigned long arr[], int &n, unsigned long newElement);

bool simple(unsigned long element);

void del\_d(unsigned long\* arr, int &n);

int main()

{

setlocale(0, "Russian");

//=====================================================//

unsigned long \*array2;

int answer2 = 100;

int calc = 0;

while (answer2 != 0) {

system("cls");

cout << "Лабораторная работа №2 ИКБО-07-16 Шамрай К.К. Вариант 5" << endl << endl;

cout << "Задание 2" << endl;

cout << "Меню\n";

cout << "1) Заполнить массив\n";

cout << "2) Вывести массив\n";

cout << "3) Отсортировать массив методом простого выбора\n";

cout << "4) Вставить новый элемент перед каждым элементом, у к-го четное кол-во цифр\n";

cout << "5) Удалить все числа массива, следующие за простым числом\n";

cout << "6) Найти максимальное число среди четных чисел массива\n";

cout << "0) Выход\n";

cout << "Ваш выбор: ";

cin >> answer2;

system("cls");

cout << "Лабораторная работа №2 ИКБО-07-16 Шамрай К.К. Вариант 5" << endl << endl;

switch (answer2)

{

case 1: {

cout << "Введите кол-во элементов в массиве: ";

cin >> calc;

array2 = new unsigned long[calc];

cout << "Введите элементы массива: ";

create(array2, calc);

system("pause");

break;

}

case 2: {

cout << "Вывод массива\n";

show(array2, calc);

system("pause");

break;

}

case 3: {

cout << "Отсортированный массив\n";

show(sort(array2, calc), calc);

system("pause");

break;

}

case 4: {

unsigned long newEl = 0;

cout << "Введите новый элемент: ";

cin >> newEl;

insert\_d(array2, calc, newEl);

show(array2, calc);

system("pause");

break;

}

case 5: {

cout << "Массив с удаленными числами\n";

del\_d(array2, calc);

show(array2, calc);

system("pause");

break;

}

case 6: {

cout << "Максимальное четное число массива: ";

int temp = maxEvenNum(array2, calc);

if (temp == 1) {

cout << "Четных чисел в массиве нет\n";

}

else {

cout << temp << "\n";

}

system("pause");

break;

}

default:

break;

}

}

system("pause");

return 0;

}

void create(unsigned long\* arr, int n) { //заполнение массива

for (int i = 0; i < n; i++) {

cin >> arr[i];

}

}

void show(unsigned long\* arr, int n) { //вывод массива

for (int i = 0; i < n; i++) {

cout << arr[i] << " ";

}

cout << endl;

}