**Polling an empty directory (and send an empty message with null body) :**

|  |  |
| --- | --- |
| 1 | from('[file://temp?sendEmptyMessageWhenIdle=true](file:///\\temp?sendEmptyMessageWhenIdle=true)') |

**Stop a route :**

|  |  |
| --- | --- |
| 1 | .process(new Processor() { |
| 2 | public void process(Exchange exchange) throws Exception { | |

|  |  |  |
| --- | --- | --- |
| 3 | getContext().stopRoute('ROUTE\_ID'); | |
| 4 | } |

|  |  |
| --- | --- |
| 5 | }) |

**Access a property of the object in the body :**

admitting the object has a method named ‘getMydata()’ :

|  |  |
| --- | --- |
| 1 | new ValueBuilder(simple('${body.mydata}')).isEqualTo(...) |

**Define an aggregator :**

|  |  |  |
| --- | --- | --- |
| 1 | .aggregate(simple('${header.id}.substring(0,15)'), | |
| 2 | genericAggregationStrategy) |

|  |  |  |
| --- | --- | --- |
| 3 | .completionPredicate(header(Exchange.BATCH\_COMPLETE) | |
| 4 | .isEqualTo(Boolean.TRUE)) |

* '${header.id}.substring(0,15)' : flag to differenciate messages (here, the returned string is common to all messages, we aggregate them all)
* Exchange.BATCH\_COMPLETE : predicate indicating the end of polling (all files parsed for example)
* genericAggregationStrategy : above, an example of an aggregator grouping all messages’ contents in a list :

|  |  |  |
| --- | --- | --- |
| 01 | public class GenericAggregationStrategy implements AggregationStrategy { | |
| 02 | @SuppressWarnings('unchecked') |

|  |  |  |
| --- | --- | --- |
| 03 | public Exchange aggregate(Exchange oldExchange, Exchange newExchange) { | |
| 04 | if (oldExchange == null) { |

|  |  |  |
| --- | --- | --- |
| 05 | ArrayList<Object> list = new ArrayList<Object>(); | |
| 06 | list.add(newExchange.getIn().getBody()); |

|  |  |  |
| --- | --- | --- |
| 07 | newExchange.getIn().setBody(list); | |
| 08 | return newExchange; |

|  |  |
| --- | --- |
| 09 | } else { |
| 10 | Object oldIn = oldExchange.getIn().getBody(); | |

|  |  |
| --- | --- |
| 11 | ArrayList<Object> list = null; |
| 12 | if(oldIn instanceof ArrayList) { | |

|  |  |  |
| --- | --- | --- |
| 13 | list = (ArrayList<Object>) oldIn; | |
| 14 | } else { |

|  |  |  |
| --- | --- | --- |
| 15 | list = new ArrayList<Object>(); | |
| 16 | list.add(oldIn); |

|  |  |
| --- | --- |
| 17 | } |
| 18 | list.add(newExchange.getIn().getBody()); | |

|  |  |  |
| --- | --- | --- |
| 19 | newExchange.getIn().setBody(list); | |
| 20 | return newExchange; |

|  |  |  |
| --- | --- | --- |
| 21 | } | |
| 22 | } |

|  |  |
| --- | --- |
| 23 | } |

**Manually trigger an aggregation’s completion (whatever it is) :**

Send a message with the header Exchange.AGGREGATION\_COMPLETE\_ALL\_GROUPS = true  
It is possible to do from('bean:...'), knowing that the bean will be polled permanently (like with ‘file’) and re-instanciated each time.**Modify the message’s body** on a route, using :

|  |  |
| --- | --- |
| 1 | .transform(myExpression) |

with myExpression :

|  |  |
| --- | --- |
| 1 | public class MyExpression implements Expression { |
| 2 | public <T> T evaluate(Exchange exchange, Class<T> type) { | |

|  |  |
| --- | --- |
| 3 | MyBean newData = ...; |
| 4 | return exchange.getContext().getTypeConverter() | |

|  |  |  |
| --- | --- | --- |
| 5 | .convertTo(type, newData); | |
| 6 | } |

|  |  |
| --- | --- |
| 7 | } |

**Using JaxB :**

* on a route :

|  |  |
| --- | --- |
| 1 | .[un]marshal().jaxb('my.business\_classes.package') |

* with a configurable DataFormat :

|  |  |
| --- | --- |
| 1 | .[un]marshal(jaxbDataFormat) |

* with :

|  |  |  |
| --- | --- | --- |
| 1 | // indicate to Jaxb to not write XML prolog : | |
| 2 | JaxbDataFormat jaxbDataFormat = |

|  |  |  |
| --- | --- | --- |
| 3 | new JaxbDataFormat('my.business\_classes.package'); | |
| 4 | jaxb.setFragment(true); |

**General concepts for threads management :**

* a from(...) = a thread
* except for from('direct:...') wich creates a ‘named route’ with a unique identifier only callable by another route (in the same thread than the caller).
* The component .resequence().batch() creates a new thread to rethrow the messages.

**Define a shutdown strategy :**

|  |  |
| --- | --- |
| 1 | getContext().setShutdownStrategy(new MyShutdownStrategy(getContext())); |

With :

|  |  |  |
| --- | --- | --- |
| 01 | public class MyShutdownStrategy extends DefaultShutdownStrategy { | |
| 02 | protected CamelContext camelContext; |

|  |  |
| --- | --- |
| 03 | private long timeout = 1; |
| 04 | private TimeUnit timeUnit = TimeUnit.SECONDS; | |

|  |  |  |
| --- | --- | --- |
| 05 | public SpiralShutdownStrategy(CamelContext camelContext) { | |
| 06 | this.camelContext = camelContext; |

|  |  |  |
| --- | --- | --- |
| 07 | } | |
| 08 |  |

|  |  |
| --- | --- |
| 09 | @Override |
| 10 | public long getTimeout() { | |

|  |  |  |
| --- | --- | --- |
| 11 | return this.timeout; | |
| 12 | } |

|  |  |
| --- | --- |
| 13 |  |
| 14 | @Override | |

|  |  |  |
| --- | --- | --- |
| 15 | public TimeUnit getTimeUnit() { | |
| 16 | return this.timeUnit; |

|  |  |  |
| --- | --- | --- |
| 17 | } | |
| 18 |  |

|  |  |
| --- | --- |
| 19 | @Override |
| 20 | public CamelContext getCamelContext() { | |

|  |  |  |
| --- | --- | --- |
| 21 | return this.camelContext; | |
| 22 | } |

|  |  |
| --- | --- |
| 23 |  |
| 24 | /\*\* | |

|  |  |  |
| --- | --- | --- |
| 25 | \* To ensure shutdown | |
| 26 | \* |

|  |  |
| --- | --- |
| 27 | \*/ |
| 28 | @Override | |

|  |  |
| --- | --- |
| 29 | public void suspend(CamelContext context, |
| 30 | List<RouteStartupOrder> routes) throws Exception { | |

|  |  |  |
| --- | --- | --- |
| 31 | doShutdown(context, routes, getTimeout(), | |
| 32 | getTimeUnit(), false, false, false); |

|  |  |  |
| --- | --- | --- |
| 33 | } | |
| 34 |  |

|  |  |
| --- | --- |
| 35 | /\*\* |
| 36 | \* To ensure shutdown | |

|  |  |
| --- | --- |
| 37 | \* |
| 38 | \*/ | |

|  |  |
| --- | --- |
| 39 | @Override |
| 40 | public void shutdown(CamelContext context, | |

|  |  |  |
| --- | --- | --- |
| 41 | List<RouteStartupOrder> routes, long timeout, | |
| 42 | TimeUnit timeUnit) throws Exception { |

|  |  |
| --- | --- |
| 43 | doShutdown(context, routes, this.timeout, |
| 44 | this.timeUnit, false, false, false); |

|  |  |  |
| --- | --- | --- |
| 45 | } | |
| 46 |  |

|  |  |
| --- | --- |
| 47 | /\*\* |
| 48 | \* To ensure shutdown | |

|  |  |
| --- | --- |
| 49 | \* |
| 50 | \*/ | |

|  |  |
| --- | --- |
| 51 | @Override |
| 52 | public boolean shutdown(CamelContext context, RouteStartupOrder route, | |

|  |  |  |
| --- | --- | --- |
| 53 | long timeout, TimeUnit timeUnit, boolean abortAfterTimeout) | |
| 54 | throws Exception { |

|  |  |  |
| --- | --- | --- |
| 55 | super.shutdown(context, route, this.timeout, | |
| 56 | this.timeUnit, false); |

|  |  |  |
| --- | --- | --- |
| 57 | return true; | |
| 58 | } |

|  |  |
| --- | --- |
| 59 | } |

**Stop a batch :**

|  |  |
| --- | --- |
| 1 | .process(new Processor() { |
| 2 | public void process(Exchange exchange) throws Exception { | |

|  |  |  |
| --- | --- | --- |
| 3 | context.stop(); | |
| 4 | } |

|  |  |
| --- | --- |
| 5 | }); |

**Calling a method of a bean from a route:**

1. method’s return is always affected to message’s body. For example :
   * public void myMethod(Exchange e) :  
     Will not modify the body
   * public boolean myMethod(Exchange e) :  
     the boolean (or whatever primitive type) will be set in the body
   * public Object myMethod(Exchange e) :  
     the Object will be placed in the body (even if null)
   * public Message myMethod(Exchange e) :  
     the Message will be placed in the body (better avoid this)
   * public List<Object> myMethod(Exchange e) :  
     the list will be set in the body : useful to use with .split(), each object will be sent in a new message
   * public List<Message> myMethod(Exchange e) :  
     the list will be set in the body : a .split() will create a new message for each element (better avoid, see upper)
2. configurable method’s parameters :
   * public void myMethod(Exchange e) :  
     the complete Exchange will be passed
   * public void myMethod(Object o) :  
     Camel will try to convert the body in the required parameter’s class
   * public void myMethod(@Body File o, @Header('myHeader') String myParamHeader) :  
     Camel will inject each parameter as specified

**Exceptions management on routes :**

* in a global way (to be declared before all routes) :

|  |  |
| --- | --- |
| 1 | onException(MyException.class, RuntimeCamelException.class).to(...)... |

* to truly handle Exception and not bubble it in routes (and logs) :

|  |  |
| --- | --- |
| 1 | onException(...).handled(true).to(...)... |

* to continue process in a route after an Exception :

|  |  |
| --- | --- |
| 1 | onException(...).continued(true).to(...)... |

* An exception is ‘handled’ or ‘continued’
* local way (in a route) :

|  |  |
| --- | --- |
| 1 | from(...) |
| 2 | .onException(...).to('manage\_error').log('FAIL !!').end() | |

|  |  |
| --- | --- |
| 3 | .to('continue\_route')... |

For writing file, only the header Exchange.FILE\_NAME is necessary.

**Reorder messages with component .resequence :**

* uses an expression to compute the new order of messages, from a unique Comparable ‘key’ (number, String or custom Comparator)
* two ways :
  + .batch() : batch mode. Waits the reception of ALL the messages befor reorder them. **ATTENTION** : a new thread is created to rethrow messages.
  + .stream() : streaming mode. Uses a gap detection between the messages’ keys to re-send them. It is possible to configure a maximal capacity and a timeout.

**Split the body with a token :**

|  |  |
| --- | --- |
| 1 | .split(body().tokenize('TOKEN')) |

Knowing that the TOKEN will be deleted from content. For example, if receiving a message containing : ‘data1TOKENdata2TOKENdata3’, messages created will be : ‘data1’, ‘data2, ‘data3’. So avoid this when treating XML data, prefer ‘tokenizeXML()’.

**Dynamic access to body’s data :**

* Lightweight ‘script’ language : [Simple Expression Language](http://camel.apache.org/simple.html)
* Read files data : [File Expression Language](http://camel.apache.org/file-language.html)

**Sending mails :**

|  |  |
| --- | --- |
| 1 | from('direct:mail') |
| 2 | .setHeader('To', constant(mailTo)) | |

|  |  |
| --- | --- |
| 3 | .setHeader('From', constant(mailFrom)) |
| 4 | .setHeader('Subject', constant(mailSubject)) | |

|  |  |
| --- | --- |
| 5 | .to('[smtp://](NULL)${user}@${server}:${port}?password=${password}'); |

**With attachment :**

|  |  |  |
| --- | --- | --- |
| 01 | .beanRef(MAIL\_ATTACHER, 'attachLog'); | |
| 02 | //with |

|  |  |
| --- | --- |
| 03 | public class MailAttacher { |
| 04 | public void attachLog(Exchange exc) throws Exception { | |

|  |  |
| --- | --- |
| 05 | File toAttach = ...; |
| 06 | exc.getIn().addAttachment(toAttach.getName(), | |

|  |  |  |
| --- | --- | --- |
| 07 | new DataHandler(new FileDataSource(toAttach))); | |
| 08 | // if needed |

|  |  |  |
| --- | --- | --- |
| 09 | exc.setProperty(Exchange.CHARSET\_NAME, 'UTF-8'); | |
| 10 | } |

|  |  |
| --- | --- |
| 11 | } |

**Useful Exchange’s properties :**

* Exchange.AGGREGATED\_\* : aggregations management
* Exchange.BATCH\_\* : treated messages management
* Exchange.FILE\_\* : File messages management
* Exchange.HTTP\_\* : web requests management
* Exchange.LOOP\_\* : loops management
* Exchange.REDELIVERY\_\* : exceptions management
* Exchange.SPLIT\_\* : splitted contents management

**Loop a route :**

|  |  |
| --- | --- |
| 1 | from('direct:...') |
| 2 | .loop(countExpression) | |

|  |  |  |
| --- | --- | --- |
| 3 | .to('direct:insideLoop') | |
| 4 | .end() |

Where ‘countExpression’ is an Expression used to dynamically compute the loop count (evaluated entering the loop). It is preferable to move the loop’s code in a new route if the process is complex.

**Headers management :**

Message’s headers are defined at its creation. When using a ‘.split()’, all subsequent messages will have the same headers from the original message (so be careful when managing files). In an aggregation, custom headers will have to be managed manually to be preserved in the rest of the route.

**Intercept a message**

and execute a route parallely (to be declared before routes) :

|  |  |
| --- | --- |
| 1 | interceptSendToEndpoint('ENDPOINT\_TO\_INTERSEPT').to(...)... |

|  |
| --- |
| **Polling an empty directory (and send an empty message with null body) :**  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. from("file://temp?sendEmptyMessageWhenIdle=true") |
| **Stop a route :**  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. .process(new Processor() { 2. public void process(Exchange exchange) throws Exception { 3. getContext().stopRoute("ROUTE\_ID"); 4. } 5. }) |
| **Access a property of the object in the body :** admitting the object has a method named "getMydata()" :  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. new ValueBuilder(simple("${body.mydata}")).isEqualTo(...) |
| **Define an aggregator :**  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. .aggregate(simple("${header.id}.substring(0,15)"), 2. genericAggregationStrategy) 3. .completionPredicate(header(Exchange.BATCH\_COMPLETE) 4. .isEqualTo(Boolean.TRUE))  * "${header.id}.substring(0,15)" : flag to differenciate messages (here, the returned string is common to all messages, we aggregate them all) * Exchange.BATCH\_COMPLETE : predicate indicating the end of polling (all files parsed for example) * genericAggregationStrategy : above, an example of an aggregator grouping all messages' contents in a list :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. public class GenericAggregationStrategy implements AggregationStrategy { 2. @SuppressWarnings("unchecked") 3. public Exchange aggregate(Exchange oldExchange, Exchange newExchange) { 4. if (oldExchange == null) { 5. ArrayList<Object> list = new ArrayList<Object>(); 6. list.add(newExchange.getIn().getBody()); 7. newExchange.getIn().setBody(list); 8. return newExchange; 9. } else { 10. Object oldIn = oldExchange.getIn().getBody(); 11. ArrayList<Object> list = null; 12. if(oldIn instanceof ArrayList) { 13. list = (ArrayList<Object>) oldIn; 14. } else { 15. list = new ArrayList<Object>(); 16. list.add(oldIn); 17. } 18. list.add(newExchange.getIn().getBody()); 19. newExchange.getIn().setBody(list); 20. return newExchange; 21. } 22. } 23. } |
| **Manually trigger an aggregation's completion (whatever it is) :**  Send a message with the header Exchange.AGGREGATION\_COMPLETE\_ALL\_GROUPS = true |
| It is possible to do from("bean:..."), knowing that the bean will be polled permanently (like with "file") and re-instanciated each time. |
| **Modify the message's body** on a route, using :  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. .transform(myExpression)   with myExpression :  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. public class MyExpression implements Expression { 2. public <T> T evaluate(Exchange exchange, Class<T> type) { 3. MyBean newData = ...; 4. return exchange.getContext().getTypeConverter() 5. .convertTo(type, newData); 6. } 7. } |
| **Using JaxB :**   * on a route :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   * 1. .[un]marshal().jaxb("my.business\_classes.package") * with a configurable DataFormat :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   * 1. .[un]marshal(jaxbDataFormat)   with :  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. // indicate to Jaxb to not write XML prolog : 2. JaxbDataFormat jaxbDataFormat = 3. new JaxbDataFormat("my.business\_classes.package"); 4. jaxb.setFragment(true); |
| **General concepts for threads management :**   * a from(...) = a thread * except for from("direct:...") wich creates a "named route" with a unique identifier only callable by another route (in the same thread than the caller). * The component .resequence().batch() creates a new thread to rethrow the messages. |
| **Define a shutdown strategy :**  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. getContext().setShutdownStrategy(new MyShutdownStrategy(getContext()));   With :  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. public class MyShutdownStrategy extends DefaultShutdownStrategy { 2. protected CamelContext camelContext; 3. private long timeout = 1; 4. private TimeUnit timeUnit = TimeUnit.SECONDS; 5. public SpiralShutdownStrategy(CamelContext camelContext) { 6. this.camelContext = camelContext; 7. } 9. @Override 10. public long getTimeout() { 11. return this.timeout; 12. } 14. @Override 15. public TimeUnit getTimeUnit() { 16. return this.timeUnit; 17. } 19. @Override 20. public CamelContext getCamelContext() { 21. return this.camelContext; 22. } 24. /\*\* 25. \* To ensure shutdown 26. \* 27. \*/ 28. @Override 29. public void suspend(CamelContext context, 30. List<RouteStartupOrder> routes) throws Exception { 31. doShutdown(context, routes, getTimeout(), 32. getTimeUnit(), false, false, false); 33. } 35. /\*\* 36. \* To ensure shutdown 37. \* 38. \*/ 39. @Override 40. public void shutdown(CamelContext context, 41. List<RouteStartupOrder> routes, long timeout, 42. TimeUnit timeUnit) throws Exception { 43. doShutdown(context, routes, this.timeout, 44. this.timeUnit, false, false, false); 45. } 47. /\*\* 48. \* To ensure shutdown 49. \* 50. \*/ 51. @Override 52. public boolean shutdown(CamelContext context, RouteStartupOrder route, 53. long timeout, TimeUnit timeUnit, boolean abortAfterTimeout) 54. throws Exception { 55. super.shutdown(context, route, this.timeout, 56. this.timeUnit, false); 57. return true; 58. } 59. } |
| **Stop a batch :**  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. .process(new Processor() { 2. public void process(Exchange exchange) throws Exception { 3. context.stop(); 4. } 5. }); |
| **Calling a method of a bean from a route** :   1. method's return is always affected to message's body. For example :    * public void myMethod(Exchange e) : Will not modify the body    * public boolean myMethod(Exchange e) : the boolean (or whatever primitive type) will be set in the body    * public Object myMethod(Exchange e) : the Object will be placed in the body (even if null)    * public Message myMethod(Exchange e) : the Message will be placed in the body (better avoid this)    * public List<Object> myMethod(Exchange e) : the list will be set in the body : useful to use with .split(), each object will be sent in a new message    * public List<Message> myMethod(Exchange e) : the list will be set in the body : a .split() will create a new message for each element (better avoid, see upper) 2. configurable method's parameters :    * public void myMethod(Exchange e) : the complete Exchange will be passed    * public void myMethod(Object o) : Camel will try to convert the body in the required parameter's class    * public void myMethod(@Body File o, @Header("myHeader") String myParamHeader) : Camel will inject each parameter as specified |
| **Exceptions management on routes :**   * in a global way (to be declared before all routes) :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   * 1. onException(MyException.class, RuntimeCamelException.class).to(...)... * to truly handle Exception and not bubble it in routes (and logs) :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   * 1. onException(...).handled(true).to(...)... * to continue process in a route after an Exception :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   * 1. onException(...).continued(true).to(...)... * An exception is "handled" or "continued" * local way (in a route) :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   * 1. from(...)   2. .onException(...).to("manage\_error").log("FAIL !!").end()   3. .to("continue\_route")... |
| For writing file, only the header Exchange.FILE\_NAME is necessary. |
| **Reorder messages with component .resequence :**   * uses an expression to compute the new order of messages, from a unique Comparable "key" (number, String or custom Comparator) * two ways :   + .batch() : batch mode. Waits the reception of ALL the messages befor reorder them. **ATTENTION** : a new thread is created to rethrow messages.   + .stream() : streaming mode. Uses a gap detection between the messages' keys to re-send them. It is possible to configure a maximal capacity and a timeout. |
| **Split the body with a token :**  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. .split(body().tokenize("TOKEN"))   Knowing that the TOKEN will be deleted from content. For example, if receiving a message containing : "data1TOKENdata2TOKENdata3", messages created will be : "data1", "data2, "data3".  So avoid this when treating XML data, prefer "tokenizeXML()". |
| **Dynamic access to body's data :**   * Lightweight "script" language : [Simple Expression Language](http://camel.apache.org/simple.html) * Read files data : [File Expression Language](http://camel.apache.org/file-language.html) |
| **Sending mails :**  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. from("direct:mail") 2. .setHeader("To", constant(mailTo)) 3. .setHeader("From", constant(mailFrom)) 4. .setHeader("Subject", constant(mailSubject)) 5. .to("smtp://${user}@${server}:${port}?password=${password}");   **With attachment :**  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. .beanRef(MAIL\_ATTACHER, "attachLog"); 2. //with 3. public class MailAttacher { 4. public void attachLog(Exchange exc) throws Exception { 5. File toAttach = ...; 6. exc.getIn().addAttachment(toAttach.getName(), 7. new DataHandler(new FileDataSource(toAttach))); 8. // if needed 9. exc.setProperty(Exchange.CHARSET\_NAME, "UTF-8"); 10. } 11. } |
| **Useful Exchange's properties :**   * Exchange.AGGREGATED\_\* : aggregations management * Exchange.BATCH\_\* : treated messages management * Exchange.FILE\_\* : File messages management * Exchange.HTTP\_\* : web requests management * Exchange.LOOP\_\* : loops management * Exchange.REDELIVERY\_\* : exceptions management * Exchange.SPLIT\_\* : splitted contents management * Exchange.EXCEPTION\_CAUGHT : thrown exception on route |
| **Loop a route :**  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. from("direct:...") 2. .loop(countExpression) 3. .to("direct:insideLoop") 4. .end()   Where "countExpression" is an Expression used to dynamically compute the loop count (evaluated entering the loop)  It is preferable to move the loop's code in a new route if the process is complex. |
| **Headers management :**  Message's headers are defined at its creation. When using a ".split()", all subsequent messages will have the same headers from the original message (so be careful when managing files). In an aggregation, custom headers will have to be managed manually to be preserved in the rest of the route. |
| **Intercept a message** and execute a route parallely (to be declared before routes) :  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. interceptSendToEndpoint("ENDPOINT\_TO\_INTERSEPT").to(...)... |
| **Send an exchange from a Java class to a route :**   1. Create a ProducerTemplate from Camel context :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   * 1. ProducerTemplate template = camelRouteBuilder   2. .getContext().createProducerTemplate();  1. Define its target endpoint :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   * 1. template.setDefaultEndpointUri("direct:start");  1. Create a message and Exchange from template :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   * 1. Message message = new DefaultMessage();   2. message.setBody("...");   3. message.setHeader(key,value);   5. Exchange exchange = template.getDefaultEndpoint().createExchange();   6. exchange.setIn(message);  1. Send message :   [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   * 1. template.send(exchange); |
| **Definie a maximum inflight messages** with a route policy :  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. ThrottlingInflightRoutePolicy policy = new ThrottlingInflightRoutePolicy(); 2. policy.setMaxInflightExchanges(999); 3. policy.setScope(ThrottlingInflightRoutePolicy.ThrottlingScope.Route); 5. from("seda:route").routePolicy(policy) |
| **Best pratices** to combine Split and aggregator :  It is possible to use :  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. .split(body()) 2. (...) 3. .aggregate(simple("${header.id}.substring(0,15)"), simpleAggregationStrategy) 4. .completionPredicate(header(Exchange.SPLIT\_COMPLETE).isEqualTo(Boolean.TRUE)) 5. (... end of route ...)   But with an empty list (null body or list size to 0), split behavior must be confusing and might shortcut the end of the route. Safer use is :  [view plainprint?](http://developpef.blogspot.in/2013/01/camel-cheatsheet.html)   1. .split(body(), simpleAggregationStrategy) 2. (...) 3. .end()   The end() instruction clearly isolates the split instructions block and simpleAggregationStrategy is still triggered at SPLIT\_COMPLETE |

To be continued, don't hesitate to participate!

**Stream Component**

The **stream:** component provides access to the System.in, System.out and System.err streams as well as allowing streaming of file and URL.

Maven users will need to add the following dependency to their pom.xml for this component:

|  |
| --- |
| <dependency>      <groupId>org.apache.camel</groupId>      <artifactId>camel-stream</artifactId>      <version>x.x.x</version>      <!-- use the same version as your Camel core version -->  </dependency> |

**URI format**

|  |
| --- |
| stream:in[?options]  stream:out[?options]  stream:err[?options]  stream:header[?options] |

In addition, the file and url endpoint URIs are supported:

|  |
| --- |
| stream:file?fileName=/foo/bar.txt  stream:url[?options] |

If the stream:header URI is specified, the stream header is used to find the stream to write to. This option is available only for stream producers (that is, it cannot appear in from()).

You can append query options to the URI in the following format, ?option=value&option=value&...

**Options**

|  |  |  |
| --- | --- | --- |
| **Name** | **Default Value** | **Description** |
| delay | 0 | Initial delay in milliseconds before consuming or producing the stream. |
| encoding | *JVM Default* | You can configure the encoding (is a [charset name](http://java.sun.com/j2se/1.5.0/docs/api/java/nio/charset/Charset.html)) to use text-based streams (for example, message body is a String object). If not provided, Camel uses the [JVM default Charset](http://java.sun.com/j2se/1.5.0/docs/api/java/nio/charset/Charset.html#defaultCharset%28%29). |
| promptMessage | null | Message prompt to use when reading from stream:in; for example, you could set this to Enter a command: |
| promptDelay | 0 | Optional delay in milliseconds before showing the message prompt. |
| initialPromptDelay | 2000 | Initial delay in milliseconds before showing the message prompt. This delay occurs only once. Can be used during system startup to avoid message prompts being written while other logging is done to the system out. |
| fileName | null | When using the stream:file URI format, this option specifies the filename to stream to/from. |
| url | null | When using the stream:url URI format, this option specifies the URL to stream to/from. The input/output stream will be opened using the [JDK URLConnection](http://docs.oracle.com/javase/6/docs/api/java/net/URLConnection.html) facility. |
| scanStream | false | To be used for continuously reading a stream such as the unix tail command.  **Camel 2.4 to Camel 2.6:** will retry opening the file if it is overwritten, somewhat like tail --retry |
| retry | false | **Camel 2.7:** will retry opening the file if it's overwritten, somewhat like tail --retry |
| scanStreamDelay | 0 | Delay in milliseconds between read attempts when using scanStream. |
| groupLines | 0 | **Camel 2.5:** To group X number of lines in the consumer. For example to group 10 lines and therefore only spit out an [Exchange](http://camel.apache.org/exchange.html) with 10 lines, instead of 1 [Exchange](http://camel.apache.org/exchange.html) per line. |
| autoCloseCount | 0 | **Camel 2.10.0:** (2.9.3 and 2.8.6) Number of messages to process before closing stream on Producer side. Never close stream by default (only when Producer is stopped). If more messages are sent, the stream is reopened for another autoCloseCount batch. |
| closeOnDone | false | **Camel 2.11.0:** This option is used in combination with [Splitter](http://camel.apache.org/splitter.html) and streaming to the same file. The idea is to keep the stream open and only close when the [Splitter](http://camel.apache.org/splitter.html) is done, to improve performance. Mind this requires that you only stream to the same file, and not 2 or more files, and that the last split message that carries the information that its the last, is routed to the stream endpoint so it gets the signal to close. |

**Message content**

The **stream:** component supports either String or byte[] for writing to streams. Just add either String or byte[] content to the message.in.body. Messages sent to the **stream:** producer in binary mode are not followed by the newline character (as opposed to the String messages). Message with null body will not be appended to the output stream.  
The special stream:header URI is used for custom output streams. Just add a java.io.OutputStream object to message.in.header in the key header.  
See samples for an example.

**Samples**

In the following sample we route messages from the direct:in endpoint to the System.out stream:

|  |
| --- |
| // Route messages to the standard output.  from("direct:in").to("stream:out");    // Send String payload to the standard output.  // Message will be followed by the newline.  template.sendBody("direct:in", "Hello Text World");    // Send byte[] payload to the standard output.  // No newline will be added after the message.  template.sendBody("direct:in", "Hello Bytes World".getBytes()); |

The following sample demonstrates how the header type can be used to determine which stream to use. In the sample we use our own output stream, MyOutputStream.

|  |
| --- |
| private OutputStream mystream = new MyOutputStream();  private StringBuilder sb = new StringBuilder();    @Test  public void testStringContent() {      template.sendBody("direct:in", "Hello");      // StreamProducer appends \n in text mode      assertEquals("Hello\n", sb.toString());  }    @Test  public void testBinaryContent() {      template.sendBody("direct:in", "Hello".getBytes());      // StreamProducer is in binary mode so no \n is appended      assertEquals("Hello", sb.toString());  }    protected RouteBuilder createRouteBuilder() {      return new RouteBuilder() {          public void configure() {              from("direct:in").setHeader("stream", constant(mystream)).                  to("stream:header");          }      };  }    private class MyOutputStream extends OutputStream {        public void write(int b) throws IOException {          sb.append((char)b);      }  } |

The following sample demonstrates how to continuously read a file stream (analogous to the UNIX tail command):

|  |
| --- |
| from("stream:file?fileName=/server/logs/server.log&scanStream=true&scanStreamDelay=1000").to("bean:logService?method=parseLogLine"); |

One gotcha with scanStream (pre Camel 2.7) or scanStream + retry is the file will be re-opened and scanned with each iteration of scanStreamDelay. Until NIO2 is available we cannot reliably detect when a file is deleted/recreated.

**Console Example**

**Available as of Camel 2.10**

This example is located in the [Camel distribution](http://camel.apache.org/download.html) at examples/camel-example-console.

This is a beginner's example that demonstrates how to get started with Apache Camel.

In this example we integrate with the console using the [Stream](http://camel.apache.org/stream.html) component. The example is interactive - it reads input from the console, and then transforms the input to upper case and prints it back to the console.

This is implemented with a Camel route defined in the Spring XML markup shown below:

|  |
| --- |
| <!-- camelContext is the Camel runtime, where we can host Camel routes -->  <camelContext xmlns="[http://camel.apache.org/schema/spring"](http://camel.apache.org/schema/spring%22)>    <route>      <!-- read input from the console using the stream component -->      <from uri="stream:in?promptMessage=Enter something: "/>      <!-- transform the input to upper case using the simple language -->      <!-- you can also use other languages such as groovy, ognl, mvel, javascript etc. -->      <transform>        <simple>${body.toUpperCase()}</simple>      </transform>      <!-- and then print to the console -->      <to uri="stream:out"/>    </route>  </camelContext> |

This example can be launched from the command line using Maven:

|  |
| --- |
| mvn compile exec:java |

In the console you can enter a message and press <ENTER>. Camel responds by echoing the input message in upper case, as shown below:

|  |
| --- |
| [onsole.CamelConsoleMain.main()] SpringCamelContext             INFO  Apache Camel 2.10 (CamelContext: camel-1) started in 0.455 seconds  Enter something: camel rocks  CAMEL ROCKS  Enter something: and we have fun  AND WE HAVE FUN  Enter something: |

To stop the example, strike Control+C

You can also run this example from your editor. For example, from Eclipse you can import this project using: File → Import … → Existing Maven Project, and select pom.xml from the examples\camel-example-console directory.

Next, navigate to the org.apache.camel.example.console.CamelConsoleMain class, right-click, and select Run As → Java Application.

Click on the screenshot below, to make it bigger.

![http://camel.apache.org/console-example.thumbs/run-as.png](data:image/png;base64,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)