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# Getting Started

The server can be run “out of the box” simply by using the command line arguments:

tcpservr.exe –start

However, TCPSERVR can be run at Windows startup or user logon. This section details these startup options as well as other settings.

## Running as a Windows Service

TCPSERVR can be run on the NT ACCOUNTS\System user by running the program as a service. Use the following arguments:

tcpservr.exe -install service

Alternatively, to uninstall this service, type

tcpservr.exe -remove service

These commands require administrative privileges to work.

Because TCPSERVR is not programmatically designed as a Windows Service, when it is installed as a service, it runs the following program with arguments:

cmd /c start [PATH]\tcpservr.exe –start

where [PATH] is the location of the program.

Because the service is run in this way, the location of TCPSERVR cannot have any spaces in its path. It is best to place TCPSERVR in a folder on the root directory of a drive.

**IMPORTANT:** When the server starts as a service, Windows will return an error. This is normal.

## Running at User Logon

TCPSERVR can run at user logon, either on select users or every user.

Moving TCPSERVR after it has been installed will require the program to be uninstalled, and then reinstalled. The program can be uninstalled before or after it has been moved.

**IMPORTANT:** These commands edit certain registry values! Do not attempt to edit the registry yourself without backing up!

### Running on Select Users

To install TCPSERVR on a single user, type the following in the Command Prompt:

tcpservr.exe -install HKCU

This will create a registry entry in the key HKEY\_CURRENT\_USER\Software\Microsoft\Windows\CurrentVersion\Run

Because this is not a system wide change, these commands do not need elevated privileges.

Similarly, the registry entry can be removed by using the command:

TCPSERVR -remove HKCU

### Running on Every User

If you are an administrator and wish to have TCPSERVR run on every user, use the following command:

TCPSERVR -install HKLM

This will create a registry entry in

HKEY\_LOCAL\_MACHINE\SOFTWARE\Microsoft\Windows\CurrentVersion\Run

This can be removed similarly by using the command

TCPSERVR -remove HKLM

**IMPORTANT:** These commands require elevated privileges.

## Customization

Altering any of these settings will create a configuration file (“config.ini”) in the same directory as the server application.

### Creating a Password

Data sent over the socket is not encrypted by default. However, if you require that information be encrypted with a password, use the following command:

tcpservr.exe -install pass [password]

Passwords are restricted to 16 characters in length.

The server will return a generic response to commands if information has not been properly encrypted. That is, if you ask the server to encrypt messages with a key, you will be required to send your messages encrypted with the same key. Encrypted messages are sent prefixed by ENC whereas unencrypted messages are prefixed by TCP. If an encrypted message cannot be decoded by the server, the server will prefix its message with TCP and send an unencrypted 401 error.

### History Setup

By default, the server logs all commands sent to it in order to keep reports on each of the commands. This setting can be turned off manually for each thread or the default can be altered.

To change the default setting, use the following command:

tcpservr.exe -install history [ON|OFF]

This will turn the automatic history logging ON or OFF respectively.

### Setting up a Custom Endpoint

The server by default listens at the following endpoint: LOCALHOST:2200

It is not recommended that you change the address unless there is specific reason to do so. However, if this is required, use the following command:

tcpservr.exe -install address [custom address]

The default port is 2200. You can change the default port if it conflicts with another program or you otherwise do not have access to this port. To do this, use the following command:

tcpservr.exe -install port [custom port]

These commands do not have a removable counterpart. To change the values to the default, simply delete the configuration file or pass empty arguments to the command.

## Incognito Mode

All of these install/remove commands can be run without prompt, or in “incognito mode”. This will not prompt the user with a success or error message. In order not to be prompted with any success or error message, prepend a ‘q’ before the argument.

Exemplia Gratia:

-install → -qinstall

-remove → -qremove

## Summary of Arguments

Here is a complete list of the arguments accepted by TCPSERVR:

|  |  |
| --- | --- |
| **Arguments** | **Function** |
| -START | Runs TCPSERVR normally |
| "SCRIPT PATH" | Attempts to run a TBASIC script. This will return an invalid argument error if the file does not exist. |
| -R "EXECUTABLE" [ ARGUMENTS ] | Runs an application ignoring the first argument. This is generally used in order to redirect an existing application. See the BLOCK command. |
| -M "FLAG" "TEXT" "TITLE" | Create a custom message box. This takes the same arguments as the MSGBOX command. |
| -INSTALL "SETTING" "VALUE" | Use for setting up TCPSERVR |
| -REMOVE "SETTING" "VALUE" | Use for uninstalling TCPSERVR |

These arguments cannot be combined because they perform different functions.

# Sending and Receiving Data

## Data Encoding and Protocol

Data sent is sent using TCP/IP. All strings are encoded using UTF-8.

## The Leading Bytes

Each request to the server expects at least seven bytes. Any message without these seven leading bytes will be dropped.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 84 | 67 | 80 | 17 | 0 | 0 |
| 0 | 50 | 48 | 48 | 32 | 80 |
| 87 | 68 | 13 | 10 | 67 | 58 |
| 92 | 85 | 115 | 101 | 114 | 115 |

The first three bytes are encoded with UTF8 the letters “TCP” or “ENC” to validate the message. This way, the server will not misinterpret the message size, and it will not hang indefinitely. Messages that are prefixed with “ENC” are expected to be encrypted. TCPSERVR will send encrypted messages using this prefix and will receive encrypted messages with this prefix if that is expected.

The next four bytes indicate the length of the message (Integer 32-bit). The length of the above message is 17 bytes (excluding the seven leading bytes). If this length is invalid, the server will either hang indefinitely, or fail to process the entire message. The four byte length of the message is never encrypted.

## The Header

When a command is sent to the server, the server’s response is prepended by a header. The header consists of both the original command, along with a status code.

The command

MouseMove 10 10

may return

200 MouseMove 10 10

OK

200represents the status code. Status codes are determined by the success of the command. To view a list of status codes and their purpose, see below.

MouseMove 10 10 is the command (and any arguments) for which the data is a reply. This assists in the organization of data when multiple commands are sent at close intervals.

All headers are separated from the body message by a line break. If the server cannot decrypt the message, it will not be able to return the original message.

## Status Codes

This is a list of status codes that TCPSERVR uses. Status codes represent the success and availability of a command. If the server cannot process a command, the status code may give insight to this. The codes are based heavily off the IETF RFCs on HTTP status codes.

### Successful Status Codes

These codes are returned when the server has no errors to report. Generally, this means that the command completed successfully.

|  |  |
| --- | --- |
| **Code** | **Status** |
| 200 | OK  The server is reporting no error |
| 201 | Created  The data has been created on the host machine |
| 202 | Accepted  The server has processed the command but is unable to confirm its completion and success. |
| 203 | Non-Authoritative Information  The server has completed the request, but is returning information from another source. |
| 204 | No Content  The server has no content to return for the request. |
| 206 | Warning  The command was completed with warnings. This may mean that the command was only partially completed. |

### Errors on behalf of the client

These codes represent errors in the request, and the server was unable to complete it. These status codes can generally be remedied by modifying the request.

|  |  |
| --- | --- |
| **Code** | **Status** |
| 400 | Bad Request  The server cannot process the command because it was formatted incorrectly (i.e. wrong or invalid arguments) |
| 401 | Unauthorized  The server requires an encryption, or the message that was sent was not encrypted in a way that the server understand. |
| 403 | Forbidden  The server does not have permission to execute the command. The command may be able to execute on another user with appropriate privileges. |
| 404 | Not Found  The server is unable to locate the data requested |

|  |  |
| --- | --- |
| 409 | Conflict  The server cannot execute the command because the server has multiple instances of an object opened, or there are multiple objects that wish to occupy the same memory |
| 423 | Locked  The resource requested cannot be accessed because it may be in use |

### Errors on behalf of the server

These status codes represent errors in executing the command over which the user has little to no control. Codes in this category may not be able to be remedied.

|  |  |
| --- | --- |
| **Code** | **Status** |
| 500 | Internal Server Error  This is a generic error. A description is usually returned by the server along with this status code. |
| 501 | Not Implemented  The server has not implemented the command you specified. This is more often an error on behalf of the client. |
| 502 | Bad Gateway  An error occurred when the server was receiving data from a pipe. This will occur if the pipe does not exist or data received from a pipe was invalid. |
| 507 | Insufficient Memory  The command could not execute because not enough memory could be allocated in order to process it |

## Formatting Commands

Arguments for commands are separated by spaces. Arguments that contain spaces are put in quotation marks.

Example:

MSGBOX 0 "How are you?" "Greetings"

Some commands require special formatting. Special character codes must be used for certain characters.

Example:

SEND "Call me @quoteIshmael@quote"

This will send literally:

Call me "Ishmael"

Usually, these special characters will be sent TO the server. However, certain commands return data with these codes. The command description will make this evident.

### List of special characters

|  |  |  |
| --- | --- | --- |
| Character | Description | Code |
| " | A quotation mark | @quote |
| CRLF | Line break and a carriage return | @break |
| | | A pipe character | @pipe |
| @ | An "at" symbol | @at |

# Running in Multiple Instances

## Master Application

By default, TCPSERVR runs as the “master” server. In this mode, commands are received directly from the network stream and carried out. There is very little need for setup. When this application is closed, all slave applications will close in its wake.

## Slave Application

When TCPSERVR detects that another instance of the program is running, it enters what is called “Slave Mode”. In this mode, the slave application will contact the already open master application with information concerning the current user on which it is running and a unique pipe name that the master application may use to contact it.

## Purpose of the Master-Slave Paradigm

This mode is especially useful for interacting with multi-user environments. While the dominant server can run as a Windows service, other users can log on creating more instances of the program. In this way, the client can “pipe” commands through the dominant application to the submissive applications on each user.

If information is received from a pipe that cannot be processed by TCPSERVR, it will return to the client 502 Bad Gateway. You may try the request again, but the pipe may not be compatible with the current version of TCPSERVR.

The following diagram represents this model:![D:\SkyDrive\My other Documents\My other Pictures\TCPSERVR.png](data:image/png;base64,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)

The main application sits on the NT ACCOUNTS\System user, which has administrative privileges. As each user logs on, a slave application initializes and informs the master application that it will be receiving messages on a given pipe.

## Named Pipe Communication

Named pipes are a way for applications to communicate with each other in Windows. Messages sent between the dominant application and the submissive applications are formatted the same way as those sent over the TCP protocol. Keep in mind that oftentimes, the dominant application will only read part, if any of the message it receives before passing its pure byte data to a submissive application.

## Creating a Pipe

All submissive programs already have a pipe to communicate with the dominant program. However, this pipe is not used to interpret commands, but rather it is used to spur the creation of pipes that can. In this way, if one pipe crashes, a new pipe can be easily created.

The first step to creating a pipe to the submissive application is to retrieve a list of available subordinates. To do this, use the command:

PIPELISTUSERS

The returned data will look similar to this:

200 PIPELISTUSERS

USER PIPE

Timothy pipe302

John pipe219

From this information, we can gather that there are two users currently running submissive TCPSERVR applications.

The most efficient way to begin communicating with a submissive application is to simply use the command USER. This will create a new pipe on that particular user.

USER Timothy

This command creates or uses the pipe ‘Timothy’ to operate on user ‘Timothy’. After the pipe has been created, all new commands will be sent to it.

If a particular pipe is not working, you can create a pipe on which to operate with a different name. This is normally not necessary, and using the above command is recommended.

To create a pipe for communication to the application on “Timothy”, use the command

PIPECREATE pipe302 TestPipe

A new pipe will be created Timothy on called TestPipe. The new pipe can now receive commands.

The command

PIPEUSE TestPipe GETSCREEN

will send the command GETSCREEN to the TestPipe which has been created on the user Timothy. Therefore, it will return the screen image of that user.

To make all future commands go through this pipe, we can use the command

USINGPIPE TestPipe

Now, all future commands will be sent to TestPipe. If we not only want all future commands but also future connections to use this pipe, we add an argument

USINGPIPE TestPipe true

This command means that this connection and all future connections will send commands through this pipe. To no longer pipe any information to the submissive application, simply pass an empty string as an argument.

USINGPIPE ""

This will return:

200 USINGPIPE ""

No longer using a pipe

# Bugs and Error Logging

From time to time, TCPSERVR will run into various errors. These errors are logged in a file named “DUMP.TXT”. TCPSERVR attempts to be as discreet as possible when it crashes. Because of TCPSERVR’s multi-threaded and multi-process construction, errors generally do not cause the entire program to crash.

Here is an example of a logged error:

-----------------------------------------------

Date: 12/10/2013 08:36 AM

Status: Dominant

User: Family-PC\Timothy

Client: 127.0.0.1:56951

Method: Receive

Fatal: No

Message:

An established connection was aborted by the software in your host machine

The log entry consists of the date and time the error occurred, the rank of the application (dominant or submissive), the user on which it was operating, the method that caused the error, the client with which the application was communicating, and whether or not the error was fatal.

The user is the Windows profile on which the application was operating.

A dominant, or master, application will record the client with which it was communicating, whereas a submissive, or slave, application will record the pipe name.

The method that caused the error is for debugging purposes and understanding the source of the error.

The fatality determines whether or not the application had to close completely because of the error. If there is no fatality, a connection to any client was definitely interrupted but does not necessarily mean a new connection cannot be created. The message gives insight to this.

# TCPSERVR-BASIC

TCPSERVR includes a scripting language called *TCPSERVR-BASIC,* or simply *TBASIC*. Scripts written in this language can be run with the commands “SCRIPT” and “SCRIPTOPEN”. See the list of commands for their differences. These scripts must be included on the host machine.

Scripts can be useful for automation on the host machine. For example, if the client needed to prompt the user to close a Calculator window, one could use the script below.

hwnd$ = WinGetHandle("Calculator")

if hwnd$ = 0 then

MsgBox(16, "The Calculator is not open!", "Error!")

else

MsgBox(36, "Would you like to close the calculator?", "Question")

if @return = "Yes" THEN

WinClose(hwnd$)

end if

end if

## 

## Syntax

TBASIC models its syntax off the BASIC programming languages. All functions return a value that can be directly stored into a variable. For example, the following function returns a value and stores it into variable foo$.

LET foo$ = MSGBOX(4, "Sample", "Test")

Functions can be nested within each other as parameters.

foo$ = MSGBOX(4, "You clicked " + MSGBOX(36, "Yes or No", ""),"Test")

Note that every statement must be left to its own line and strings are always required to be in quotes.

## Variables and Macros

Variables in TBASIC all end in ‘$’. Variables can be explicitly assigned with a LET statement or simply put on their own line. The language will attempt to evaluate numbers if it perceives it can be interpreted that way. The following code will store the number 10 in variable foo$.

LET foo$ = 5 + 5

TBASIC uses dynamic variable types and parses the variable appropriately upon assignment. There is no need for a variable to be defined as a string, integer, double, etc. Strings can be appended together by using the ‘+’ character to join them.

foo$ = "Hello" + " " + "World!"

This will store the value “Hello World!” in foo$.

### Macros

Macros are different than variables in that they are assigned by the language and cannot be assigned by the code directly. They can be used like any other variable.

The following are macros in TBASIC:

|  |  |
| --- | --- |
| **Macro** | **Description** |
| @break | A carriage return and new line |
| @error | See @status |
| @quote | The " character |
| @ret | See @return |
| @return | This is the return value of the previous function. It is not changed upon the execution of statements. This is the equivalent of @ret |
| @status | The status code of the previous function executed. This is the equivalent of @error |

## Functions

Almost all commands listed in this document can be made as functions in TBASIC. Those that cannot will be listed and will return an error when they are not able to be run. The arguments that the command takes are the same.

### Return Values

When a function completes its execution, it leaves behind a value, called the return value. These values can be manipulated like any other variable type. The return values of all functions are listed in this document. Return values can be assigned directly or their value is stored in the @return or @ret macro. Both macros hold the same value.

### Status Codes

Functions do not return a header in TBASIC. The status code is now stored in a macro called @status or @error. Both of these macros store the same value.

MSGBOX(4, "Sample", "Hello World!")

may store 200 in the above macros.

### User Defined Functions

A user can define custom functions by using the FUNCTION keyword. For example, the following function would take a specified number of characters from the middle of a string.

function getMiddle(str$, amnt$)

len$ = len(str$)

middle$ = ipart((len$ - amnt$) / 2)

result$ = take(str$, middle$, amnt$)

setstatus "200"

return result$

end function

This returns the middle amt$ characters from a string and sets the status code to 200.

This can be called at any point in the program. A user defined function will not execute if it is not otherwise referenced.

User defined functions are also not case sensitive.

## Conditions and Logical Statements

Boolean expressions in TBASIC can be evaluated in a number of ways. The binary values 1 and 0 can be used to represent true/false. The entire words may also be used, which are not case sensitive.

The following code determines whether or not both variable foo$ and variable bar$ are true and stores the outcome into memory in the @return macro or by direct assignment.

EVALBOOL(foo$ + " AND " + bar$)

You can place parentheses around multiple values so that the language will process it in the correct order:

EVALBOOL(foo$ + " AND " + "(" + bar$ + " OR " + fubar$ + ")")

If parentheses were absent, the command would evaluate foo$ AND bar$ first and then use that value and compare it to fubar$ with an OR operation. The above code processes bar$ OR fubar$ first and then compares it to foo$ with an AND operation.

The NOT function returns the opposite of the evaluation (i.e. if the result of the expression is FALSE, it will return TRUE)

NOT(foo$ + " AND " + "(" + bar$ + " OR " + fubar$ + ")")

### Operators

The following are accepted operators in TBASIC:

|  |  |
| --- | --- |
| Operator | Description |
| = | A simple equality; tests if both two operands are equal. See == |
| == | This achieves the same goal as = |
| <> | tests if two operands are not equal |
| != | This achieves the same goal as <> |
| > | Tests if one operand is greater than another. |
| >= | tests if one operand is greater than or equal to another |
| < | Tests if one operand is less than another |
| <= | Tests if one operand is less than or equal to another |

### IF Statements

IF statements are statements that express a logical evaluation of two data types. Proper IF statements are written as such:

IF foo$ = "Yes" THEN

MSGBOX(0,"OK","IF STATEMENT")

END IF

If the first condition is not met, the else keyword may be used.

IF foo$ = "Yes" THEN

MSGBOX(0,"You said 'Yes'.", "IF BLOCK")

ELSE

MSGBOX(0,"You did not say 'Yes'.", "ELSE BLOCK")

END IF

Negation can be achieved by use of the NOT keyword.

Multiple conditions can be present in IF statements, separated by the AND and OR keywords.

IF NOT (foo$ = "Yes") AND bar$ = "Ok" THEN

MSGBOX 0 "The conditions have been met." "IF STATEMENT"

END IF

Parentheses may also be added to ensure order of operations.

## Errors

If your script encounters an error, it will display a message box indicating the function and error that took place. By default, bad status codes are perceived as errors and a message box will be displayed. This can be avoided by using the HideError statement. This will NOT however hide errors due to bad syntax in which a line cannot be parsed. To show errors again, use ShowError.
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## Loops

TBASIC supports two types of loops: the WHILE loop and the DO loop. A loop executes a certain block of code while a certain condition is true, or until a certain condition is met. Loops use the same logic as IF statements.

In order to break out of a loop, use the BREAK command. This will exit only the current loop, and it will not break from nested loops.

### WHILE

A WHILE loop acts when a condition is true. WHILE loops will not be entered if the initial condition is not met.

LET foo$ = 0

WHILE foo$ <> 5

MSGBOX(0,"The number is " + foo$,"WHILE LOOP")

LET foo$ = foo$ + 1

WEND

This loop displays a message box for every increment of foo$.

### DO

DO loops are different than WHILE loops in that DO loops executes the loop block at least once regardless of whether the condition has been met.

LET foo$ = 0

DO UNTIL foo$ = 5

MSGBOX(0,"The number is " + foo$,"DO LOOP")

LET foo$ = foo$ + 1

LOOP

The above code accomplishes the same task as the WHILE loop above only in a DO loop.

Similarly, the keyword WHILE can be used in a DO loop in order to execute a DO loop WHILE a condition is true.

LET foo$ = 0

DO WHILE foo$ <> 5

MSGBOX(0,"The number is " + foo$,"DO LOOP")

LET foo$ = foo$ + 1

LOOP

# List of Commands

This is an extensive list of commands that the server can accept.

## Server Control and Maintenance

This set of commands is used for server maintenance and control, such as updating, ending, and restarting. None of these commands can be used in TBASIC

### CLEARHISTORY

Clears all commands that have been logged by the server’s report manager

CLEARHISTORY [ THREAD ]

|  |  |
| --- | --- |
| Argument | Description |
| [ THREAD ] | The id of the thread for which to clear the history |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The report was returned |
| 404 | Either the thread was not found |

### END

Exits the remote application. This will end the master application, and all slave applications will close automatically. To end slave applications, use ENDCHILD.

END

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The exit message has been received and exiting is taking place |

### ENDCHILD

Exits a child application

ENDCHILD

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The exit message has been received and exiting is taking place |
| 501 | The command was not executed on a submissive application |

### GETCHILDPIPES

Gets all the pipes that have been created on the child application

GETCHILDPIPES

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The pipes have been returned successfully |
| 501 | The command was not executed on a submissive application |

### GETREPORT

Retrieves the report logged for a previously sent command. This can be used to check the status of a command that is currently being processed.

GETREPORT [ THREAD ] "MESSAGE ID"

|  |  |
| --- | --- |
| Argument | Description |
| [ THREAD ] | The id of the thread to which the message was sent. If this argument is not specified, it defaults to the current thread id |
| MESSAGE ID | The id of the message that was sent to the server. This can be found using the HISTORY command |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The report was returned |
| 404 | Either the command or the thread was not found |

### HISTORY

Retrieves the history of all commands sent to a particular thread. This also associates each message with a particular identification number in order to retrieve its full report.

HISTORY [ THREAD ]

|  |  |
| --- | --- |
| Argument | Description |
| [ THREAD ] | The id of the thread to which the message was sent. If this argument is not specified, it defaults to the current thread id. |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The report was returned |
| 404 | The thread was not found |

### HISTORYLOG

Specifies whether or not history should be logged on all threads or a specific thread

HISTORYLOG [ THREAD ] "ON|OFF"

HISTORYLOG "THREAD" "ON|OFF" "ALL|CURRENT"

|  |  |
| --- | --- |
| Argument | Description |
| [ THREAD ] | The id of the thread to which the message was sent. If this argument is not specified, it defaults to the current thread id. |
| ON|OFF | Specifies whether history should be turned ON or OFF |
| ALL|CURRENT | Specifies whether this setting should apply only to the specified thread or all future threads (Argument 1 must be specified in order for this argument to be set) |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The report was returned |
| 404 | The thread was not found |

### RESTART

Restarts the application. All submissive applications will end in its wake and will not be restarted

RESTART

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The restart message has been received and restarting is taking place |
| 409 | There was a conflict in the restarting process |

### RESTARTCHILD

Restarts the submissive application

RESTARTCHILD

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The restart message has been received and restarting is taking place |
| 409 | There was a conflict in the restarting process |
| 501 | The command was not executed on a submissive application |

### UPDATE

Replaces the application with TCPSERVR2.EXE (if it exists) and starts the new executable. This will end all submissive applications and will not restart them. If this command is run on a submissive application, the server will restart on that user as a dominant application, and all other instances will be terminated.

UPDATE

|  |  |
| --- | --- |
| Status | Description |
| 202 | The update message has been received and will begin once the server is exited |
| 404 | The update was not found |
| 409 | There was a conflict in the updating process |

## File Management

These commands manage files and folders on the host machine. Many of these commands utilize the Windows ® Command Prompt. The syntax may be determined by the version of the Command Prompt on the host machine.

### 7ZA

Uses the built-in 7zip program to compress or decompress archives. Run this command with no arguments for more details.

7ZA COMMAND [ SWITCHES ] "ARCHIVE NAME" [ FILE NAMES ]

|  |  |
| --- | --- |
| Argument | Description |
| COMMAND | The 7-Zip command to execute |
| [SWITCHES] | Any switches for the command |
| ARCHIVE NAME | The name of the archive to create |
| FILE NAMES | Any files to be added to the archive |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 203 | This is a generic status code from 7zr.exe  TCPSERVR is not directly handling the data |
| 206 | 7-Zip is reporting some inconsistencies, and some files may not have been compressed/extracted. |
| 500 | The 7-Zip program may not have been able to properly deploy |

### 

### CD

Changes the current directory for the application or shows the current directory. This syntax is widely based off the Windows® Command Prompt. This command does not require quotation marks around the path name, similar to modern Command Prompt versions. If no arguments are given, it will return the current path.

CD [ PATH ]

|  |  |
| --- | --- |
| Argument | Description |
| [ PATH ] | The path of the directory to which to move |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | [ The current path ] |
| 500 | Access may be denied to the folder |

### CMD

Runs a command directly from the Command Prompt. You can use this command to run an application that outputs data to the Command Prompt, and the data will be returned in the same format.

CMD COMMAND [ ARGUMENTS ]

|  |  |
| --- | --- |
| Argument | Description |
| Command | The Command Prompt command which to run |
| [ Arguments] | Any arguments the command may have |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 203 | TCPSERVR is relaying information from the command |
| 204 | The command has no data to return |
| 500 | The Command Prompt returned an error (for a variety of reasons) |

### COPY

Copies a file to a new location.

The syntax takes that of the Command Prompt. For complete documentation on this command, type COPY /?

COPY FILE1 FILE2

|  |  |
| --- | --- |
| Argument | Description |
| FILE1 | The file to be copied |
| FILE2 | The new location and filename of the file |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 203 | TCPSERVR is relaying information from the command |
| 204 | The command has no data to return |
| 500 | The Command Prompt returned an error (for a variety of reasons) |

### DEL

Deletes a file

The syntax takes that of the Command Prompt. For complete documentation on this command, type DEL /?

DEL FILE1

|  |  |
| --- | --- |
| Argument | Description |
| FILE1 | The file to delete |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 203 | TCPSERVR is relaying information from the command |
| 204 | The command has no data to return |
| 500 | The Command Prompt returned an error (for a variety of reasons) |

### DIR

Enumerates all files and folders in a directory

The syntax takes that of the Command Prompt. For complete documentation on this command, type DIR /?

DIR [ PATH ]

|  |  |
| --- | --- |
| Argument | Description |
| [ PATH ] | The directory to list |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 203 | TCPSERVR is relaying information from the command |
| 204 | The command has no data to return |
| 500 | The Command Prompt returned an error (for a variety of reasons) |

### GET

Downloads a file from the server. This command returns a Base64 string which must be converted into a byte array.

GET "PATH"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the file to download |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The file was successfully downloaded |
| 403 | The host user may not have sufficient privileges to access the data |
| 404 | The file cannot be found |
| 423 | The file may be being used by another process |
| 500 | The file may be too large |

### GETDIR

Downloads a directory from the server. This command will return a Base64 string of a ZIP archive.

GETDIR "PATH"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the directory to download |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The file was successfully downloaded |
| 403 | The host user may not have sufficient privileges to access the data |
| 404 | The file cannot be found |
| 423 | The file may be being used by another process |
| 500 | The file may be too large |

### GETFILEATTRIBUTES

Retrieves the attributes of a file or directory (see [*Attribute Codes*](#_Attribute_Codes_1)).

GETFILEATTRIBUTES "PATH"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the file |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The attributes have been returned succesfully |
| 403 | Access to the resource may be denied |
| 404 | The path cannot be found |
| 423 | The resource may be locked by another process |

### GETFILEINFO

Displays a file’s last access time, creation time, last write time, size, and attributes. Attributes are given as letters (see [*Attribute Codes*](#_Attribute_Codes_1)).

GETFILEINFO "PATH"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the file |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The directory information has been returned |
| 403 | Access to the resource may be denied |
| 404 | The directory cannot be found |
| 423 | The directory may be locked |

#### Attribute Codes

Attributes are listed as letters that correspond to each of the file’s properties.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  | | --- | --- | | **Letter** | **Attribute** | | a | Archived | | c | Compressed | | e | Encrypted | | h | Hidden | | r | Read-Only | | s | System | | The attributes that a file has are compounded upon each other (i.e. a file’s attributes may be returned like this achr) |

### 

### GETMULT

Downloads multiple files from the server. This command will return a Base64 string of a ZIP archive.

GETMULT "FILE1" [ "FILE2" "FILE3" ... ]

|  |  |
| --- | --- |
| Argument | Description |
| FILE | The path of any files to download |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The file was successfully downloaded |
| 403 | The host user may not have sufficient privileges to access the data |
| 404 | One or more files cannot be found |
| 423 | One or more files may be being used by another process |
| 500 | The file may be too large |

### MD

Makes a directory

The syntax takes that of the Command Prompt. For complete documentation on this command, type MD /?

MD "PATH"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the directory to create |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 203 | TCPSERVR is relaying information from the command |
| 204 | The command has no data to return |
| 500 | The Command Prompt returned an error (for a variety of reasons) |

### MOVE

Moves a file.

The syntax takes that of the Command Prompt. For complete documentation on this command, type MOVE /?

MOVE "FILE1­" "FILE2"

|  |  |
| --- | --- |
| Argument | Description |
| FILE1 | The file to move |
| FILE2 | The new filename and path of the file |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 203 | TCPSERVR is relaying information from the command |
| 204 | The command has no data to return |
| 500 | The Command Prompt returned an error (for a variety of reasons) |

### PUT

Puts a file from the host computer to the current directory on the server. File size is limited to 2GB and large files may take longer to upload.

This command requires its second argument to be a byte array converted into a Base64 string.

This command will also not return a complete header. The second argument will be omitted when a response is returned.

PUT "FILE NAME" "BASE64 STRING"

|  |  |
| --- | --- |
| Argument | Description |
| FILE NAME | The path and file name to save |
| BASE64 STRING | All bytes of the file converted into a Base64 string |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The file was uploaded successfully |
| 403 | The server does not have permission to access the directory |
| 409 | The file already exists |
| 423 | The directory may be locked by the operating system |
| 500 | The file may be too large |

### 

### RECYCLE

Sends a file to the recycle bin, rather than permanently deleting it

Note that this command will prompt the user upon error, and it may still return a successful status code.

RECYCLE "PATH"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the file to recycle |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The file was successfully recycled |
| 404 | The file was not found |

### SCRIPT

Runs a TBASIC script. This runs the script by creating a child process, and it does not wait for the script to finish. It does not relay messages back to the server.

SCRIPT "PATH"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the script (on the host machine) to execute |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The server has attempted to run the script but cannot be sure it executed properly. It will also return the path of the child process. |

### SCRIPTOPEN

Runs a TCPSERVR script. This runs the script natively in TCPSERVR and requires that the script be completed before resuming commands. This command sends all errors and exceptions back to the client, rather than displaying them on the server.

SCRIPTOPEN "PATH"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the script (on the host machine) to execute |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The server has completed the script |
| 500 | An error occurred in the script |

### SETACCESSDATE

Sets the last access date and time for a file (or directory)

SETACCESSDATE "PATH" "DATE"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the file/folder |
| DATE | The date and time (mmm/dd/yyyy hh:mm:ss) |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The last access date was set |
| 403 | Access to the resource is denied |
| 404 | The file/folder cannot be found |
| 423 | The file is currently being used |

### SETFILEATTRIBUTES

Sets the attributes for a given file or directory. See the *Attributes Codes* table to properly format the attributes.

SETFILEATTRIBUTES "PATH" "ATTRIBUTES"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the file/folder |
| ATTRIBUTES | The file attributes. See *Attribute Codes* |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The last access date was set |
| 403 | Access to the resource is denied |
| 404 | The file/folder cannot be found |
| 423 | The file is currently being used |

### SETCREATEDDATE

Sets the creation date and time for a file (or directory)

SETCREATEDDATE "PATH" "DATE"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the file/folder |
| DATE | The date and time (mmm/dd/yyyy hh:mm:ss) |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The last access date was set |
| 403 | Access to the resource is denied |
| 404 | The file/folder cannot be found |
| 423 | The file is currently being used |

### SETMODIFIEDDATE

Sets the last write date and time for a file (or directory)

SETMODIFIEDDDATE "PATH" "DATE"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the file/folder |
| DATE | The date and time (mmm/dd/yyyy hh:mm:ss) |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The last access date was set |
| 403 | Access to the resource is denied |
| 404 | The file/folder cannot be found |
| 423 | The file is currently being used |

### PWD

Returns the current directory of the server computer. It is recommended to use “CD” for this action, but this command is in place for backward compatibility.

PWD

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The current directory |

### RD

Removes a directory

The syntax takes that of the Command Prompt. For complete documentation on this command, type RD /?

RD "PATH"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the directory to delete |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 203 | TCPSERVR is relaying information from the command |
| 204 | The command has no data to return |
| 500 | The Command Prompt returned an error (for a variety of reasons) |

### REN

Renames a file or directory

The syntax takes that of the Command Prompt. For complete documentation on this command, type REN /?

REN "FILE1" "FILE2"

|  |  |
| --- | --- |
| Argument | Description |
| FILE1 | The file to rename |
| FILE2 | The new name of the file |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 203 | TCPSERVR is relaying information from the command |
| 204 | The command has no data to return |
| 500 | The Command Prompt returned an error (for a variety of reasons) |

### RUN

Runs a program or file. A file must have an associated program in order to be run.

RUN "PATH" [ ARGUMENTS ]

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The path of the file to run |
| [ ARGUMENTS ] | Any arguments that need to be passed to the program |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The command executed successfully, but the server cannot be sure the program run did not err |
| 403 | Access is denied |
| 404 | The file could not be found |
| 423 | The file cannot open because it is locked by the operating system |

## Automation

This set of commands allows for the manipulation of input on the server machine. These allow for the virtualization of mouse movements, keyboard strokes, process handling, and others.

### BLOCK

Replaces an application with a message box declaring that the application has been blocked. This command requires elevated privileges.

BLOCK "EXECUTABLE" [ /M "FLAG" "TEXT" "TITLE" ] [ /R "PATH" ] [ /D "PATH" ]

|  |  |
| --- | --- |
| Argument | Description |
| EXECUTABLE | The executable name (not the path) of the application that should be blocked. The ".exe" extension may be omitted. |
| [ /M "FLAG" "TEXT" "TITLE" ] | Replace the application with a custom message box. This takes the same arguments as the MsgBox command. |
| [ /R "FILE" ] | Redirects the application to another application |
| [ /D "FILE" ] | Passes the original application as an argument to the other |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The application was blocked successfully |
| 400 | An invalid switch may have been given |
| 403 | Access to the proper registry key is denied |

### BLOCKINPUT

Blocks or unblocks the input on the server machine. This command is overridden by Ctrl+Alt+Del and requires elevated privileges.

BLOCKINPUT FLAG

|  |  |
| --- | --- |
| Argument | Description |
| FLAG | 1 – Blocks input  0 – Unblock input |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The application was blocked successfully |
| 500 | Access may be denied |

### BLOCKEDLIST

Retrieves a list of all blocked applications. This command does not require administrative privileges.

BLOCKEDLIST

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | Lists all of the applications that have been blocked |
| 204 | No applications have been blocked |
| 403 | Access to the proper registry key is denied |

### GETSCREEN

Takes a screenshot of the server machine. This command converts the file as a Base64 string before sending the data.

GETSCREEN

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The screen has been captured successfully |

### MOUSECLICK

Emulates a mouse click on the server. This invokes a call to “user32.dll”.

MOUSECLICK "BUTTON" "X" "Y" [ CLICKS ] [ SPEED ]

|  |  |
| --- | --- |
| Argument | Description |
| Button | Can be "LEFT" or "RIGHT" |
| X | The X coordinate of the mouse |
| Y | The Y coordinate of the mouse |
| [ CLICKS ] | The number of clicks to send to the server |
| [ SPEED ] | The speed at which to move the cursor – the higher the slower  (default = 1)  A value of 0 moves the cursor immediately |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The mouse click was successful |

### 

### MOUSEMOVE

Emulates a mouse movement on the server. This invokes a call to “user32.dll”

MOUSEMOVE "X" "Y" [ SPEED ]

|  |  |
| --- | --- |
| Argument | Description |
| X | The X coordinate of the mouse |
| Y | The Y coordinate of the mouse |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The mouse move was successful |
| [ SPEED ] | The speed at which to move the cursor – the higher the slower  (default = 1)  A value of 0 moves the cursor immediately |

### PROCESSCLOSE

Sends a message to a process asking it to close

PROCESSCLOSE "PROCESS"

|  |  |
| --- | --- |
| Argument | Description |
| PROCESS | The name of the process WITHOUT the ".exe" extension |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The process was asked to close |
| 404 | The process could not be found |

### PROCESSEXISTS

Checks if a process exits. Returns “True” or “False”

PROCESSEXISTS "PROCESS"

|  |  |
| --- | --- |
| Argument | Description |
| PROCESS | The name of the process to check |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The process was or was not found |

### PROCESSKILL

Kills a process without asking it to close

PROCESSKILL "PROCESS"

|  |  |
| --- | --- |
| Argument | Description |
| PROCESS | The name of the process to kill |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The server attempted to close the process |
| 404 | The process was not found |

### REMOVEX

Removes the close button on the upper left of a window.

REMOVEX "HANDLE"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The close button was removed |

### UNBLOCK

Unblocks an application that has been blocked using the “BLOCK” command

UNBLOCK "EXECUTABLE"

|  |  |
| --- | --- |
| Argument | Description |
| EXECUTABLE | The name of the executable to unblock (The ".exe" extension can be omitted) |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The application was blocked successfully |
| 403 | Access to the proper registry key is denied |
| 404 | The application may not be blocked |

### SEND

Sends keystrokes to the host machine. This command uses special formatting. Certain special characters are used as hotkeys. Place characters in {} if you are unsure. (e.g. {!})

SEND "TEXT"

|  |  |
| --- | --- |
| Argument | Description |
| TEXT | The formatted text to send to the server |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The text was successfully sent |
| 500 | The characters you entered may not have been recognized. Try putting special characters in {}. |

#### Special Characters for SEND

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Key** | **Code** | **Key** | **Code** | **Key** | **Code** |
| BACKSPACE | {BACKSPACE}, {BS}, {BKSP} | RIGHT ARROW | {RIGHT} | F8 | {F8} |
| BREAK | {BREAK} | SCROLL LOCK | {SCROLLOCK} | F9 | {F9} |
| CAPSLOCK | {CAPSLOCK} | TAB | {TAB} | F10 | {F10} |
| DELETE | {DELETE}, {DEL} | PAGE UP | {PGUP} | F11 | {F11} |
| DOWN ARROW | {DOWN} | PRINT SCREEN | {PRTSC} | F12 | {F12} |
| END | {END} | RIGHT ARROW | {RIGHT} | F13 | {F13} |
| ENTER | {ENTER} or ~ | SCROLL LOCK | {SCROLLOCK} | F14 | {F14} |
| ESC | {ESC} | TAB | {TAB} | F15 | {F15} |
| HELP | {HELP} | UP ARROW | {UP} | F16 | {F16} |
| HOME | {HOME} | F1 | {F1} | Keypad add | {ADD} |
| INSERT | {INSERT}, {INS} | F2 | {F2} | Keypad subtract | {SUBTRACT} |
| LEFT ARROW | {LEFT} | F3 | {F3} | Keypad multiply | {MULTIPLY} |
| NUMLOCK | {NUMLOCK} | F4 | {F4} | Keypad divide | {DIVIDE} |
| PAGE DOWN | {PGDN} | F5 | {F5} | SHIFT\* | + |
| PAGE UP | {PGUP} | F6 | {F6} | CTRL\* | ^ |
| PRINT SCREEN | {PRTSC} | F7 | {F7} | ALT\* | % |

\* These characters act as hotkeys and can be combined with other keys

### VOLUMEDOWN

Presses the volume down keyboard key a set number of times

VOLUMEDOWN [ COUNT ]

|  |  |
| --- | --- |
| Argument | Description |
| COUNT | The number of times to press the key.  Default = 1 |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The button was successfully pressed |
| 500 | There may be an issue with accessing the proper dll |

### VOLUMEMUTE

Presses the volume mute keyboard

VOLUMEMUTE

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The button was successfully pressed |
| 500 | There may be an issue with accessing the proper dll |

### VOLUMEUP

Presses the volume up keyboard key a set number of times

VOLUMEUP [ COUNT ]

|  |  |
| --- | --- |
| Argument | Description |
| COUNT | The number of times to press the key.  Default = 1 |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The button was successfully pressed |
| 500 | There may be an issue with accessing the proper dll |

## Window Commands

This set of commands is used to manipulate windows. These commands are best run on the current user.

### WINACTIVATE

Brings a window to the foreground (Top of the z-order)

WINACTIVATE "HANDLE"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window to activate |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The window was brought to the front |
| 500 | The window may not exist |

### WINCLOSE

Sends a message to a window to close

WINCLOSE "HANDLE"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window to close |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The window was closed |
| 500 | The window may not exist |

### WINGETHANDLE

Returns a decimal handle for a window

WINGETHANDLE "TITLE"

|  |  |
| --- | --- |
| Argument | Description |
| TITLE | The title of the window |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The handle was returned |
| 500 | The window may not exist |

### WINGETTITLE

Returns the title of a window from a given handle

WINGETTITLE "HANDLE"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The title has been retrieved successfully |
| 500 | The window may not exist |

### WININFO

Lists basic information about a window. (Title, size, location, handle)

WININFO "HANDLE"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The window information has been retrieved |
| 500 | The window may not exist |

### WINKILL

Kills a window without asking it to close

WINKILL "HANDLE"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The window has been killed |
| 500 | The window may not exist |

### WINLIST

Returns a list of the titles of all windows in a current state

WINLIST [ STATE ]

|  |  |
| --- | --- |
| Argument | Description |
| STATE | Acceptable values are:  EXISTING  VISIBLE (default)  ENABLED  ACTIVE  MINIMIZED  MAXIMIZED |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The list of windows has been returned successfully |
| 204 | There are no windows to report |

### WINLISTINFO

Returns a list of basic info about windows in a current state

WINLISTINFO [ STATE ]

|  |  |
| --- | --- |
| Argument | Description |
| STATE | Acceptable values are:  EXISTING  VISIBLE (default)  ENABLED  ACTIVE  MINIMIZED  MAXIMIZED |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The list of windows has been returned successfully |
| 204 | There are no windows to report |

### WINMOVE

Moves a window to another location

WINMOVE "HANDLE" "X" "Y"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window |
| X | The X coordinate of the upper left corner of the window |
| Y | The Y coordinate of the upper left corner of the window |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The window has been moved |
| 500 | The window may not exist |

### 

### WINPICTURE

Returns a capture of a window (Works well with Windows Aero). This command returns its data as a Base64 string and must be converted to a byte array before use.

WINPICTURE "HANDLE" "QUALITY"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window |
| QUALITY | The quality of the image (1-100). Lower qualities are more compressed and faster to send |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The window has been returned |
| 500 | The window may not exist |

### 

### WINSETSTATE

Sets the state of a window

WINSETSTATE "HANDLE" "STATE"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window |
| STATE | See [List of Window States](#_List_of_Window) for acceptable values |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The window state has been set |
| 500 | The window may not exist |

#### List of Window States

|  |  |  |  |
| --- | --- | --- | --- |
| **State** | **Action** | **State** | **Action** |
| SW\_HIDE | Hides a window | SW\_SHOWMINNOACTIVE | Shows a window minimized and not active |
| SW\_MAXIMIZE | Maximizes a window | SW\_SHOWNA | Shows the window but does not activate it |
| SW\_MINIMIZE | Minimizes a window | SW\_SHOWNOACTIVATE | Shows the window in its most recent size and position |
| SW\_RESTORE | Restores a window | SW\_SHOWNORMAL | Shows the window in its default state |
| SW\_SHOW | Shows a window | SW\_SHOWMINIMIZED | Shows a window and minimizes it |
| SW\_SHOWMAXIMIZED | Shows a window and maximizes it | SW\_SHOWMINNOACTIVE | Shows a window minimized and not active |
| SW\_SHOWMINIMIZED | Shows a window and minimizes it |  |  |

### 

### WINSETTITLE

Sets the title of a window from a given handle

WINSETTITLE "HANDLE" "TITLE"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window |
| TITLE | The new title of the window |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The window title has been set |
| 500 | The window may not exist |

### WINSETTRANS

Sets the window transparency

WINSETTRANS "HANDLE" "TRANSPARENCY"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window |
| TRANSPARENCY | A byte value (0-255) for the transparency of the window |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The transparency has been set |
| 500 | The window may not exist |

### WINSIZE

Resizes the window

WINSIZE "HANDLE" "WIDTH" "HEIGHT"

|  |  |
| --- | --- |
| Argument | Description |
| HANDLE | The decimal handle of the window |
| WIDTH | The width of the window |
| HEIGHT | The height of the window |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The size of the window has been set |
| 500 | The window may not exist |

## Registry Commands

These commands manipulate registry data. Some registry entries require elevated privileges, and registry entries should not be changed unless you have backed it up first.

### REGCREATEKEY

Creates a registry key

REGCREATEKEY "PATH" "KEY"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The registry path to place the new key |
| KEY | The new key to create |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 201 | The key was successfully created |
| 403 | Access to the key is denied |

### REGDELETE

Deletes a registry value

REGDELETE "PATH" "NAME"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The registry path of the value |
| NAME | The name of the value to delete |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The entry was deleted |
| 403 | Access to the key is denied |

### REGDELETEKEY

Deletes a registry key and all its child keys

REGDELETEKEY "PATH" "KEY"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The registry path of the parent key |
| KEY | The key that is to be deleted |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The key was successfully deleted |
| 403 | Access to the key is denied |

### REGENUMKEYS

Gets a list of all the sub-keys in a given parent

REGENUMKEYS "PATH"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The registry path to the parent key |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The sub-keys were returned successfully |
| 403 | Access to the key is denied |

### REGENUMVALUES

Gets a list of the values in a given key

Note that this command uses the special formatting that is normally reserved for messages sent TO the server (See [*List of Special Characters*](#_List_of_special))

REGENUMVALUES "PATH" [ /S ]

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The registry key to enumerate |
| [ /S ] | Show the values in simple form  (i.e. NAME|TYPE|VALUE) |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The values have been enumerated |
| 403 | Access to the key is denied |

### REGREAD

Reads the information in a registry value

REGREAD "PATH" "NAME"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The registry key that contains the values |
| NAME | The name of the value to read |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The value has been returned |
| 403 | Access to the key is denied |

### 

### REGRENAME

Renames a registry value

REGRENAME "PATH" "NAME1" "NAME2"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The registry key which contains the value |
| NAME1 | The name of the value to rename |
| NAME2 | The new name for the value |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The value has been renamed |
| 403 | Access to the key is denied |

### REGRENAMEKEY

Renames a registry key

REGRENAMEKEY "PATH" "NAME1" "NAME2"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The registry key which contains the child key |
| NAME1 | The name of the key to rename |
| NAME2 | The new name for the key |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The value has been renamed |
| 403 | Access to the key is denied |

### REGWRITE

Writes a value to the registry

REGWRITE "PATH" "NAME" "VALUE" "TYPE"

|  |  |
| --- | --- |
| Argument | Description |
| PATH | The registry key that should contain the value |
| NAME | The name of the entry |
| VALUE | The value for the entry |
| TYPE | Acceptable types are:  BINARY; DWORD; EXPANDSTRING; MULTISTRING; QWORD; STRING |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The value has been renamed |
| 403 | Access to the key is denied |

## Messaging and Communication

This set of commands is used for sending messages to the user of the host machine.

### BLOCKMESSAGE

Covers the screen with a translucent overlay. This command creates a child process and uses a named pipe to communicate with the block message window (BLOCKMESSAGEPIPE).

BLOCKMESSAGE "TEXT" [ LOCAL | REMOTE ]

|  |  |
| --- | --- |
| Argument | Description |
| TEXT | The text of the message to display |
| [ LOCAL | REMOTE ] | Specifies whether the message should be run as a child process (REMOTE) or run on the main process (LOCAL). Uses REMOTE by default. |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The message has been opened |
| 409 | A block message window is already opened |

BLOCKMESSAGE operates on BLOCKMESSAGEPIPE. Use PIPEUSE to send commands to BLOCKMESSAGEPIPE.

It accepts the following commands:

CLOSE

Closes the message

GETTEXT

Gets the current text of the message

SETTEXT "TEXT"

Sets the text of the message

### CHAT

Creates a chat dialogue to communicate on the server. This creates a child process.

The new chat window communicates with the main program through a named pipe (CHATPIPE). Here are the commands that the CHATPIPE listens for:

CHAT "TEXT"

|  |  |
| --- | --- |
| Argument | Description |
| TEXT | The initial text to send in the CHAT window |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The chat window has been opened |
| 409 | A chat window may already be opened |

CHAT operates on CHATPIPE. Use PIPEUSE to send commands to the CHATPIPE.

It accepts the following commands:

CLOSE

Closes the message

GETNEWTEXT

Retrieves only newly placed text in the chat window

GETTEXT

Gets all the text of the window

SETTEXT "TEXT"

Adds a new message to the chat window (where "TEXT" is the text to send)

### MSGBOX

Creates a message box on the server machine.

This command acts differently when run in a TBASIC script. Scripts are able to handle the buttons that a user clicks, whereas sending this command directly to the server will result in a “202 Accepted”. In a script, the command will return a 200 status code and the button that was clicked.

MSGBOX "FLAG" "TEXT" "TITLE"

|  |  |
| --- | --- |
| Argument | Description |
| FLAG | The flag for the message box. Add values together to combine results. |
| TEXT | The text for the message box |
| TITLE | The title of the message box |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | In a TBASIC script, this will return the button that was clicked |
| 202 | The message box was created as a child process |

The flag parameter is a combination of the following values:

|  |  |  |  |
| --- | --- | --- | --- |
| Flag | Button Result | Flag | Icon Result |
| 0 | OK | 0 | (No Icon) |
| 1 | OK, Cancel | 16 | Error |
| 2 | Abort, Retry, Ignore | 32 | Question |
| 3 | Yes, No, Cancel | 48 | Warning |
| 4 | Yes, No | 64 | Information |
| 5 | Retry, Cancel |  |  |

### SAY

Uses Microsoft SAPI to convert text to speech. This will speak in a new thread and therefore will not wait for a success before continuing.

SAY "TEXT"

|  |  |
| --- | --- |
| Argument | Description |
| TEXT | The text to speak |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The command was accepted, but the server does not know if errors were encountered |

### TRAYTIP

Creates a balloon tip as a tray icon. This command creates a new thread and therefore will not wait for a success before continuing.

TRAYTIP "TIMEOUT" "TEXT" [ TITLE ] [ ICON ]

|  |  |
| --- | --- |
| Argument | Description |
| TIMEOUT | How long (in milliseconds) the balloon will be shown |
| TEXT | The text of the balloon |
| [ TITLE ] | The title for the balloon (None by default) |
| [ ICON ] | Acceptable values are:  0 – No icon (default)  1 – Information  2 – Question  3 – Warning  4 - Error |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | The command was accepted, but the server does not know if errors were encountered |

## 

## Thread Commands

When TCPSERVR connects to its clients, it spins them off into separate threads. These commands allow you to view the status of these thread connections.

### THREADABORT

Aborts a thread. Use this to close threads that have become stuck.

THREADABORT "ID"

|  |  |
| --- | --- |
| Argument | Description |
| ID | The ID of the thread to abort |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 202 | An abort message was sent to the thread |
| 404 | No thread is being managed with that ID |

### THREADDELETE

Clears a stopped thread from the list. This cannot delete an active thread.

THREADDELETE "ID"

|  |  |
| --- | --- |
| Argument | Description |
| ID | The ID of the thread to clear |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The thread was removed from the list |
| 404 | No thread is being managed with that ID |
| 409 | The thread is running and cannot be deleted |

### THREADLIST

Create a list of all threads that TCPSERVR is explicitly managing. This lists all thread IDs and clients connected to those threads. This includes threads that have been disconnected and are no longer running.

THREADLIST

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | A list of all threads has been returned |

### THREADLISTCLEAN

Removes all threads that have been stopped on the list. This sends the THREADDELETE command to all dead threads. This command is not necessary for memory conservation, but helps with organizational purposes.

THREADLISTCLEAN

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | All empty threads have been removed |

### THREADSTATE

Gets the current task that the thread is completing. This is useful for viewing the task a thread may be completing if it appears it is hanging.

THREADSTATE "ID"

|  |  |
| --- | --- |
| Argument | Description |
| ID | The ID of the thread |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The state of the thread has been returned |
| 404 | No thread is being managed with that ID |

## Pipe Commands

These commands are used for sending and receiving data on pipes. The messages sent to the pipes are formatted with the generic byte and string headers.

### PIPECREATE

Create a pipe with the ability to initiate commands

PIPECREATE "ID" "NAME"

|  |  |
| --- | --- |
| Argument | Description |
| ID | The pipe ID of the initial application  (e.g. pipe326) |
| NAME | The name of the pipe you wish to create |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The pipe was created and is ready for communication |
| 404 | The pipe ID does not exist |
| 501 | You are using a slave application |

### PIPELISTUSERS

List all users running submissive applications of TCPSERVR and their respective pipes

PIPELISTUSERS [ /S ]

|  |  |
| --- | --- |
| Argument | Description |
| [ /S ] | Display a list without formatting (separated by pipes "|") |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | A list of pipes has been returned |
| 501 | You are using a slave application |

### 

### PIPEUSE

Send a single command to a pipe, formatted in TCPSERVR style. This will send the status code of the command sent to the pipe and not its own.

PIPEUSE "NAME" "COMMAND" [ ARGUMENTS ]

|  |  |
| --- | --- |
| Argument | Description |
| NAME | The name of the pipe to use |
| COMMAND | The command to send to the pipe |
| [ ARGUMENTS ] | Any arguments for the command |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| ANY | The PIPEUSE command is relaying a status from the pipe with which it was communicating |
| 404 | The pipe does not exist |
| 502 | An invalid message was received from the pipe and cannot be processed |

### USER

Creates a pipe to operate on a specified user. If the pipe already exists, it defaults to that pipe.

USER "USERNAME" [ TRUE | FALSE ]

|  |  |
| --- | --- |
| Argument | Description |
| USERNAME | The name of the user on which to operate |
| [ TRUE | FALSE ] | Optionally set whether all future connections should use this pipe (Default = FALSE) |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The server is now operating on that user |
| 404 | The user cannot be found |

### USINGPIPE

Set a pipe to send all future commands. When no commands are given, it displays whether a pipe is currently in use.

USINGPIPE [ NAME ] [ TRUE | FALSE ]

|  |  |
| --- | --- |
| Argument | Description |
| [ NAME ] | The name of the pipe to use |
| [ TRUE | FALSE ] | TRUE states that all future connections should use this pipe. FALSE states that only this connection will use it. |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | Whether a pipe is being used and its name has been returned |
| 202 | All commands will be sent through the given pipe |

# Scripting Commands

These commands are exclusive to scripting and cannot be accessed by a normal socket.

## Data Declaration

### DELVAR

Remove a variable from memory. This is considered a statement and therefore is not enclosed in parentheses. It cannot be nested as a parameter and does not return a value.

DELVAR "VARIABLE"

|  |  |
| --- | --- |
| Argument | Description |
| VARIABLE | The variable to remove (without the trailing "$") |

### DIM

Declare and evaluate variables. This is mainly used to allocate arrays.

The code snippet below achieves the same functionality as LET.

DIM VARIABLE$ = VALUE

However, the following code snippet will allocate a single dimensional array with a specified bound. This cannot be directly assigned a value in the DIM statement.

DIM VARIABLE$[LENGTH]

Example:

DIM VARIABLE$[10] will allocate a single dimensional array with 10 elements starting at 0.

### LET

Declare and evaluate variables. Variables should end with ‘$’. This command allows the use of basic mathematic functions such as addition, subtraction, multiplication, and division (+, -, /, \*). This command allows modular arithmetic (%).

LET VARIABLE$ = VALUE

|  |  |
| --- | --- |
| Argument | Description |
| VARIABLE$ | The variable to set |
| VALUE | The value of the variable |

LET can also be used to join strings.

LET VARIABLE$ = STRING1 [ + STRING2 + ... ]

|  |  |
| --- | --- |
| Argument | Description |
| VARIABLE$ | The variable to set |
| STRING | Any strings to join |

### RETURN

Changes the value of the @return macro for a user defined function. This will immediately end the function and return to the code block which executed it.

RETURN "DATA"

|  |  |
| --- | --- |
| Argument | Description |
| DATA | The data to return |

### SETSTATUS

Changes the value of the @status macro for a user defined function. Unlike RETURN, this will not immediately exit the function.

SETSTATUS STATUS

|  |  |
| --- | --- |
| Argument | Description |
| STATUS | The status code of the function. Can be between 0 and 999 |

## String Manipulation

### APPEND

Attaches two data objects, such as strings, and stores it in the @return macro. The second object will be appended to the end of the first.

APPEND("OBJECT1","OBJECT2")

|  |  |
| --- | --- |
| Argument | Description |
| OBJECT1 | The first object |
| OBJECT2 | The object to append to the first object |

### CONTAINS

Determines whether a string contains another string. This will store either TRUE or FALSE into the @return macro.

CONTAINS("STRING1", "STRING2")

|  |  |
| --- | --- |
| Argument | Description |
| STRING1 | The initial string |
| STRING2 | The string to search |

### INDEX

Retrieves the location of another string within a string and stores it in the @return macro. If the search string is not found, it stores -1.

INDEX("STRING1", "STRING2")

|  |  |
| --- | --- |
| Argument | Description |
| STRING1 | The initial string |
| STRING2 | The string to search |

### LEFT

Removes characters starting from the left of a string and stores it in the @return macro.

LEFT("STRING", START, COUNT)

|  |  |
| --- | --- |
| Argument | Description |
| STRING | The string from which to remove the characters |
| START | The initial position (from the left) starting at 0 |
| COUNT | The number of characters to remove |

### 

### LEN

Retrieves the length of a string or size of a variable and stores it in the @return macro. This function can also determine the length of an array.

LEN("OBJECT")

|  |  |
| --- | --- |
| Argument | Description |
| OBJECT | The data object to measure |

Example:

If the object evaluated were "Test String 1", then LEN will return 13, because that is the length of the object.

However, if the object evaluated is var$[10], LEN will return 10, because that is the length of the array.

### LOWER

Makes a string all lower case and stores it in the @return macro. This is useful for making case insensitive comparisons.

LOWER("STRING")

|  |  |
| --- | --- |
| Argument | Description |
| STRING | The initial string |

### TAKE

Gets a substring within a string and stores it in the @return macro.

TAKE("STRING", START, COUNT)

|  |  |
| --- | --- |
| Argument | Description |
| STRING | The initial string |
| START | The initial position (from the left) starting at 0 |
| COUNT | The number of characters to take |

### UPPER

Makes a string all upper case and stores it in the @return macro. This is useful for making case insensitive comparisons.

UPPER("STRING")

|  |  |
| --- | --- |
| Argument | Description |
| STRING | The initial string |

## Mathematics

### EVAL

Evaluates a mathematical expression and stores its result in the @return macro.

EVAL("EXPRESSION")

|  |  |
| --- | --- |
| Argument | Description |
| EXPRESSION | The expression to evaluate  Example:  (5 + 6) \* 7 |

### EVALBOOL

Evaluates a Boolean expression and stores its result in the @return macro.

EVALBOOL("EXPRESSION")

|  |  |
| --- | --- |
| Argument | Description |
| EXPRESSION | The Boolean expression to evaluate  Example:  (True AND False) OR True |

### FPART

Removes the integer part of a decimal and stores the fraction in the @return macro.

FPART(DECIMAL)

|  |  |
| --- | --- |
| Argument | Description |
| DECIMAL | The decimal number to truncate |

### IPART

Removes the fractional part of a decimal and stores the integer in the @return macro.

IPART(DECIMAL)

|  |  |
| --- | --- |
| Argument | Description |
| DECIMAL | The decimal number to truncate |

### NOT

Evaluates a Boolean expression and stores its inverse in the @return macro.

NOT("EXPRESSION")

|  |  |
| --- | --- |
| Argument | Description |
| EXPRESSION | The Boolean expression to evaluate  Example:  (True AND False) OR True |

### POW

Sets a base to a certain power and stores its result in the @return macro.

POW(BASE, POWER)

|  |  |
| --- | --- |
| Argument | Description |
| BASE | The base of the exponent |
| POWER | The power to raise the base |

### RANDOM

Generates a pseudo-random number between 0 and 1 (eight decimal places)

RANDOM()

### ROUND

Rounds a decimal to a set number of decimal places and stores its result in the @return macro.

ROUND(DECIMAL [, PLACES ])

|  |  |
| --- | --- |
| Argument | Description |
| DECIMAL | The initial decimal to round |
| [ PLACES ] | The number of places to round the decimal  default = 2 |

## Script Processing

### DO

Evaluate an expression and carry out commands until a certain condition is met.

See [*Loops*](#_Loops) for more details.

### IF

Use this command to evaluate a logical expression and proceed with commands if the output is true. See [*IF Statements*](#_IF_Statements) for more details.

### BREAK

Stops the execution of an IF, WHILE, or DO block.

### EXIT

Ends the script

### WHILE

Evaluate an expression and carry out commands while a certain condition is met.

See [*Loops*](#_Loops) for more details.

## Miscellaneous

### INPUT

Create an input box for the user to type data. If the use presses “Cancel”, it will return “No Input” with a status of “204”. Otherwise, the status will be “200”, and the response will be the input string.

INPUT("PROMPT", "TITLE", WIDTH, HEIGHT)

|  |  |
| --- | --- |
| Argument | Description |
| PROMPT | The prompting text for the input box |
| TITLE | The title of the input box |
| WIDTH | The width of the box |
| HEIGHT | The height of the box |

Possible return values:

|  |  |
| --- | --- |
| Status | Description |
| 200 | The input has been returned |
| 204 | The cancel button was pressed |

### SLEEP

Require the script to wait for a period of time.

SLEEP(TIME)

|  |  |
| --- | --- |
| Argument | Description |
| TIME | The wait time (in milliseconds) |
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