![C:\Users\anama\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\EE2E3856.tmp](data:image/jpeg;base64,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)

Procura e Planeamento

Campus da Alameda

IST @ 2018/2019

**Relatório – Projeto**

*Grupo 06*

*- Ana Margarida Pataca da Costa – 83425,*

*- Mariana Francisca Carrilho Loureiro – 83520.*

Índice

[1. Introdução 3](#_Toc531981217)

[*2.* Modelação do *Constraint Satisfaction Problem* 4](#_Toc531981218)

[2.1. Estrutura do CSP 4](#_Toc531981219)

[2.2. Geração de Sucessores 4](#_Toc531981220)

[2.3. Verificação das restrições 4](#_Toc531981221)

[2.4. Heurísticas 5](#_Toc531981222)

[3. Estratégias de procura implementadas 7](#_Toc531981223)

[3.1. Sondagem Iterativa 7](#_Toc531981224)

[3.2. *Iterative Limited Depth Search* (ILDS) 8](#_Toc531981225)

[3.3. Procura alternativa – *Depth-Bounded Discrepancy Search* (DDS) 10](#_Toc531981226)

[4. Comparação de resultados 13](#_Toc531981227)

[4.1. Melhor Abordagem 14](#_Toc531981228)

[5. Melhorias a implementar 15](#_Toc531981229)

[6. Conclusão 16](#_Toc531981230)

[7. Bibliografia 17](#_Toc531981231)

# Introdução

O problema a que este projeto pretende dar resposta consiste em obter uma afetação completa das tarefas de condução de veículos de transporte, a realizar pelos trabalhadores durante um dia de trabalho, a turnos de serviço, respeitando todas as restrições do problema.

Para esse propósito, foi modelado um problema de satisfação de restrições, sobre o qual foram posteriormente executadas várias estratégias de procura. Este relatório analisa os resultados desses algoritmos. Os valores calculados pela execução do código do projeto, e apresentados abaixo, foram registados por um *core Intel i7* a 4.00GHz.

# Modelação do *Constraint Satisfaction Problem*

## Estrutura do CSP

Foi criada uma estrutura da linguagem *Lisp* para representar o conceito de *estado* na procura, com uma abordagem construtiva em mente. É composto pelos atributos *variáveis por atribuir* e *turnos com as tarefas já atribuídas*, que se representam em lista.

Adicionalmente, a estrutura mantém (para cada estado) os valores de *custo* (como definido no enunciado – somatório das durações temporais dos turnos definidos nesse estado, com um mínimo de 6 horas para cada turno), *número de turnos definidos*, *número de viagens sem serviço na atribuição dos turnos*, *número total de tarefas no problema* e uma variável para indicar se nesse estado foi acrescentado um *novo turno* em relação ao estado-pai, e a duração das tarefas que ainda não foram atribuídas.

A função de *custo* devolve o valor de custo descrito acima, e foram também definidas as funções *objetivo* e *igualdade* *de* *estados*, para além da função de *geração de sucessores* descrita em baixo. Desta forma, é possível testar todas as técnicas de procura fornecidas no ficheiro *procura.lisp*.

## Geração de Sucessores

O CSP foi modelado de forma a permitir ser explorado como um problema de otimização. Nesta perspetiva, a geração de sucessores é feita *incluindo* a verificação de restrições, para a maioria das procuras. Para a procura com as estratégias de *ILDS* e *DDS*, são gerados todos os estados-filhos potenciais, mesmo que violem restrições.

As tarefas são ordenadas temporalmente no início da execução do projeto, pelo que a solução modelada nunca assumiu um sucessor que atribuísse uma tarefa numa posição anterior a outra tarefa previamente atribuída – a nova tarefa é sempre colocada no final do novo turno.

Cada estado gera filhos atribuindo a nova tarefa a cada um dos turnos já existentes (um novo filho por turno), mais um estado-filho adicional em que a tarefa é a primeira num novo turno gerado.

## Verificação das restrições

Para todas as procuras exceto *ILDS* e *DDS*, a verificação de restrições é feita durante a fase de geração de sucessores, de forma a imediatamente descartar a geração de estados inválidos. Todos estes estados-filhos são devolvidos apenas após a validação das restrições, e todos eles respeitam todas as restrições. Para o *ILDS* e o *DDS*, a validação é feita no final de cada iteração da estratégia.

O teste das restrições é efetuado para cada turno do estado proposto, e é durante esta fase que se calculam e definem, para cada estado, o *número de viagens sem serviço na atribuição dos turnos* e o *custo*. O turno é iterado uma só vez para todo este processo. As consistências espacial e temporal são também validadas durante a iteração. Desta forma, a complexidade desta fase é linear.

**Restrições**:

1. Todos os turnos devem começar no local L1;
2. A duração máxima de um turno de serviço é de 8:00;
3. A duração de um turno de serviço é calculada do início do serviço até ao fim do serviço. Se a duração for menos de 6 horas, então conta como se tivesse 6 horas;
4. Os turnos de serviço devem ter no máximo uma pausa para refeição;
5. Uma pausa de refeição deve ter a duração de 40 minutos;
6. O trabalhador não pode tomar refeição enquanto está a ser transportado;
7. O tempo de condução antes de ser necessário uma pausa de refeição não pode exceder as 4:00;
8. O tempo de condução inclui potenciais espaços entre tarefas que não sejam tomadas de refeição, isto é conta-se todo o tempo desde o inicio da primeira tarefa do bloco de tarefas até ao fim da última tarefa do bloco de tarefas. Nesta contabilização, no caso de a primeira tarefa do bloco ser a primeira tarefa do turno e o seu local de início não ser L1, deve-se incluir o tempo de deslocar o trabalhador de L1 até esse local (é necessário usar o mesmo raciocínio para a última tarefa de um turno e o seu local de fim).

## Heurísticas

A heurística 1 é admissível. A variável *numVar* corresponde ao número de turnos por atribuir no estado. O peso desta heurística no cálculo do *f* foi variado propositadamente de forma a que a procura não fosse ineficientemente focada na largura da árvore: assim, o peso é máximo na raiz da árvore, e mínimo nas folhas. A heurística é também calculada com a mesma ordem de magnitude do custo.

A heurística 2 também é admissível. A variável tempo que calcula o tempo que falta para chegar ao nó objetivo. Inicialmente, corresponde ao tempo de duração de todas as tarefas dadas para o problema inicial. À medida que as tarefas vão sendo atribuídas aos turnos, este valor vai diminuindo.

As heurísticas encontradas e definidas acima foram testadas para 5 problemas fornecidos para teste na página da cadeira, com a estratégia *A\**. Os resultados foram registados nas seguintes tabelas:

|  |  |  |
| --- | --- | --- |
| *Problema\Heurística* | **Heurística 1 (H1)** | **Heurística 2 (H2)** |
| **1** | 9776 | 9776 |
| **2** | 21686 | 21686 |
| **3** | 33536 | 33536 |
| **4** | 65235 | 65235 |
| **5** | 91221 | 91221 |

Tabela 1 – Custo da solução

|  |  |  |
| --- | --- | --- |
| *Problema\Heurística* | **Heurística 1 (H1)** | **Heurística 2 (H2)** |
| **1** | 0.15625 | 0.15625 |
| **2** | 1.453125 | 1.5 |
| **3** | 6.625 | 6.71875 |
| **4** | 44.828125 | 46.53125 |
| **5** | 90.8125 | 92.359375 |

Tabela 2 – Tempo (s) de execução

|  |  |  |
| --- | --- | --- |
| *Problema\Heurística* | **Heurística 1 (H1)** | **Heurística 2 (H2)** |
| **1** | 83 | 83 |
| **2** | 170 | 170 |
| **3** | 291 | 291 |
| **4** | 569 | 569 |
| **5** | 710 | 710 |

Tabela 3 – Nós expandidos na execução

|  |  |  |
| --- | --- | --- |
| *Problema\Heurística* | **Heurística 1 (H1)** | **Heurística 2 (H2)** |
| **1** | 202 | 202 |
| **2** | 433 | 433 |
| **3** | 861 | 861 |
| **4** | 1774 | 1774 |
| **5** | 2822 | 2822 |

Tabela 4 – Nós gerados na execução

As duas heurísticas devolvem valores muito semelhantes, com um desempenho ligeiramente melhor atribuído à heurística *H1*.

# Estratégias de procura implementadas

Os algoritmos foram implementados de forma a enviar várias sondas ao longo de um tempo útil para explorar o máximo de caminhos possíveis, tendo como objetivo encontrar o caminho com menor custo.

## Sondagem Iterativa

|  |  |
| --- | --- |
| **1.**  **2.**  **3.**  **4.**  **5.**  **6.**  **7.**  **8.**  **9.** | **ISP**(node):  solucao\_optima = NULL  **while** t\_util**:**  solucao = ISPProb(node)  **if** solucao\_optima == NULL:  **solucao\_optima = solucao**  **else if custo(solucao\_optima) > custo(solucao):**  solucao\_optima = solucao  **return** solucao |
| **Figura 1. Algoritmo para a Sondagem Iterativa** | |

|  |  |
| --- | --- |
| **1.**  **2.**  **3.**  **4.**  **5.**  **6.**  **7.** | **ISPProb**(node):  **if** **isGoal**(node) **return** node  **if** **fail**(node) **return** nil  **while t\_util:**  S = **generate-successors**(node)  index = **generate-random-number**(0, S\_size - 1)  **ISPProb**(S[index]) |
| **Figura 2. Função auxiliar para o algoritmo de Sondagem Iterativa** | |

Foi implementado a versãode procura em árvore. Se o problema for pequeno suficiente, é possível explorar todo o espaço de estados, encontrando a solução óptima.

Na figura 1, o parâmetro *node* é o nó inicial do problema. A função ISP chama a função ISPNode para explorar caminhos a partir do nó raíz até ao nó objectivo. Num tempo definido, procura o máximo de caminhos que conseguir, comparando os seus custos e guardando aquele com custo menor. Ao encontrar um nó objetivo, retrocede para o nó raiz.

Na figura 2, o parâmetro *node* é o estado que está a ser de momento explorado. Na linha 1, se o estado atual é objetivo este é retornado. Na linha 2 se não se consegue gerar sucessores, retorna-se NIL. A função ***generate-successors*** expande o nó, gerando os seus sucessores. A função ***generate-random-number*** devolve um índice aleatório para aceder a S, lista de sucessores. Desta forma, escolhe-se aleatoriamente um sucessor para ser o novo estado a explorar.

Foram experimentados vários valores para o número de sondas usadas no algoritmo, de forma a definir o *n* mais eficiente para encontrar a solução ótima. Em baixo, os gráficos demonstram o comportamento obtido para diferentes valores, para um único teste:

O número de sondas não informa significativamente o desempenho do algoritmo, um resultado da aleatoriedade do algoritmo. Há, no entanto, uma tendência ligeira negativa notável no gráfico. O valor que melhor equilibra eficiência no tempo de execução da estratégia com a obtenção da solução ótima estará entre *n*=7 e *n*=11, pelo que o valor selecionado foi *n*=10.

## *Iterative Limited Depth Search* (ILDS)

|  |  |
| --- | --- |
| **1.**  **2.**  **3.**  **4.**  **5.**  **6.**  **7.**  **8.**  **9.** | **ILDS**(node, n):  solucao\_optima = NULL  **for k = 0 to n:**  solucao = **ILDSProb(node, k, rDepth)**  **if** solucao\_optima == NULL:  **solucao\_optima = solucao**  **else if custo(solucao\_optima) > custo(solucao):**  solucao\_optima = solucao  **return** solucao\_optima |
| **Figura 3. Algoritmo para a Improved-Limited Discrepancy Search** | |
| |  | | --- | | 1 | | 2 | | 3 | | 4 | | 5 | | 6 | | 7 | | 8 | | 9 | | **ILDSProb**(node, k, rDepth):  **if** **isGoal**(node) **return** node  **if** **fail**(node) **return** nil  **S = generate-successors(node)**  best\_suc = choose-best-successor(S)  **worst\_suc = disjunction(best\_suc)**  **if rDepth > k:**  **ILDSProb(best\_suc, k, rDepth – 1)**  **if rDepth <= k:**  ILDSProb (first(worst\_suc) ,k-1,rDepth-1) | | |
| **Figura 4. Algoritmo para a Improved-Limited Discrepancy Search** | | | |

A iteração para k discrepâncias gera todos os caminhos com k ou menos ramos (linha 2, figura 3). Para cada iteração, compara-se qual o caminho encontrado com menor custo.

O parâmetro n do algoritmo ILDS, é o número de discrepâncias que se pode fazer. A função LDS chama a função ILDSProbe, aumentando o número de discrepâncias k até uma solução ser encontrada ou o máximo de discrepâncias ser feita. O máximo de discrepâncias corresponde à profundidade máxima do problema.

O parâmetro *rDepth* corresponde à profundidade ainda por explorar abaixo do nó atual, onde as discrepâncias que ainda podem ser tomadas.

Se a profundidade ainda por explorar for maior que k, segue-se a heurística. Atualiza-se a profundidade ainda por explorar para menos 1 unidade. Adia-se, portanto, a decisão de tomar a discrepância. Se k for maior que 0, não se segue a heurística. Diminui-se o k e a profundidade ainda por explorar em 1 unidade. Estas verificações impedem que o mesmo nó seja re-expandido entre iterações.

Para transformar o problema numa árvore binária, escolhe-se o primeiro sucessor da lista de sucessores que não foram escolhidos pela heurística.

Foram experimentados vários valores para o número de iterações máximas usadas no algoritmo, de forma a definir o *n* mais eficiente para encontrar a solução ótima. Em baixo, os gráficos demonstram o comportamento obtido para diferentes valores, para um único teste e heurística *H1*:

O número de sondas não informa o desempenho do algoritmo, pelo que o valor selecionado foi *n*=1, já que uma única iteração devolve a melhor solução que a estratégia acaba por encontrar.

(WHY??????????)

|  |  |
| --- | --- |
| **1.**  **2.**  **3.**  **4.**  **5.**  **6.** | **DDS**(node, n):  solucao\_optima = NULL  **for k = 0 to n:**  solucao = D**DSProb(node, k,0)**  **if** solucao\_optima == NULL:  **solucao\_optima = solucao**  **else if custo(solucao\_optima) > custo(solucao):**  solucao\_optima = solucao  **return** solucao\_optima |
| **Figura 4. Algoritmo DDS** | |
|  | |  |  | | --- | --- | | 1.  2.  3.  4.  5.  6.  7.  8.  9.  10.  11.  12.  13.  14.  15. | **DDSProb**(node, k, prof):  **if** **isGoal**(node) **return** node  **if** **fail**(node) **return** nil  **S = generate-successors(node)**  best\_suc = choose-best-successor(S)  **worst\_S = disjunction(best\_suc)**  **if k = 0:**  **DDSProb(best\_suc, k)**  **if k = 1:**  DDSProb (worst\_suc,k-1)  **if k > 1:**  **result = DDSProb(best\_suc, k-1, prof+1)**  **if isGoal(result) return result**  **else**  **DDSProb(worst\_S, k-1, prof + 1)** | | **Figura 5. Função auxiliar para o algoritmo DDS** | | |

## Procura alternativa – *Depth-Bounded Discrepancy Search* (DDS)

O algoritmo DDS, começa por fazer discrepâncias perto da raiz. Os números de discrepâncias vão aumentando à medida que me afasto da raiz. A heurística tem maior probabilidade de falhar no topo. Em semelhança ao ILDS, compara-se os custos das soluções encontradas entre iterações de forma a encontrar a solução com menor custo. A profundidade actual vai sendo calculada ao longo do algoritmo.

Iterativamente vai aumentando o limite da profundidade. Na iteração 0, vai a favor da heurística. Na iteração i explora os ramos onde as discrepâncias ocorrem na profundidade i ou menos. Tem-se o cuidado de não revisitar nós folha visitados em iteração anteriores. Isto é feito fazendo: na profundidade i da iteração i, vai-se contra a heurística já que ramos que vão a favor da heurística iria nos levar a nós folha visitados anteriormente em iterações anteriores. Em profundidades menores, podemos tomar tanto os ramos a favor como contra heurística. Em profundidades maiores, devemos sempre seguir a heurística. Isto é garantindo pelas verificações feitas da linha 7 à 15 da figura 5.

Foram experimentados vários valores para a profundidade máxima usada no algoritmo, de forma a definir o *n* mais eficiente para encontrar a solução ótima. Em baixo, os gráficos demonstram o comportamento obtido para diferentes valores, para um único teste e heurística *H1*:

É facilmente identificável o melhor valor, *n*=18. Este valor está fortemente dependente desta procura específica, devido ao funcionamento particular da estratégia.

(WHAT TO DO ABOUT IT???????????????)

# Comparação de resultados

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| *Problema\*  *Procura* | **Profundidade** | **A\* (H1)** | **A\* (H2)** | **Sondagem Iterativa** | **ILDS** | **DDS** |
| **1** | 10110 | 9776 | 9776 | 10712 | 10036 | 9688 |
| **2** | 21359 | 21686 | 21686 | 23167 | 21359 | 21359 |
| **3** | 33305 | 33536 | 33536 | 34470 | 33228 | 33305 |
| **4** | 64277 | 65235 | 65235 | 65935 | 64247 | 64277 |
| **5** | 93675 | 91221 | 91221 | 93993 | 93669 | 93675 |

Tabela 5 – Custo da solução

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| *Problema\*  *Procura* | **Profundidade** | **A\* (H1)** | **A\* (H2)** | **Sondagem Iterativa** | **ILDS** | **DDS** |
| **1** | 0.125 | 0.156 | 0.156 | 1.6875 | 0.266 | 1.234 |
| **2** | 1.234375 | 1.453 | 1.500 | 15.1875 | 2.594 | 5.109 |
| **3** | 4.234375 | 6.625 | 6.719 | 50.9375 | 8.750 | 43.70 |
| **4** | 28.90625 | 44.83 | 46.53 | 354.5625 | 58.16 | 172.6 |
| **5** | 85.6875 | 90.81 | 92.36 | 988.5156 | 170.0 | 643.8 |

Tabela 6 – Tempo (s) de execução

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| *Problema\*  *Procura* | **Profundidade** | **A\* (H1)** | **A\* (H2)** | **Sondagem Iterativa** | **ILDS** | **DDS** |
| **1** | 82 | 83 | 83 | 820 | 164 | 812 |
| **2** | 162 | 170 | 170 | 1620 | 324 | 804 |
| **3** | 244 | 291 | 291 | 2440 | 488 | 2491 |
| **4** | 472 | 569 | 569 | 4720 | 944 | 2932 |
| **5** | 693 | 710 | 710 | 6930 | 1386 | 4933 |

Tabela 7 – Nós expandidos na execução

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| *Problema\*  *Procura* | **Profundidade** | **A\* (H1)** | **A\* (H2)** | **Sondagem Iterativa** | **ILDS** | **DDS** |
| **1** | 196 | 202 | 202 | 3053 | 392 | 1883 |
| **2** | 436 | 433 | 433 | 6690 | 872 | 1965 |
| **3** | 852 | 861 | 861 | 11282 | 1704 | 8592 |
| **4** | 1911 | 1774 | 1774 | 25099 | 3822 | 11599 |
| **5** | 3679 | 2822 | 2822 | 54913 | 7358 | 25843 |

Tabela 8 – Nós gerados na execução

Para o IDA\* não é encontrada uma solução. Isto deve-se ao facto de a estratégia não encontrar um valor *f* maior que o *threshold* inicial: o algoritmo não é adequado a este problema. Já para as estratégias de Profundidade Iterativa e Largura Primeiro, não correm em tempo útil. Em relação à largura, este problema requer uma procura mais afunilada em direção à solução, devido ao tamanho da árvore. A profundidade iterativa tem um problema semelhante, já que a solução deste problema está obrigatoriamente a uma profundidade igual ao número de tarefas (variáveis) inicialmente propostas, e o número de iterações exigidas pelo algoritmo para lá chegar é insustentável.

## Melhor Abordagem

(!!!)

## Melhorias a implementar

(!!!!!)

# Conclusão

(!!!!)
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