![](data:image/png;base64,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)

**PODER EXECUTIVO**

**MINISTÉRIO DA EDUCAÇÃO**

**UNIVERSIDADE FEDERAL DE RORAIMA**

**DEPARTAMENTO DE CIÊNCIA DA COMPUTAÇÃO**

**CONSTRUÇÃO DE COMPILADORES**

**Construção do CompilerExpressions**

**ALUNOS:**

**Pedro Aleph Gomes de Souza Vasconcelos – 2016.007150**

**Dezembro de 2020**

**Boa Vista/Roraima**

**Introdução**

Este tem como objetivo relatar a construção feita detalhadamente do compilerExpress; para a disciplina construção de compiladores, semestre do (2020.2). É relatado a separação e rotulação; análise léxica, sintática e semântica; código intermediário; código em linguagem simbólica; e mensagens de erro na interface; junto ao funcionamento e comandos da linguagem fonte. O código a ser compilado foi baseado na linguagem C.

**Desenvolvimento**

Para desenvolver foi utilizado a linguagem python por ter ferramentas conhecidas que são convenientes para a construção do programa. Foram usadas, basicamente, estruturas de dados de lista e dicionário, e comandos básicos de condição e laços de repetição, dentro de funções. Foram desenvolvidos as etapas, separação de lexemas, análise léxica, análise sintática e análise semântica até o momento.

**Separação de lexemas**

O programa lê o arquivo de entrada, coloca cada sentença adicionando em um vetor(lexema) usando append(), separado os quando há um espaço, através do split(), também considera sinais que podem estar juntos das variáveis e os separa com espaço, usando replace().
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Depois o vetor lexema é reconstruído transformando-o em um matriz de forma a facilitar posteriormente a inserção de colunas para cada lexema do vetor.
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Depois cada linha da matriz lexema é lida, levando em consideração que a primeira coluna é a qual será rotulada. As rotulações são separadas em $, num, ‘sinais’, PR e ID; adicionando o determinado a coluna seguinte do lexema sendo rotulado.

No caso de ser $, é quando o lexema é ‘;’.

No caso de num, isso quer dizer que o lexema é um número, para isso usa se função que retorna quando é verdadeiro para int ou float:
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No caso de ser algum tipo de sinal, e verificado se está contido na lista de expressões:
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(deve conter todas as expressões possíveis a serem rotuladas, considerando que suas correções serão feitas em outra etapa)

NO caso de PR, isto é para toda palavra reservada, é verificado se está contida na lista tipo:
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E no último caso a ser verificado,o ID, estando no final por conveniência de rotulação, pelos anteriores serem prioridade, neste somente é um possível nome de variável ou função a ser usado, Adicionalmente é colocado um número na coluna seguinte ao rótulo, o COD de cada lexema. E no final é dado um print na matriz para verificar se os lexemas foram separados e rotulados corretamente.
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Para os casos de teste, foram usadas simples operações:
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temos os casos de uso de vetor e comandos para o sistema com uso de strings, colocados para representar lexemas que requerem mais cuidado na correção em etapas posteriores.

a separação dos lexemas ocorreu da forma prevista dos casos testados.

lexema, rótulo e cod:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGkAAAHoCAYAAABKGcHzAAAXuElEQVR42u1dO47rOhZ8a+m4VzCRb+CwZxMaTNZ76MCYpHfwAEcNPO9gHPtiNtDxAA5mGZ14TH1Jit9DSvxVQOD2lU1LLIkiT52q88cfL4cHWo7tX49/P/7z+OfLr8cfGIx829/+/N/jv3/+AyBl3f7+1+O/978AUhENgwCQ0LYC6fXj/vj9/dO3y0f3/L/T4/P7/ng//jJ05vmZ7jb/xmf3/Pv49biMf8/ten8e6zx/Y2zH52evY9+K6+L/v1yQzidpcG6PtxcbAH6feTv/CL/T/+716/E6Hn99AnmZbxTX3+ie/d4e793XCqTp+Pu1SpCeF3ZeBk83OL6fYSAtAByGp+sq9jHc/RMwLr9hA6NakMQL7KcMdnyaoq6uAyc2F5CG33Cc4gCSfJHju+pMAwggbQrS+G54vtQvAQABpM1BYu+GO3Hw/ECSFxMAyXW6O48v8v4uV6223JbKrqs79YDafqP5hcMwOMu+QwbKYanssE+6XNlSuvNe8r9+3IS+WD/L55qZ7syNDdLWg0D/DYBUQKsJJCEsVAdAVYWF0AASGkACVWHpMBal4fG54xDtHs53+Xyx759tqYqYlIZfXwMw3bA5FqITBa7ktqUqYlIaPp+TN8iFb1yj7JO4SAHfSAMRsy/dzdUkSLk2Fla6ytMjQMqoMerkCdCxgmBqndMdA0K3CsSTFGcJHdgXO1cehLczFg6eA+uy1A7oS5UGhtVdGrqiKVqiPaqidpAKpyqqDwuhASQ0gASqIi5VsaWyYlRVTBTG9F4q8l2VmqrYRlnBA8kojHvZFEZqqmJbZYWuzypB0qgquL+pS/Vt88Gf19Izt3LwtWqQFAPG/g7Y+G4HEncDNQeSNLBsvt86aT/kSaqCVieFheaBZPqksPDRtsoKHuSCA69k6cuVTSOmuzuhsmIChc8cau5Jcrq7UyornlMcr6xo8Z3kQh9AWZFyCX4e30XXMCkmKIzNqApRRAYKAwFWNIAEkNCgqrBvWKGqyEZVIZl/fDedZpy3qqJ35TqqQG0+pSvmXimgr+65oWVTstL4AyBlABJnQDWDxAd9kbCfPGGfXxwI8b55A44nKY/pTktHACSHgfVZQkfoCyBlqqpQ5V60K2yGqgKqClASUFVAVYEGkNCigERI+y3hXZbTNVGoij4Ni9/lz4uMmFRFRI8H19QyxTVl8W6jUBX6rNWYVEVMkOy/Z87ETbxKpFAV+guKSVXsO3VVAJJharjeyFPXNJUwkZiszhiOTQPHnoYlmjB9j3221x6xf4+1Mz6vomjMJ91Zf00FgmROhvffbM7fF/LAJTua3uBJ0jU9n5A+M3VM6P/8OC0gBpxTdgn+wREHrcs+ISIg9OUAkqD+4z6rUmaUnOAPkGoESVAsqPSoPktfG0g/AzWu+B0aSC4qjAw1tv4gnfo7nH/Jqp8i+9JXrHUhSz25470qYlRcsGMzozsM+PzSnzRT2rijzkjKdk2lT3cJVRXNUB51UxWVUB61UhVVUR54SkBVoJULUo30RraqCgI1IdSW+OEqbPpRGHNJuJwohTxVFb7UxATE+CSN+5MliOoSuRg2myyg+vpSqQ94XFWFJzUxRxRU33ObAtm56VecTYN0iGQhcxhDLnchDufLsn6eF4+GS421KVKDNDtnfRNU7CrzKaEPgBR/decbQbdGpwHSBktwU50JgBQAUsByfOaE+CfJp6/ReGqi2LvC3be2BYm6HB+Xz9+8gW3nR3NINfxEQACSMdzvRwOYl9vNqyjqpipaA6kwqqK5sBAaQEIDSKAqAhcW9FoWK2pD5QEheK26/pbsAzF8J6t3HIWq8ElDFiMKtFoW8+LlOAyqkC8uuZ+IMhyH35KvM0f1elwDKNuTE17Lgv9bPk8xB9z/nNc0SFEgKaxmJEZ0rYzgkh1XVSv91A7LkzREz4UyO9N59gRiyIBm7PJF2cwqpxmlMiJc1Scq8O5j2rHKW+hu8A933GetrrkykNT53HFA0m2o+fMIlbuoo/EAKSpI00qN7BZ2/co3Z2IvkF4/vqT5nlbLwnSe+qfJ9FsmIEoFiasnwU7epoyY5ZKuCocXtR/e6vvKY9O+56a4IfTUh54dLvhJSqtwaNBACqqKkkFqXFWRfVgIDVFwNIAEqmITGiJ+SW0po0hwWSmQYg9TVYSZP21XUvtnBnfoo/BU5HhURSYltVebUzlcVC1IB03kOceS2oonqXQbagpI88D275UQGcxG1ZqF99s9L8etXSMOq7k+oyeJox2Gd1Lh+eIkkCbrssAL3aSk9qqPCpQX1Cj4fJHsTlVGuFOW1OZY2hqEZtssHFKW1OaU6UrlRkvvpMQ0RFPKi/aoippAqpCqqCoshAaQ0GAABaoivQEU/33OZB0GUNkYQI22NV2niUbAACq9AdQq5KNQbUB9ntgACiDBAAoRhxgGUFza8pC7cINtTXYGUKrpD353uRlAcefYqb4LkPIwgBpzGObaSfAWggEUqArQEDCAQoAVDSChAaRWVRVqkwzd+0FYnIyZQ/b3X24GUofF80i5YDkJtMoblVaJp6rwW2mp5P1uIOVkIMX2fSzt7EsJEv/bQbVrtzOA8lsOu4GUq4GU6lrXZCc5zui3T1r7NAj0wZzguHg6fHbLIy8m+v+Yn6SOr0dBp9r3MZBSDLhSgkOM2IfG7vowz1X8+/241ImdS+hIXJB5uuN/ozNa1+RhIJUdSPzdOZj6yX/b7WwsIKle6sQIyH4GUpmBND8V3RhjGymD+e8YIF3jZBPtYiCV1ztJPIHLWUwwEd8d/iAt7weRhhDBz81ASjfg4mpRuRjbFqT1xct3rNEYSjKRWv0tKSMuynPJw0BKVHAMSpD5c0dpn0R1pSw1Cl6GgVSkLQoMoAqgVWAAVQCtgkFDFBwNIIGqKNcAykgfqI9lTb/XZwBlog/M1EK2iSzVGUA5DbjuWNEglWQABZDKMIBqHaT8DaAAUv4GUACpAAMogFSiAZRIHxiphereScUaQBWY8A+qomSQGqMqigsLoSEKjgaQQFXEVT0E92WhJaSaFcWaRcVVVcSiNGLQEsP3+VTlYs2i4qoqYlEavkoOhwHvN8+FuqeE7ZOed+iHKXTjt0eh92Uf8KAM0jIDrKfnXT6oKRi9HZSzHaUvy4D3TiyZ1jXfBKQ+Un0LqjMevy/TgLNFxa1s95SQJ+l3xCfp9yZPkslgCu8kghg6pC/1gLPr4P/v7dzkwuEQYakd1peWelCliH0DpM2ohKZoCVAVtYFUMVVRRVgIDSChASRQFeWrKnixMZc7CFVFNqoK2WmlkFoXbaoqdL9XRUqXxo+B6F6SLhd8LMWwCrxWk3c3XcjkJRTJQWs3kJYb7VIvSFP4/x5kcZb6SSqKUqeB1A1E3Q7Sl21UFYdwU6bsp7szH2nWlUTIUFUxnS+fNVTvwmEYHNHk6ZffcjyJqmLhrNbGuFBVQFUBqgKqCqgqEGBFA0gAKWDuR1ntvaiKBGW1beZOik1q8bWVwqiKvctq2wycuJDVd8FpxXGpip3LajsMeA/iUQV49SAdIgQ8p0EMKKttG3DmH86mZ2W4CiD57UmoZbWNA87RJjNIhrIMVYMUc3VHKKutG3CVU4u4GQdIxCU4tay2gx6p6ekui7LaACnrstpmAycpD6NUIXO4S1fOZbUrSdBvl6qoEaSKqIoqw0JoAAkNIFVIr1CoCvrCoqyy2GL5U6k+357vOApV4WMhIEYUSiuLHbChztcAyvbklFQWuziQFEmN0qPPIgfvQvlsbuevTKAkpCLvWRZbnu6uNwmwnEHSTTPXL0X5bF9XFE0qcoqy2Dkl98cCSV30Nw5IScpi55TcXwtI8ctiNwjS68eXIqk/47LYggIjsb6WRp8vewRj+ewppyFCPYvdy2KPmUzCHuyloIVDvqqIShUYUFWUDBLKaudDfWDQEQVHA0hQVRBqVWxPWexegptfppdEVdBWQuGUxb5mUVwK2vN3lWKFOqiK7SiLPcyihMLH5eyT1omH86PPRcEvAou6AWWxi8XNcGN9nvnrOZWymZVPjs3nKmqi4wZ2g0Dr1iDJfa36LijAKoRcVHkH/edKBckU9c4+LMTJKvmBUg2c70orF7Oo8kEaB+18M04RbMU1HI9PWWxfgnv4vzmfoiuMT1qmtvUigA/98y/aWJTFniW45ZqAKhCbiILDLApUBagKUBWgKtAAEkBCy5eqyKms9pQ5JGbAit6xKKsd8JkYVAPvhiLHGAvT0MalKvItq72mHWovBqywhyFdbLS+bANeuGtXHZtZS/EQ5fUApIxA0vkXYbrLZ7rT0id4kiJnGFENoWxPGEBKW1Zb69YFkDahB1BWu1mqAmW1QTUgwIoAKxpAQtvPACqw7HaQckNbMlvK7uHtbVqrVRGj7DatD1vJ7J9Z/jLk4SVKC86BqohRdjtMueGScSqbbzRmlBtnsxvSh04FIT1JrVpO5wvSQcpsvadz1QJIhifpKuahF1GNuSmQVpREQhVE/iC5LaXD+jCIvrouveirDJDsFAW1DxM1IR6T1egAyZtWiNFHtVHvOt5JAMlKVcSgMvakQ1CrAg0goQGkylUVWiVDLFVFrBaZAuFM3Hd71/lTFTa6IJaqIiZIoRTIsudae0XssGqkqyo03gfRVBURl94hFMgq3KQws8oDpG32Hfo6F9Mxvnj92nSKfXb2h2DnO09L93gm7q2DZK5zISXazzVqOWu15xPSm6uPcbrPj9MCYlT7msRGUDmApHbndwBJMCDkPqtN0qdFJaandcibSECBACTPa2J97+17tx1ILktfG0g/Y8bPulYEDaSwct2DCVQCxpcWYLWVtnZb+trqXCyulKywx9diVjvrmoYBm2ss9cAsqnMfsynzNY1l6qZ34N6B2xJUFc0bQcEAqmSQYACVDwWCwUYUHA0ggapwUDyEUBOOFIKklBA/fxIohLe9KYQyDKBCqAn37/Jm8LoNbdI6sHkbQIVQEwTKQnBQlp7ElCVGoT7XnJdS6lJJxmqxIPUBVpORBkBK3NgC4SbGzQBSTiDpXLbwTiIoHrZZjrNz4QeaJYzwVIYQMU9V3yhPkHZajqtq9/GfO0r7pJdfAMkU7nehAUK+21SCfjtURQsgFUxVNBEWQgNIaAAJVIWFPihYVWGkRNSKi4xVFSb6oFRVhema7KW3M1ZVqOiD0lUVqmuygVFASlfInio/VYXpmkoFSaYPildVmK6pSJAU9EHxCfumayoOJB19UDJItmsqDCQ9fVCuqsJ+TSWBZKMPSlRVWK7JrLiAqgKqCqgqoKqAqgIBVkTB0QASWjuqCs0xqCqyUVWYFRdQVWShqrAdQ0pXelWFy40FkBKrKqzHAFJ6VYX1GEDKQFXhcgyqisSqChu9AFVFelWFlTKBqgKqCryTABJUFQiwogEkgIRWkariJJav7ipXVWiuN3NVxZ2jCO6VqypM11uSqoLP365WVXHQJF5mntL12k8R9HzwslQVuuvNOhecy+Y81q6qMF1v9smRKtq6VlXFIR1NHxwWWhkv1aqqOKQzmqIl7Et+p6S6EIWoKqzXm+WT9BwwXmVgYkyrUFXYrheqCqgqoKqAqgKqCgRYEQVHA0hom1IV6nnYj6Kg9+Fg1KTYcBZPp9NUFfKKhkJR0PvQKymm0M5dEQUpODGFRlXIF0yhKCh92CmF3lHrqAK8epC22BtEKsvNn+cTtD6MpIwnAqT9QVpRCs+nZ3oSZ5DY/50AUhqQ1pQCvzjg27IZB0g7guRAKWC6s12wazYQrQ8n8ymA5DLALiQgoQ8n8ymO8qhF6BwbJHc6IEYfjSTwl7wEB0gaqiJGiGXvME2VYSE0gIRWBkh7pBrvnc5ckwGUQDUMWaivquK+BKpizhr61mQdtUVVUBXnExDjXX48cdGDGGW2KZbRMIASPzNHAlTfC6cqGgdJ3vXTRWBDJupdSBmORVUI0931Jp0jQPIbXPZeMdHfoYZQtfnfpUmOnN5J1GR/hzoZNVVwTgoSqeZFxuqHKgygZvkK/yRFMoQS1A+JtK11GEANg7fQDfdeihmFqhiX8/zCoVk+KY6Jk3m5DaqiWVVFQ1QF1A+IgqMBJICElidVEeYw4r4SnATOd4eQFHeuswBaQY0ojomi5Xgqj7ncHJU6CaMqYoO0jiaw7843ilItYd5jCVYCx0GZLljjSGnIy98xVB7jvvB8UjMI16gg7cVyru9eduEh6g3R70H8W75O0aMhnDpZbrDALYHvnT/RAZ/d4gF3kR7j+Ri74GlaWX1GNn3ikhrHSMK7kN9Ne5LFJ2mIvgt+ddN19hGLmCqP4Yb7PC8eEBdqLQ2K2QbrfH6EhfjbcmyYnjhXLXlaUZo+2Z6kAwmk33wYiruzxST/5+92AXtCmTqR45KrOOUOIAlT0Py3+odVIKmtarYBSTfl8OcV5Oylok6sUXiA5A3S5KkXTeWRA0j8PC9PdzFAev346v9PD5LbErmf7hxrLlHMrPQqD3GcXrsAfosM0kwLLPO8aOj0a0UvsBOymT7NTpDPPpfP6jgny2KC2wutniblsck8Su6XqPKQ9lAiILtOdzWZOWVqHFUqSE1RJ3RVxZ620Y0bR2HQEAVHA0igKoxUBYvJXQTfU/8aFf59mKiBxXtVCPVoDadqV1VMG9iuoxtABfShrSkhn3NbeXdi2J5GZcTow24AteahGk3pMsXDYsTUwsnE5l26MrEHMKgq1OcPkHYGyaSq0CX0A6QdQbKoKrQlEACSJ4VA74NeShsLB+/MIlIfDtSAPpuoMZAoqost+kDCvilPbrURJa7OQvuAqsKsqhBDOsSkyQh9QFWBBpDQAFLDVAXvuS3UgfWgKsh9WFQMcnbOKoupGapiogBkYydPI6iAPvTlr39mNfuwKCGm9ZZPVUy8Df9/vlQFtQ8DVbHayMoZqVCfp8u6WaUJc08SvIUSNxVVIYSN7g27dGXRVFTFoAScgBneSTCASpj5qVgFriiKABVD/SCFiaDDDKC4WGCIaKsNkEJTkGlUxStf/nplLgWQotIMoCpgAAUDKBhAIcCKACsaQELL2QBqvbx2ocw96Q9OqNy/d1TL9au8LI9Mj3CG8VHfg3sYQKnjbi4g+Zs9mST/U06FqDYPpUcW4NcWA5FWlEkMoJxACjd7UmWzDnc457UQQo+s+pefzF1BWk+FawOnw2IqcVUYHnWcEZJUq0L7nVClhirlOLCMgzA2uYJkNHCS/i06nYhcj/07GYK0pcnTprng2tRebr6XB0s73YW9+7YFSa3kmBxchpyKjeiRuCCNTolXKfhpBEnznY1AorlxOdbHYL9H9bTbC6ReAjn64Amkm2QSxdeR0H4ngtmTbnW3RSnvweBpIzaYunBQGjjNiwN2suJ+aP5eP2V8Lcaxhu9QzZ50+yT2PtHnnlNLeY++rs9V4ttWwrUSouB7mD1lTY+0Q1UUTI+0QFUUT49gQBEFRwNIoCoyVVWcDL6mJ4E2eNuCNoCqwqUP9aZYjjg0WGc2Y1WFzp0fdWYzWOL2jCgX8FRKX5DBmnSDOIV5AFLmu3nhvQOQMtYo6epc4J2USFUhlM5WFKW6SnWatuB2oKqw9fGc4njlxKocjrRPeoHSD6oKvJOgqoCqAgFWNIAEkNCKpyqGkqAUdUKMPmxUxXKc//+Ga1XwF0ytVUHpQ0dVdH0+3Hv3tQKpQapClYjor4Cg9XGwGGyYwGhwnxRWPDe8jxVVAZBc72LPRupDQ1UApJxA0lAVAClHkHSyG4DkMMAeVIVvH0aqAiB5DrAjVeHdh5mqEA2gfiTTwgZB0hV+96EZYvQBqsL4LghkX2P0AapCTVWoQzr+ssnQPkBVoAEktCJAiuywAqrCZABFKKctmCkNgmBlLjeFqtAYNbVJVZBNmiYgxifpOeCLP0IoVWEyamqUqiBRFHMYR/W9WFSFwqipuX1S4P5muPvvDi5dVKrigAzWGJvQfoCV9SRiUBUHTcltJEfSVnfGurBUquLkSQYCJMt7ytFYyZmqMPXXFEgBy/HZnYt/kjz6slAV9JLbVYJEXY6PtmnaehIBVIXVqKkhkHQ0gh+9YF5ug6qAqgKqCqgqEAVHgBUNIKEBJICElrD9H1x9QlqIVzalAAAAAElFTkSuQmCC)

Nos casos de uso de sinais como parênteses, colchetes, e indicação de texto, observa se que é rotulado separadamente dos dados de onde são usados, e a correção será feita posteriormente com uma estrutura de dados de pilha, no qual empilha um inicio desse tipo de sinal, e desempilha o quando caso sinal de fim; o sinal para desempilhar dever ser sempre do mesmo tipo do sinal do no topo da pilha, e retorna corretamente caso no fim a pilha esteja vazia, retorna falso caso contrário.

**Análise léxica**

A gramática regular usada identifica se um nome de variável é válida, assim usa somente os rótulos com ID da etapa anterior, o primeiro estado(Si) analisa se o primeiro caractere é uma letra ou o sinal especial “\_”, após isso o próximo estado já é o estado final(Sf) onde há um self-loop que aceita tanto o mesmo tipo de caractere do primeiro estado, quanto se este for um número.

alfabeto{a, b}, tal que a = [\_] | [a-z] e b = [0-9]

L = a (a | b) \*

matriz:

|  |  |  |
| --- | --- | --- |
|  | Si | Sf |
| a | Sf | Sf |
| b |  | Sf |

código:

alfabeto = {'a' : 0, 'b': 1}

def verifica(i):

if re.findall("[\_|a-z]", i):

return 'a'

elif re.findall("[0-9]", i):

return 'b'

return False

def automatov (L):

'''matriz do automato de variáveis'''

M = [[ 1, 1], [ -1, 1]]

e = 0

for i in L:

l = verifica(i)

if l in alfabeto.keys():

e = M[alfabeto[l]][e]

else:

return False

'''Estado Final '''

if e == 1:

print ('reconhecido')

return True

else:

return False

**Análise sintática**

È usado ambos os analisadores , preditivo e de precedência fraca; para o de precedência fraca, é usado a gramática G adaptada para reconhecer expressões como ‘-’ e ‘/’, neste caso eles são aceitos como equivalentes de ‘+’ e ‘\*’; já o analisador preditivo é usada a gramática (A'').

A gramática (A'') faz um id (está como i) receber algo, que pode ser outro id (i = i), ou uma expressão complementando a gramática G (i = v). A gramática também aceita atribuições em sequência, neste caso, a expressão, se houver, deve estar somente na última atribuição (ex: i=i=v).

Gramática A’’

Vt = {i, =, v}, Vn = {A, B, I, J}, símbolo sentencial A

P = { P1: A -> iB,

P2: B -> =I,

P3: I->A,

P4: I -> vJ,

P5: B-> &,

P6: J-> &}

Tabela Sintática:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | i | = | v | $ |
| A | P1 |  |  |  |
| B |  | P2 |  | P5 |
| I | P3 |  | P4 |  |
| J |  |  |  | P6 |

Gramática no código:

gramatica\_A = {

'terminal' : {'i': 0, '=': 1, 'v': 2, '$': 3},

'simbolos' : {'A': 0, 'B': 1, 'I': 2, 'J': 3},

'producao' : {1: "Bi", 2: "I=", 3: "A", 4: "Jv", 5: "&", 6: "&"},

'sentencial' : 'A',

'M' : [[1, 0, 0, 0], [0, 2, 0, 5], [3, 0, 4, 0], [0, 0 , 0, 6]]

}

O analisador de procedência fraca foi implementado adaptando o código do analisador sintático disponibilizado. O Analisador de precedência fraca começa dado um while que percorre uma sentença até esta terminar, sendo desempilhando quando um caractere é analisado, e a verificação termina com sucesso caso a símbolo no topo da pilha seja o sentencial e o símbolo do topo da sentença seja $

if pilha[-1] == g['sentencial'] and s[-1] == '$':

return True

Após ter identificado os símbolos da sentença com sucesso, o analisador verifica qual produção será executada, caso seja D, o analisador irá para o próximo símbolo da sentença, mas caso R, ele primeiro verificar se os três primeiros símbolos do topo da pilha formam alguma produção a direita, e assim os colocará na mesma produção para que não haja ambiguidade a seguir, e depois é feita a análise do símbolo do topo transformando no símbolo da produção a direita.

while True:

l = g['simbolo'][pilha[-1]]

'''producao conforme a tabela'''

prod = M[l][c]

if prod == 'R':

if len(pilha) > 3:

if pilha[-1] in g['nterminal']:

r = pilha.copy()

q = ""

while len(q) < 3:

q = q + r.pop()

if q in g['producao'].keys():

r.append(q)

pilha = r

p = pilha.pop()

pilha.append(g['producao'][p])

else:

if prod == 'D':

break

else:

print("erro na producao da tabela sintatica")

return False

Para a árvore sintática do analisador de precedência fraca, é usando uma lista A que aramazena as producoes de direita e eesquerda pela qual analisador passou até chegar no sentencial. E assim percorre em loop até que a lista A esteja vazia, de modo que quando ele encontra um símbolo sentencial, este é movido para a lista de árvore, e segue para o próximo; quando um símbolo da lista da árvore e um símbolo da lista A se combinarem em alguma produção, o símbolo do topo da lista A é movido para árvore e seu símbolo anterior se torna nodo do novo top. Nesta fase é verificado primeiramente que os três primeiros símbolos no topo da árvore formam alguma produção, assim resolvendo a ambiguidade; e também trata caso seja uma produção com parentes.

def arvore\_sintatica(a):

a = a[::-1]

p = []

while a != []:

if a[-1] in terminais:

p.append(a.pop())

else:

q = ""

if len(p) > 2:

r = p.copy()

while len(q) < 3:

q = q + r[-1][0]

r.pop()

if (p[-1][0]==')')or(a[-1]==producao[p[-1][0]]):

nodo = []

nodo.append(a.pop())

if q in producao.keys():

t = []

t.append(p.pop())

t.append(p.pop())

t.append(p.pop())

nodo.append(t[::-1])

else:

nodo.append(p.pop())

p.append(nodo)

return p[0]

Depois de gerada, a árvore pode ser simplificada em uma função recursiva que retorna caso chegue num símbolo terminal; caso encontre parênteses a recursão é retornada para o símbolo do meio, assim eliminando o parênteses na árvore simplificada, e logo abaixo verifica o se o nodo tem mais de um símbolo, o tratando recebendo a recursão para cada nodo, caso seja o tenha; caso não, a recursão é recebida só pelo único nodo.

def simplifica(a):

if a[1] in terminais:

return a[1]

else:

if a[1][0] == '(':

return simplifica(a[1][1])

if len(a[1]) > 2:

t = a[1]

a = []

a.append(t[1])

a.append(simplifica(t[0]))

a.append(simplifica(t[2]))

else:

a = simplifica(a[1])

return a

Para a árvore sintática do analisador preditivo, da mesma forma, também utiliza uma lista A com cada produção gerada pela análise da sentença. Mas desta vez a árvore precisa ser criada de forma precedente, sendo assim utiliza se a estratégia de recursão, onde partindo do símbolo sentencial, cria se um nodo para cada símbolo, e o próximo símbolo da lista são tidos como filho de deste nodo, e é invocado a recursão destes, até que encontre um símbolo terminal, desta forma cada filho é retornado para o nodo anterior, assim formando a árvore. É usando uma pilha auxiliar para percorrer a lista, e desempilhar caso o símbolo no topo seja um terminal, assim os nodos folhas são conectados corretamente na árvore.

def arvore\_sintatica(a):

p = []

q = [0]

def add\_nodo(n):

nodo = []

nodo.append(n)

if n not in terminais:

q[0] = q[0] + 1

p.append(a[q[0]])

for i in p[-1]:

nodo.append(add\_nodo(i[0]))

else:

p.pop()

return nodo

A = []

p.append(a[q[0]])

A.append(add\_nodo(a[q[0]]))

print(A[0])

return A[0]

Já para a sua simplificação, é usado duas funções recursivas. Primeiramente, procura se remover toda subárvore que termine na folha com símbolo &, que no caso quando a folha é retornada, verifica se ela é contém este símbolo, e junto com o nodo pai, o símbolo é removido; e trata os casos com parênteses, no caso, retorna somente símbolo entre os parentes; e nodos com mais de um filho, eles são adicionado ao nodo pai como seus irmãos.

def simplifica(a):

print(a)

if len(a) == 2:

if a[1][0] == '&':

return '&'

else:

if a[1][0] == '(':

return simplifica(a[2])

elif a[1][0] in terminais:

a = a[::-1]

a.pop()

a = a[::-1]

a[1] = simplifica(a[1])

a[2] = simplifica(a[2])

if(a[2]) == '&':

a.pop()

else:

t = a.pop()

a.extend(t)

return a

Com as subárvores com os nodos folhas &, removidos, agora a árvore passa para uma função de simplificação semelhante a simplificação da árvore sintática do analisador de precedência fraca. Adaptando não precisar tratar parênteses, por já ter sido tratado, e também as propriedades da árvore sintática preditiva.

def ar\_sim(a):

if a[1][0] in terminais:

return a[1][0]

else:

if len(a) > 2:

t = a[::-1]

t.pop()

a = []

a.append(t[1][0])

a.append(ar\_sim(t[2]))

a.append(ar\_sim(t[0]))

else:

a = ar\_sim(a[1])

return a

**Análise semântica**

Nesta etapa , foi feita a verificação de tipos, levando em consideração que o código da entrada já esteja adaptado para ser percorrido por esta verificação. Para verificar, utiliza se estrutura de dados lista para identificar sinais básicos, e dicionário para verificação do tipo na variável.

# tipos de variaveis

tipo = {'int': int, 'float': float, 'double': float, 'char': str, 'void': None}

sinais = ['+', '-', '\*', '/', '%', '=']

(Também é usando um dicionário que armazenará as variáveis declaradas, além da lista que conterá cada elemento de cada linha do código)

A seguir a lista que contém cada trecho do código da entrada é percorrida, para identificar as declarações, para então serem adicionadas ao dicionário de declarações; estas são identificadas a partir do reconhecimento de um elemento em tipo, obtendo assim a variável e seu tipo, é armazenando também a linha do código onde ela foi declarada; também é adicionado ao dicionário de declarações, funções e suas variáveis invocadas; a forma de como elas são identificadas é tratado posteriormente, para as funções é adicionado a posição onde termina uma função , quando o símbolo ‘}’ é identificado; estando esta posição, igual a posição de início quando foi identificado inicialmente, isto para toda declaração; é usado uma pilha auxiliar para identificar a função.

Após uma declaração de variável ser reconhecida, ela é removida da lista dos trechos; esta lista posteriormente é usada para analisar expressões e usa o dicionário de declarações para reconhecer as variáveis. Nesta parte também é tratado os casos de declaração com atribuição na mesma linha, neste caso usa se uma pilha auxiliar que adiciona na lista a atribuição após a declaração ser removida, na mesma posição da lista.

for t in trechos:

if t[0] in tipo.keys():

# declaracao com atribuicao

t[0] = tipo[t[0]]

dt = []

declaracoes[t[1]] = [t[0], t[-1], t[-1]]

if t[2] == '=':

dt = t

dt.pop(0)

elif len(t) > 4:

isFunc.append(t[1])

n = 3

while 1:

if (t[n] in tipo) and (is\_var(t[n+1])):

t[n] = tipo[t[n]]

declaracoes[t[n+1]] = [t[n], t[-1], t[-1]]

n+=2

elif (t[n] == ','):

n+=1

else:

break

if dt != []:

t = dt

else:

t.clear()

elif len(t) == 2:

if t[0] == '}':

declaracoes[isFunc[-1]][2] = t[1]

isFunc.pop()

t.clear()

A seguir é tratado as declarações obtidas, de forma a determinar até onde uma declaração é válida no código; para isso, variáveis com a posição inicial declarada antes, e que já possui a posição final diferente da inicial, no caso as funções, são usadas para reconhecer as próximas se as declarações, se estas estão dentro ou fora; são consideradas dentro caso a posição de declaração for maior que a posição do início da função mas for menor que a posição de termino da função. O dicionário é percorrido usando uma lista auxiliar que recebe as chaves do dicionário de forma inversa; isso é necessário para que não e haja ambiguidade das posições no caso de função dentro de outra função, sendo o dicionário percorrido de forma inversa, a prioridade da declaração será da função interna, a função maior não identifica por já ter sua posição final alterada.

# tratando declaracoes nas funcoes

r = list(declaracoes.keys())

b = r[::-1]

for f in b:

i = declaracoes[f]

if (i[1] != i[2]):

for g in b:

j = declaracoes[g]

if (j[1] == j[2]):

if (i[1] <= j[1]):

if i[2] > j[2] :

declaracoes[g][2] = i[2]

Na próxima etapa, é analisado se nas expressões dos trechos, cada variável foi declarada previamente; para tanto, cada linha dos trechos é percorrida, e reconhece se um elemento pode ser uma variável com função auxiliar; caso seja, depois é verificado se está em alguma chave do dicionário de declarações, após isso suas posições serão analisadas; no caso se a posição inicial da declaração for menor que a posição da linha do elemento , então ela foi declarada previamente; e também analisa o caso dela estar sendo usada dentro da função, se a posição da função for maior que a posição onde a variável é usada, caso contrário, erro da declaração ser usada fora do escopo de onde foi declarada.

# analisando variaveis nas expressoes

for t in trechos:

for d in t:

if is\_var(d):

if d in declaracoes.keys():

i = declaracoes[d][1]

f = declaracoes[d][2]

if (t[-1] >= i):

if (i == f) or (t[-1] < f):

print("variavel ", d, " foi declarada")

else:

print("variavel ", d, " nao foi declarada previamente no escopo")

else:

print("variavel ", d, " nao foi declarada previamente")

break

else:

print("variavel ", d, " nao foi declarada")

break

Analisa se aqui se os sinais nas expressões são usados corretamente, para isso, quando identificado na expressão percorrida, o sinal é analisado a partir dos elementos esquerda e direita do sinal; para isso é usando uma variável auxiliar que conta os elementos, logo após isso os elementos são reconhecidos, retornando o tipo da variável ou tipo de elemento através de uma função auxiliar(convertendo\_) e recebem seu valor de tipo, e assim, a partir deste momento, só será usada os tipos dos elementos para cada sinal:

for e in trechos:

n = 0

for v in e:

if v in sinais:

x = e[n-1]

y = e[n+1]

if x in declaracoes.keys():

x = declaracoes[x][0]

else:

x = convertendo\_(x)

if y in declaracoes.keys():

y = declaracoes[y][0]

else:

y = convertendo\_(y)

Para o sinal ‘%’ só são aceitos elementos do tipo int:

if v == '%':

if (x is int) and (y is int):

print("operacao de tipos valida para '%'")

else:

print("operacao invalida para '%' ", x, "e", y)

Para o sinal ‘=’, o elemento a esquerda precisa ser igual direta, se este último for int ou char; no caso do elemento da direita ser tipo char, este é convertido, levando em conta que será recebido o seu valor numérico; e o mesmo é feito de o elemento a direita for int e o da esquerda for float:

elif v == '=':

if (x is int) and (y is not int):

print("atribuicao invalida, ", x, "e", y)

if (x is str) and (y is not str):

print("atribuicao invalida, ", x, "e", y)

if x is float:

y = declaracoes[x][0]

Para os demais sinais, levando em conta a lista de sinais, estes não requerem um tratamento especial, somente trata os elementos do tipo char, se necessário:

else:

if (number(x) and (y is str)):

y = declaracoes[x][0]

elif (number(y) and (x is str)):

x = declaracoes[y][0]

Ainda no mesmo percorrer dos sinais, caso o elemento não seja um sinal, mas seja um início de parênteses ‘(‘, então quer dizer que o elemento anterior é uma função, e verifica se foi usada corretamente com seus parâmetros. Para reconhecer se os parâmetros estão corretos, são usadas duas lista, a primeira pega os valores dentro dos parênteses; adicionando o tipo do elemento ou da variável :

if v == '(':

x = e[n-1]

v1 = []

n += 1

while e[n] != ')':

if (e[n] in declaracoes.keys()):

v1.append(declaracoes[e[n]][0])

elif(e[n] != ','):

v1.append(convertendo\_(e[n]))

n += 1

Para a segunda lista, é adicionado o tipo da variável onde a posição inicial é igual a posição da função, não está sendo a própria função, assim identificado como seu parâmetro:

v2 = []

for d in declaracoes:

z = declaracoes[d][1]

if d != x:

if z == declaracoes[x][1]:

v2.append(declaracoes[x][0])

Agora a duas lista são comparadas e a função foi usada corretamente quando são iguais, já que elas têm o mesmo número de parâmetros e tipo de cada:

if v1 == v2:

print("variaveis em ", x, " estao corretas",v1,v2)

else:

print("variaveis em ", x, " incorretas",v1, v2)

n += 1

**Código Intermediário**

O código intermediário começa separando cada sentença encontrada, separando as partes de atribuição e de operação, visando aplicar a gramática de atribuições e de expressões e cada uma cada. Quando há uma sentença com atribuição e expressão, na atribuição o último símbolo antes de um operador é substituído por um ‘<’(considerando que deve ser um símbolo não aceito em variáveis para não haver ambiguidade no uso), e a expressão é analisada, dessa forma, a expressão anterior a uma atribuição com ‘<’ na lista, indica que esta expressão é atribuída a próxima a atribuição. Depois das sentenças serem separadas, elas são analisadas e cria se outra lista onde as variáveis são substituídas, para serem aceitas quando forem analisadas por cada gramática, e assim cada sentença vai para sua respectiva gramática.

for a in V:

if a[0] == 'i':

if (asp.automatoM(a, asp.gramatica\_A)):

a = []

a = asp.arv

a = arsp.arvore\_sintatica(a)

a = arsp.ar\_simp(a)

A.append(a)

else:

ms.showerror('ERRO!', 'sentenca invalida na gramatica de atribuicoes')

return False

elif (a[0] == 'v') or (a[0] == '('):

if(apf.automatoM(a, apf.gramatica\_G)):

a = []

a = apf.arv

a = arpf.arvore\_sintatica(a)

a = arpf.simplifica(a)

A.append(a)

else:

ms.showerror('ERRO!', 'sentenca invalida na gramatica de expressoes')

return False

Após ocorrer tudo certo na análise das sentenças, seus valores originais são colocados novamente, levando em consideração as propriedades da árvore, e retirando parênteses, caso haja, já que na árvore simplificada,eles não são mais utilizados.

A optimização usada, é que diminui os trechos do código retirado e substitui partes iguais. Para isso, leva se em consideração que cada optimização não deve comprometer o código no geral, então as retiradas de trechos repetidos só é feita dentro de uma mesma árvore. Nesta etapa cada árvore é percorrida criando uma variáveis temporárias que recebem cada nodo desta; e assim verifica se cada uma destas temporárias; as que atribuem a mesma expressão são retiradas, e substituídas por uma só da mesma.

def is\_equal(cod\_in):

for c in cod\_in:

#print (c)

igual = c

for cod in cod\_in:

if cod != igual:

if cod[1] == igual[1]:

for con in cod\_in:

if con[1][0] == cod[0]:

con[1][0] = igual[0]

elif con[1][2] == cod[0]:

con[1][2] = igual[0]

cod\_in.pop(cod\_in.index(cod))

Após isso, a lista é tratada para então ser inserida no arquivo do código intermediário.

**Código em Linguagem Simbólica**

Para o código simbólica, usa se a linguagem assembly x86, uma máquina de dois endereços; será explicado o seu uso para operações aritméticas; têm se os registradores especiais para essas operações:

AX , BX, CX e DX; cada um pode ter uma específica funcionalidade para se auxiliarem, e será apresentada no seu uso; cada um possui 16 bits de dados, e podem se dividir em duas partes (AX por exemplo por se dividir em AL e AH, 8 bits cada), mas nesta utilização, nos restritaremos ao uso geral.

AX, pode ser usado como porta de entrada é saída, para para operações aritméticas, e este será o seu uso.

BX, pode ser usado como registrador auxiliar para operações aritméticas em AX, como multiplicação e divisão, e assim será utilizado. (EX.: a operação’ mul BX ‘, irá dividir o valor em AX pelo dividendo em BX.

CX, a sua principal função é como contador em laços de repetição e operações de deslocamento, não terá uso em particular para estas operações básicas.

DX, também pode ser usado em operações aritméticas, guardando por exemplo (e será sua utilização neste), o resto de uma operação de divisão, enquanto o valor dividido estará em AX.

Além destes registradores gerais, utilizamos as declarações de variáveis da linguagem x86, que funciona da seguinte forma:

{nome da variável} {tamanho da word} {valor}

para seu uso geral utilizaremos o tamanho da word com DW (double word, our seja com 16 bits), e assim fica, no exemplo com nome da variável ‘V’ com valor ‘0’: V DW 0

Além das operações básicas: ADD,SUB, MUL e DIV, para utilizamos a instrução MOV para auxiliar o uso das variáveis com os registradores gerais, de forma que os registradores primeiro são carregados com os valores das variáveis; os registradores executam a operação, e carregam o resultado nas respectivas variáveis. As instruções funcionam da seguinte forma:

ADD e SUB, {instrução} {registrador}, {registrador/ variável/valor}

MUL e DIV, {instrução} {registrador}

MOV, {instrução} {registrador/variável}, {registrador/valor}

Vale ressaltar que para atribuições de outra variável, é preciso, primeiro, que a segunda variável seja carregada para um registrador, e depois carregar esta a primeira variável.

A estrutura do arquivo com a linguagem simbólica, é feita de forma para, se esta for compilada, então, funcionar minimamente. Começando em ‘org 100h’, um padrão para o funcionamento em geral, e terminar em ‘ret’, que delimitada o fim do código.

Primeiro é identificado as variáveis usadas no código intermediário para serem declaradas na código simbólico.

variaveis = []

for line in codigo:

n = 0

while n < len(line):

if line[n] not in variaveis:

variaveis.append(line[n])

n += 1

Depois cria-se a parte no código simbólico onde as operações são realizadas, para cada linha do código simbólico; levando em consideração, o uso das instruções já explicadas.

def operation(line):

tamanho = len(line)

m = ""

if tamanho == 3:

if line[2] in variaveis:

m = '\nmov ax,' + line[2] + '\n'

m += 'mov ' + line[0] + ', ax\n'

else:

m = '\nmov ' + line[0] + ', '+ line[2] + '\n'

else:

if line[3] in mul.keys():

m = '\nmov ax, ' + line[2] + '\n'

m += 'mov bx, ' + line[4] + '\n'

m += operadores[line[3]] + ' bx\n'

m += 'mov ' + line[0] + ', '+ mul[line[3]] + '\n'

else:

m = '\nmov ax, ' + line[2] + '\n'

m += operadores[line[3]] + ' ax, ' + line[4] + '\n'

m += 'mov ' + line[0] + ', ax\n'

return m

E assim as declarações e operações são inseridas no código símbolo de forma a funcionar minimamente.

saida = open('codigo\_simbolico.txt', 'w')

saida.write('org 100h\n\n')

saida.write('; variaveis\n\n')

for var in variaveis:

saida.write(var + ' DW ' + '0\n')

saida.write('\n; expressoes\n')

for line in codigo:

saida.write(operation(line))

saida.write('\nret')

saida.close()

**Mensagens de erro na interface gráfica**

Para emitir as mensagens de erro foi utilizado o import tkinter.messagebox as ms,que mensagens no sistema; e usando especificamente, o método ms.showerror(title, message), para emitir mensagens de erro.

Como demonstração de uso, será usado a mensagem de erro, de quando tenta se salvar um arquivo com nada escrito dentro:

data = texto.get('1.0', 'end-1c')

if len(data) == 0:

ms.showerror('ERRO!', 'Arquivo Vazio')

A seguinte aba será aberta caso o este erro seja detectado:

![](data:image/png;base64,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)

E assim é feito para cada funcionalidade do código fonte (retornando False em seguida).

Na análise léxica:

Erro na transição de estado:

ms.showerror('ERRO!', 'variavel nao declarada corretamente\n' + L)

Erro de caractere não aceito pela linguagem:

ms.showerror('ERRO!', 'simbolo nao aceito\n'+ i + ' em ' + L)

Erro quando de não chega ao estado final apos toda a sentenca ser percorrida:

ms.showerror('ERRO!', 'variavel nao reconhecida: ' + L)

Na análise sintática:

Erro em cada gramática:

ms.showerror('ERRO!', 'sentenca invalida na gramatica de atribuicoes')

ms.showerror('ERRO!', 'sentenca invalida na gramatica de expressoes')

Na análise semântica:

Para cada tipo de erro em declaração de variável:

ms.showerror('ERRO!',"variavel "+ str(d) + " nao foi declarada previamente no escopo")

ms.showerror('ERRO!',"variavel " + str(d) + " nao foi declarada previamente")

ms.showerror('ERRO!',"variavel " + str(d) + " nao foi declarada")

Erro de tipo das variáveis no uso em operações:

ms.showerror('ERRO!',"operacao invalida para '%' " + str(x) + "e" + str(y))

ms.showerror('ERRO!',"atribuicao invalida, " + str(x) + "e" + str(y))

Erro de quando os parâmetros na função estão incorretos, em tipo e/ou em número.

ms.showerror('ERRO!', "variaveis em "+ x + " incorretas" + str(v1) + str(v2))

**Considerações finais**

Este Trabalho está sendo foi boa experiência e vou continuar desenvolvê-lo mesmo após apresentá-lo na disciplina. Mesmo trabalhando em desenvolvê-lo por muitos dias, percebi que não foi tempo suficiente, pois mesmo tendo tempo, em cada parte feita é necessário um intervalo, para então prosseguir para a próxima etapa, este é um trabalho que merece um foco maior em detrimento com outras disciplinas. A maior parte dos problemas em fazer, é em tratar cada caso de entrada do código; é a parte que mais levou tempo para mim, e depois decidi me focar em fazer as demais partes para fazê-lo funcionar minimamente; mas por isso mesmo eu estou motivado a depois continuar desenvolvendo para que funcione para todo caso de entrada aceito possível.
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