# 1. 通信的需求和Socket

在开发中，有时需要使用别的网站或系统提供的数据和服务，例如在本系统中展示天气信息、车票信息等，这些信息无法由开发者本身提供，只能通过和别的网站进行“通信”，才能获取数据。

如何实现通信呢？由于WEB项目可能是由不同的技术开发的（如Java、ASP.NET和PHP等），为了实现跨平台，通用的做法是使用Socket进行通信。网络通信都是基于Socket的，包括HTTP协议也是基于Socket，要实现可靠的通信，我们需要选择TCP协议。

在Java SE中已经讲过如何实现Socket通信，在真实开发Socket中需要使用IO、多线程等技术，开发起来比较麻烦，而且要自定义数据格式和解析数据。但Socket是最基础的，适合发送大量的数据，效率高。

下面介绍的是使用Web Service进行通信，相较于直接使用Socket简单。但现在更流行使用RestFul作为底层服务的架构，更加简单轻量，读者可自学。

# 2. Web Service

Web Service，网络服务，是跨平台的远程调用技术，可以采用Http、SOAP等协议进行数据的传输。下面先学习用Jax-ws来开发WEB Service，以及介绍Web Service相关知识。

## 2.1 使用jax-ws创建和使用Web Service

JAX-WS的全称为Java API for XML-Based Web Services，JDK提供了JAX-WS相关的API。。下面通过示例讲解用JAX-WS开发Web Service。

**Step1：开发服务端（WebService发布端）**

这里讲的服务端就是在服务器上提供Web Service服务的，即Web Service的发布端。只有发布Web Service后，其他系统或网站才能调用该Web Service服务。服务端是信息所有者开发的。这里创建普通的Java项目即可。

（1）编写服务端点接口SEI（Service Endpoint Interface），SEI在WebService中又叫portType。比如这里提供获取天气信息的服务，那么我们编写一个“WeatherInterface”接口，接口中提供了一个获取某城市天气的方法“getWeather”。具体如下：

|  |
| --- |
| **package** com.ws.server;  **public interface** WeatherInterface {  *// 根据城市名获得天气情况字符串* String getWeather(String name); } |

（2）编写接口实现类。

|  |
| --- |
| **package** com.ws.server;  **import** javax.jws.WebService; *// 实现类需要使用@WebService注解来表示这是一个Web Service服务* @WebService **public class** WeatherInterfaceImpl **implements** WeatherInterface {  @Override  **public** String getWeather(String name) {  *// 模拟返回天气数据* **return "晴天"**;  } } |

（3）编写主类来运行程序，以便发布Web Service。

|  |
| --- |
| **package** com.ws.server;  **import** javax.xml.ws.Endpoint;  **public class** Server {  **public static void** main(String[] args) {  *// 调用EndPoint的publish方法发布Web Service  // 参数1是发布的地址(端口是12345。地址一定要和本机匹配)，参数2是服务实现类。* Endpoint.*publish*(**"http://192.168.1.88:12345/weather"**, **new** WeatherInterfaceImpl());  } } |

至此，服务端开发完毕。运行Server主类，程序会一直运行服务。接下来就能查看发布的服务，并建立另一个新项目来调用本项目提供的服务。

**Step2：查看wsdl**

通过wsdl查看Web Service是否发布成功：在浏览器中访问 [http://192.168.1.88:12345/weather?wsdl](http://192.168.1.12:12345/weather?wsdl)，如果能看到xml文档，则说明发布成功。

wsdl是描述Web Service的说明文件，其中描述了如何调用该服务。wsdl是Web Service Description Language（网络服务描述语言）的简写。

如何阅读wsdl说明书：

从下往上读，先找到服务视图service，通过binding找到portType，通过protType就找到了要调用的webservice方法。

<service> 整个webservice的服务视图，它包括了所有的服务端点

<binding> 为每个端口定义消息格式和协议细节

<portType> 描述 web service可被执行的操作，以及相关的消息

<message> 定义操作（方法）的数据参数

<types> 定义 web service 使用的全部数据类型

**Step3：用wsimport工具生成客户端代码**

wsimport是jdk自带的webservice客户端工具，它可以根据wsdl文档生成客户端调用WebService的代码（无论服务端WebService是用什么语言编写的，只要能访问wsdl即可）。

wsimport命令使用方法：wsimport -encoding <编码> -Xnocompile -s <目录> wsdl的url

示例：wsimport -encoding UTF8 -Xnocompile -s . http://192.168.1.88:12345/weather?wsdl

说明：-encoding是指定输出文件的编码，-Xnocompile表示不编译生成的Java源文件，-s是指生成Java源文件，.(点)指将代码放到当前目录下，最后是wsdl说明书的URL地址。当然，还可以使用-p指定生成的包名，如果不指定，默认就用wsdl中网址的倒序作为报名。

通过上述方法可生成Java源码文件，我们需要将这些文件拷贝到项目中使用。

**Step4：编写调用方代码**

首先确保将上述生成的代码拷贝到项目中。然后编写如下代码：

|  |
| --- |
| **package** com.ws.client;  **import** com.ws.server.WeatherInterfaceImpl; **import** com.ws.server.WeatherInterfaceImplService;  **public class** WeatherClient {  **public static void** main(String[] args) {  *// 创建服务视图。使用说明书中service节点name属性对应类创建对象* WeatherInterfaceImplService service = **new** WeatherInterfaceImplService();  *// 通过服务视图得到服务端点。使用说明书中对应的port/portType标签的name属性对应类接收对象* WeatherInterfaceImpl weatherInterface = service.getPort(WeatherInterfaceImpl.**class**);  *// 调用webservice服务的方法，获得数据* String result = weatherInterface.getWeather(**"华冲"**);  System.***out***.println(**"天气信息："** + result);  } } |

运行后，得到的结果是“晴天”，这是从“服务端”得到的结果。这样我们第一个例子就完成了。可以看到上述的代码与wsdl说明书是关联的（从下往上看）。

## 2.2 Web Service工作原理

![](data:image/png;base64,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)

Web Service的三要素：

（1）SOAP

Web Service采用基于HTTP的SOAP协议传输数据。SOAP，即简单对象访问协议(Simple Object Access Protocal)，SOAP协议传递的内容是XML数据，所以可简单理解为SOAP=HTTP+XML。

注意的是，SOAP不是Web Service的专有协议，比如，SMTP也使用SOAP协议。

（2）WSDL

WSDL ，网络描述语言，是基于 XML 的用于描述Web Service的文档，即wsdl是Web Service的使用说明书。阅读它时从下往上：service、binding、portType。

（3）UDDI

UDDI 是一种目录服务，它提供Web Service的注册和搜索服务。企业可将自己提供的Web Service注册在UDDI上以便使用者搜索和使用，从而达到资源共享。但UDDI并不是Web Service所必需的，在实际中，UDDI使用得并不广泛。

## 2.3 手机归属地案例（使用第三方Web Service）

我们这里使用第三方Web Service。网站“<http://www.webxml.com.cn/zh_cn/index.aspx>”提供了Web Service服务，未付费的开发者每天可进行限量的Web Service服务请求。该网站提供了查询手机归属地的Web Service服务，其WSDL地址是：

<http://ws.webxml.com.cn/WebServices/MobileCodeWS.asmx?wsdl>

可以参见：<http://ws.webxml.com.cn/WebServices/MobileCodeWS.asmx>查看用法。

首先使用wsimport生成Java代码：

wsimport -encoding UTF8 -Xnocompile –s . <http://ws.webxml.com.cn/WebServices/MobileCodeWS.asmx?wsdl>

将代码拷贝到一个新项目中以便使用。下面采用另一种Web Service调用方式，通过传递URL和namespace来调用Web Service，防止日后Web Service网址发生更改：

|  |
| --- |
| **package** com.ws.client; **import** cn.com.webxml.MobileCodeWSSoap; **import** javax.xml.namespace.QName; **import** javax.xml.ws.Service; **import** java.net.MalformedURLException; **import** java.net.URL;  **public class** WeatherClient {  **public static void** main(String[] args) **throws** MalformedURLException {  *// 1. 根据说明书的url创建URL对象。* URL url = **new** URL(**"http://ws.webxml.com.cn/WebServices/MobileCodeWS.asmx?wsdl"**);  *// 2. 根据命名空间地址（targetNamespace或namespace）和说明书中服务视图service名称创建QName对象。* QName qName = **new** QName(**"http://WebXml.com.cn/"**, **"MobileCodeWS"**);  *// 3. 根据url和qName创建Service对象* Service service = Service.*create*(url, qName);  *// 4. 下面就一样了，调用getPort方法，拿到MobileCodeWSSoap对象。虽然说明书中定义了很多port，但是这里只使用MobileCodeWSSoap。* MobileCodeWSSoap mobileCodeWSSoap = service.getPort(MobileCodeWSSoap.**class**);  *// 5. 调用getMobileCodeInfo方法拿到结果。  // 方法传递两个参数，第一个参数是手机号，第二个参数是userID，是给付费者使用的，我们写空字符串即可。* String res = mobileCodeWSSoap.getMobileCodeInfo(**"18051372090"**, **""**);  System.***out***.println(res); *// 输出结果为“18051372090：江苏 徐州 江苏电信CDMA卡”* } } |

## 2.4 Soap1.1和Soap1.2协议

Soap协议使用较多的是Soap1.1和Soap1.2两个版本。以上使用的均是SOAP1.1。

为了了解这两个版本的协议区别，我们使用Eclipse中提供的“TCP/IP Monitor”工具监视数据传输时，SOAP协议中的内容。

在Eclipse中点击Window – Show View，选择TCP/IP Monitor，出现选项卡，在框中右键点击Properties，点击“Add”按钮添加一个“Monitor”，设置如下：

![2-1.设置Monitor](data:image/png;base64,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)

最后点击“Start”和“OK”按钮即可。

“TCP/IP Monitor”是如何监视端口数据的呢？实际上，TCP/IP Monitor充当了代理的角色。设置参数时，我们设置监视的端口是“12345”，正是Web Service的端口，而我们设置的“Local monitor port”是“54321”。如果想监视到“12345”端口的数据，那么访问者实际上应该访问端口“54321”，“TCP/IP Monitor”会拿到访问者的请求数据，然后它再充当“访问者”，拿着这个数据去访问端口“12345”。这样，这个监视工具就能成功拿到请求信息和相应信息，从而能帮助我们查看SOAP协议内容。当然也可利用该手段监视其他数据。

现在，我们启动服务端，并且调用方需要指定“54321”作为访问端口，因此需要用URL编码，则调整调用方Java代码为：

|  |
| --- |
| **public class** WeatherClient {  **public static void** main(String[] args) **throws** MalformedURLException {  URL url = **new** URL(**"http://192.168.1.88:54321/weather?wsdl"**);  QName qName = **new** QName(**"http://server.ws.com/"**, **"WeatherInterfaceImplService"**);  Service service = Service.*create*(url, qName);  WeatherInterfaceImpl weatherInterface = service.getPort(WeatherInterfaceImpl.**class**);  String res = weatherInterface.getWeather(**"city"**);  System.***out***.println(res);  } } |

我们运行上述程序，“TCP/IP Monitor”就能监控到收发的数据。

我们使用UTF-8编码查看数据，其中请求的内容为：

|  |
| --- |
| GET /weather?wsdl HTTP/1.1  User-Agent: Java/1.8.0\_131  Host: 192.168.1.88:54321  Accept: text/html, image/gif, image/jpeg, \*; q=.2, \*/\*; q=.2  Connection: keep-alive  POST /weather HTTP/1.1  Accept: text/xml, multipart/related  Content-Type: text/xml; charset=utf-8  SOAPAction: "http://server.ws.com/WeatherInterfaceImpl/getWeatherRequest"  User-Agent: JAX-WS RI 2.2.9-b130926.1035 svn-revision#5f6196f2b90e9460065a4c2f4e30e065b245e51e  Host: 192.168.1.88:54321  Connection: keep-alive  Content-Length: 200  <?xml version="1.0" ?><S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/"><S:Body><ns2:getWeather xmlns:ns2="http://server.ws.com/"><arg0>city</arg0></ns2:getWeather></S:Body></S:Envelope> |

可以看出在上面的XML内容中，包含了“city”参数。

其中服务端响应的内容为：

|  |
| --- |
| HTTP/1.1 200 OK  Date: Tue, 27 Jun 2017 09:01:24 GMT  Transfer-encoding: chunked  Content-type: text/xml;charset=utf-8  89a  <?xml version="1.0" encoding="UTF-8"?><!-- Published by JAX-WS RI (http://jax-ws.java.net). RI's version is JAX-WS RI 2.2.9-b130926.1035 svn-revision#5f6196f2b90e9460065a4c2f4e30e065b245e51e. --><!-- Generated by JAX-WS RI (http://jax-ws.java.net). RI's version is JAX-WS RI 2.2.9-b130926.1035 svn-revision#5f6196f2b90e9460065a4c2f4e30e065b245e51e. --><definitions xmlns:wsu="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wssecurity-utility-1.0.xsd" xmlns:wsp="http://www.w3.org/ns/ws-policy" xmlns:wsp1\_2="http://schemas.xmlsoap.org/ws/2004/09/policy" xmlns:wsam="http://www.w3.org/2007/05/addressing/metadata" xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/" xmlns:tns="http://server.ws.com/" xmlns:xsd="http://www.w3.org/2001/XMLSchema" xmlns="http://schemas.xmlsoap.org/wsdl/" targetNamespace="http://server.ws.com/" name="WeatherInterfaceImplService">  <!-- 这其中就是wsdl说明书的内容，这里省略 -->  </definitions>  0  HTTP/1.1 200 OK  Date: Tue, 27 Jun 2017 09:01:25 GMT  Transfer-encoding: chunked  Content-type: text/xml; charset=utf-8  de  <?xml version="1.0" ?><S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/"><S:Body><ns2:getWeatherResponse xmlns:ns2="http://server.ws.com/"><return>晴天</return></ns2:getWeatherResponse></S:Body></S:Envelope>  0 |

可以看出返回的数据中包含了“晴天”字符串。由此我们可知，SOAP协议体包含下列元素：

（1）必需有Envelope元素，此元素是根标签。

（2）可选的Header元素，包含头部信息。

（3）必需有Body 元素，包含所有的调用和响应信息。

（4）可选的Fault元素，提供错误信息。

知道了以上的SOAP协议内容，我们也可直接编程使用HTTP请求数据，以此拿到Web Service响应信息，例如：

|  |
| --- |
| **package** com.ws.client;  **import** java.io.ByteArrayOutputStream; **import** java.io.InputStream; **import** java.io.OutputStream; **import** java.net.HttpURLConnection; **import** java.net.URL;  **public class** WeatherClient {  **public static void** main(String[] args) **throws** Exception {  *// web service地址* String ws\_url = **"http://192.168.1.88:12345/weather"**;  URL url = **new** URL(ws\_url);  *// 创建http连接对象* HttpURLConnection httpConnection = (HttpURLConnection) url.openConnection();  *// 设置请求方式为POST* httpConnection.setRequestMethod(**"POST"**);  *// 设置Content-Type* httpConnection.setRequestProperty(**"Content-Type"**, **"text/xml; charset=utf-8"**);  *// 设置http可输入和输出* httpConnection.setDoOutput(**true**);  httpConnection.setDoInput(**true**);  *// 通过输出流发送数据* OutputStream outputStream = httpConnection.getOutputStream();  *// 将生成的xml发送* outputStream.write(*createSoapXml*(**"city"**).getBytes());  outputStream.close();  *// 获得输入流接收响应的数据* InputStream inputStream = httpConnection.getInputStream();  *// 输出流中的数据* **byte**[] buffer = **new byte**[1024];  **int** length = 0;  ByteArrayOutputStream byteArrayOutputStream = **new** ByteArrayOutputStream();  **while**( (length = inputStream.read(buffer)) != -1 ) {  *// 将buffer的数据写入到数组输出流中* byteArrayOutputStream.write(buffer, 0, length);  }  *// 以字符串输出流中数据* System.***out***.println(byteArrayOutputStream.toString());  byteArrayOutputStream.close();  inputStream.close();  }  *// 生成soap协议xml的内容* **public static** String createSoapXml(String cityName) {  **return "<?xml version=\"1.0\" ?><S:Envelope xmlns:S=\"http://schemas.xmlsoap.org/soap/envelope/\"><S:Body><ns2:getWeather xmlns:ns2=\"http://server.ws.com/\"><arg0>"** + cityName + **"</arg0></ns2:getWeather></S:Body></S:Envelope>"**;  } } |

程序运行的结果是：

|  |
| --- |
| <?xml version="1.0" ?><S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/"><S:Body><ns2:getWeatherResponse xmlns:ns2="http://server.ws.com/"><return>晴天</return></ns2:getWeatherResponse></S:Body></S:Envelope> |

以上示例只供额外参考和学习使用HTTP，感兴趣的可继续研究OKHttp等内容。

下面来比较SOAP1.2与SOAP1.1协议的不同。

若要使用SOAP1.2协议，服务端和调用端代码都需要做些调整。下面按照步骤解释基于SOAP1.2协议的Web Service开发使用。

**Step1：调整服务端代码**

只需要在Web Service的接口实现类上加上BindingType注解即可，如：

|  |
| --- |
| **package** com.ws.server;  **import** javax.jws.WebService; **import** javax.xml.ws.BindingType; **import** javax.xml.ws.soap.SOAPBinding;  @WebService @BindingType(SOAPBinding.***SOAP12HTTP\_BINDING***) **public class** WeatherInterfaceImpl **implements** WeatherInterface {  @Override  **public** String getWeather(String name) {  **return "晴天"**;  } } |

调整后，启动服务，查看wsdl，会发现其中有soap12标签，说明发布成功。

**Step2：用wsimport工具生成Java调用代码**

对于SOAP1.2协议，使用该命令时需要加上-extension选项，即命令为：

wsimport -encoding UTF8 -Xnocompile -extension -s . http://192.168.1.88:12345/weather?wsdl

若不加-extension选项，则会生成出错。

**Step3：使用上述生成的代码调用Web Service**

本步骤无需做任何改动，调用服务的代码和之前代码一致（不要用上面的HTTP请求代码，那是针对SOAP1.1协议的）。

接下来，大家可自行使用“TCP/IP Monitor”工具查看SOAP1.2的协议内容。这里我们直接介绍他们的异同。

（1）SOAP1.1和1.2都使用POST请求，主体XML都包括Envelope和Body标签。

（2）SOAP1.1的Content-Type是“text/xml”，而SOAP1.2的Content-Type是“application/soap+xml”。

（3）SOAP1.1的Envelope命名空间使用“http://schemas.xmlsoap.org/soap/envelope/”，而SOAP1.2的Envelope命名空间使用“http://www.w3.org/2003/05/soap-envelope”。

## 2.5 自定义Web Service描述信息

可以使用注解自定义Web Service的描述信息，自定义的描述信息会具体表现在wsdl说明书中。常用如下注解：

（1）@WebService：描述服务，写在WS服务实现类上。属性有：

targetNamespace：指定命名空间；

name：portType的名称；

portName：port的名称；

serviceName：服务名称；

（2）@WebMethod：描述方法，写在公开方法上。

operationName：方法名

exclude：设置为true表示此方法不是web service方法，反之则表示是webservice方法，会生成到wsdl中。

（3）@WebResult：定义返回值，写在方法返回值前边。

name：返回结果值的名称

（4）@WebParam：定义参数，写在方法参数前边。

name：指定参数的名称。

例子（这里只展示接口实现类）：

|  |
| --- |
| @WebService(  targetNamespace = **"http://www.zhang.com"**,  serviceName = **"weatherService"**,  portName = **"weatherServicePort"**,  name = **"weatherServiceInterface"** ) @BindingType(SOAPBinding.***SOAP12HTTP\_BINDING***) **public class** WeatherInterfaceImpl **implements** WeatherInterface {  @WebMethod(operationName = **"queryWeather"**)  **public** @WebResult(name = **"weatherResult"**) String queryWeather(@WebParam(name = **"cityName"**) String cityName) {  **return "阴天"**;  } } |

这时，再访问<http://192.168.1.12:8888/weather?wsdl>就会有所不同。

另外，用WebService传递复杂数据类型也是可以的，比如传递Java的集合类型。不同的是，在客户端使用时，接收的Date对象的类型会变成XML中的Date类型，我们需要进行转换：

java.util.Date date = xmlDate.getDate().toGregorianCalendar().getTime();

## 2.6 使用Web容器发布Web Service

实际开发中，也常将Web Service放在WEB容器中发布。步骤如下：

（1）创建Web工程（推荐使用Maven）。

（2）需要引入jaxws-rt扩展包：

|  |
| --- |
| <**dependency**>  <**groupId**>com.sun.xml.ws</**groupId**>  <**artifactId**>jaxws-rt</**artifactId**>  <**version**>2.2.10</**version**> </**dependency**> |

（3）和之前一样，编写好Web Service接口和实现类，但不要写主类发布，因为这是在WEB中。SOAP1.1和1.2协议都可使用，只要使用正确的注解即可。

（4）用JDK提供的wsgen工具，预先根据Web Service实现类的字节码文件来生成wsdl文件和xsd文件。我们可在Maven项目根目录下进行如下操作：

先确保类已编译，执行命令：mvn clean compile；

再在webapp\WEB-INF目录下新建wsdl文件夹，以便存放下面生成的wsdl和xsd文件，否则下述命令执行出错；

最后执行生成命令：wsgen -wsdl:Xsoap1.2 -extension -cp target\classes com.ws.server.WeatherInterfaceImpl -r src\main\webapp\WEB-INF\wsdl

命令说明：-wsdl:[SOAP版本]指定生成的SOAP协议版本，如果是SOAP1.1，则使用“-wsdl:soap1.1”，如果是SOAP1.2，则使用“-wsdl:Xsoap1.2”，并且后面需要带上-extension参数。-cp指定查找输入类文件的位置，-r表示生成文件存放的目录。

生成的两个文件，一个是wsdl说明书，一个是类型说明文件xsd。

（5）在WEB-INF下创建sun-jaxws.xml文件，内容根据Soap版本不同而不同。

如果是Soap1.1：

|  |
| --- |
| *<?***xml version="1.0" encoding="UTF-8"***?>* <**endpoints xmlns='http://java.sun.com/xml/ns/jax-ws/ri/runtime' version='2.0'**>  <**endpoint name='WeatherInterfaceImplService'  implementation='com.ws.server.WeatherInterfaceImpl'  wsdl='WEB-INF/wsdl/WeatherInterfaceImplService.wsdl'  url-pattern='/webservice/weather'** /> </**endpoints**> |

如果是Soap1.2：

|  |
| --- |
| *<?***xml version="1.0" encoding="UTF-8"***?>* <**endpoints xmlns='http://java.sun.com/xml/ns/jax-ws/ri/runtime' version='2.0'**>  <**endpoint name='WeatherInterfaceImplService'  implementation='com.ws.server.WeatherInterfaceImpl'  wsdl='WEB-INF/wsdl/WeatherInterfaceImplService.wsdl'  binding="http://www.w3.org/2003/05/soap/bindings/HTTP/"  url-pattern='/webservice/weather'**/> </**endpoints**> |

其中，name是服务名称，implementation是实现类，wsdl指明wsdl文件地址，url-pattern指明Web Service服务地址。

（6）在web.xml中添加监听及servlet：

|  |
| --- |
| **<!DOCTYPE web-app PUBLIC  "-//Sun Microsystems, Inc.//DTD Web Application 2.3//EN"  "http://java.sun.com/dtd/web-app\_2\_3.dtd" *>*** <**web-app**>  *<!-- Web Service监听器 -->* <**listener**>  <**listener-class**>com.sun.xml.ws.transport.http.servlet.WSServletContextListener</**listener-class**>  </**listener**>  *<!-- Web Service的Servlet -->* <**servlet**>  <**servlet-name**>webservice</**servlet-name**>  <**servlet-class**>com.sun.xml.ws.transport.http.servlet.WSServlet</**servlet-class**>  <**load-on-startup**>1</**load-on-startup**>  </**servlet**>  <**servlet-mapping**>  <**servlet-name**>webservice</**servlet-name**>  <**url-pattern**>/webservice/\*</**url-pattern**>  </**servlet-mapping**> </**web-app**> |

这里的url-pattern必须能和sun-jaxws.xml中的url-pattern匹配上。通常将url-pattern定义为/ws/\*，而 sun-jaxws.xml的url-pattern也配置为/ws/XXX。当访问/ws/XXX时，就能访问Web Service相关页面，并且调用者也使用这个地址访问Web Service服务。

这时启动Tomcat，访问“http://localhost:8080/mbdemo/webservice/weather”就能访问到weather相关Web Service页面。则调用者的Java代码为：

|  |
| --- |
| **public class** WeatherClient {  **public static void** main(String[] args) **throws** Exception {  URL url = **new** URL(**"http://localhost:8080/mbdemo/webservice/weather"**);  QName qName = **new** QName(**"http://server.ws.com/"**, **"WeatherInterfaceImplService"**);  Service service = Service.*create*(url, qName);  WeatherInterfaceImpl im = service.getPort(WeatherInterfaceImpl.**class**);  String res = im.getWeather(**"ci"**);  System.***out***.println(res);  } } |

注意点：只有发布在WEB上时，我们才能用“localhost”访问，这是没问题的，但是不是WEB发布时，只能用发布Web Service时规定的地址。

## 2.7 jaxws自定义POJO发布WebService和调用

在前面的案例中，我们使用的数据类型只是简单的字符串，这里讲如何将自定义的POJO信息发布到WebService中。

目标：该WebService能实现查询三天的天气，每天的天气信息包括日期、天气概况、温度等。

基本步骤：

第一步：自定义POJO。

第二步：开发SEI接口及实现类。

第三步：发布服务。

实现：

（1）新建WeatherModel类，描述天气信息：

|  |
| --- |
| **package** com.wsd.domain;  **import** java.io.Serializable; **import** java.util.Date;  **public class** WeatherModel **implements** Serializable {  *// 天气概况* **private** String **desc**;  *// 日期* **private** Date **date**;  *// 最高温度* **private int maxTemp**;  *// 最低温度* **private int lowTemp**;   *// getter和setter方法......* } |

（2）编写SEI接口：

|  |
| --- |
| **package** com.wsd.service;  **import** com.wsd.domain.WeatherModel;  **import** java.util.List;  **public interface** WeatherInterface {  List<WeatherModel> query3DayWeather(); } |

实现：

|  |
| --- |
| **package** com.wsd.service;  **import** com.wsd.domain.WeatherModel;  **import** javax.jws.WebService; **import** java.util.ArrayList; **import** java.util.Calendar; **import** java.util.List;  @WebService **public class** WeatherInterfaceImpl **implements** WeatherInterface {  **public** List<WeatherModel> query3DayWeather() {  *// 构造三天天气（静态模拟）* Calendar calendar = Calendar.*getInstance*();  **int** day = calendar.get(Calendar.***DATE***);  *// 第一天* WeatherModel w1 = **new** WeatherModel();  w1.setDesc(**"晴"**);  w1.setDate(calendar.getTime());  w1.setMaxTemp(10);  w1.setLowTemp(2);  *// 第二天* calendar.set(Calendar.***DATE***, day + 1);  WeatherModel w2 = **new** WeatherModel();  w2.setDesc(**"多云"**);  w2.setDate(calendar.getTime());  w2.setMaxTemp(12);  w2.setLowTemp(4);  *// 第三天* calendar.set(Calendar.***DATE***, day + 2);  WeatherModel w3 = **new** WeatherModel();  w3.setDesc(**"小雨转阴"**);  w3.setDate(calendar.getTime());  w3.setMaxTemp(6);  w3.setLowTemp(0);  *// 添加到集合并返回* List<WeatherModel> list = **new** ArrayList<>();  list.add(w1);  list.add(w2);  list.add(w3);  **return** list;  } } |

（3）发布服务

|  |
| --- |
| **package** com.wsd.service;  **import** javax.xml.ws.Endpoint;  **public class** WeatherServer {  **public static void** main(String[] args) {  Endpoint.*publish*(**"http://127.0.0.1:12345/weather"**, **new** WeatherInterfaceImpl());  } } |

这样就发布好了WebService服务，访问http://127.0.0.1:12345/weather?wsdl就能查看WebService使用说明书。在说明书中xsd:schema节点有个地址：http://127.0.0.1:12345/weather?xsd=1，该地址就指明了数据类型定义，内容是：

|  |
| --- |
| *<?***xml version="1.0" encoding="UTF-8"***?><!-- Published by JAX-WS RI (http://jax-ws.java.net). RI's version is JAX-WS RI 2.2.9-b130926.1035 svn-revision#5f6196f2b90e9460065a4c2f4e30e065b245e51e. -->*<**xs:schema xmlns:tns="http://service.wsd.com/" xmlns:xs="http://www.w3.org/2001/XMLSchema" version="1.0" targetNamespace="http://service.wsd.com/"**>  <**xs:element name="query3DayWeather" type="tns:query3DayWeather"**></**xs:element**>  <**xs:element name="query3DayWeatherResponse" type="tns:query3DayWeatherResponse"**></**xs:element**>  <**xs:complexType name="query3DayWeather"**>  <**xs:sequence**></**xs:sequence**>  </**xs:complexType**>  <**xs:complexType name="query3DayWeatherResponse"**>  <**xs:sequence**>  <**xs:element name="return" type="tns:weatherModel" minOccurs="0" maxOccurs="unbounded"**></**xs:element**>  </**xs:sequence**>  </**xs:complexType**>  <**xs:complexType name="weatherModel"**>  <**xs:sequence**>  <**xs:element name="date" type="xs:dateTime" minOccurs="0"**></**xs:element**>  <**xs:element name="desc" type="xs:string" minOccurs="0"**></**xs:element**>  <**xs:element name="lowTemp" type="xs:int"**></**xs:element**>  <**xs:element name="maxTemp" type="xs:int"**></**xs:element**>  </**xs:sequence**>  </**xs:complexType**> </**xs:schema**> |

其中就指明了date、desc、lowTemp、maxTemp对应的类型等。这样利用jaxws生成客户端调用WebService代码也会生成相应的类型。

下面就编写客户端进行调用（新建项目）：

第一步：使用wsimport生成客户端调用代码：

|  |
| --- |
| wsimport -encoding UTF8 -Xnocompile -s . http://127.0.0.1:12345/weather?wsdl |

第二步：调用WebService：

|  |
| --- |
| **package** com.wsd.service;  **import** javax.xml.namespace.QName; **import** javax.xml.ws.Service; **import** java.net.MalformedURLException; **import** java.net.URL; **import** java.util.List;  **public class** WSClient {  **public static void** main(String[] args) **throws** MalformedURLException {  *// 使用说明书地址* URL url = **new** URL(**"http://127.0.0.1:12345/weather?wsdl"**);  QName serviceName = **new** QName(**"http://service.wsd.com/"**, **"WeatherInterfaceImplService"**);  *// 创建服务视图* Service service = Service.*create*(url, serviceName);  *// 创建portType对象* WeatherInterfaceImpl weatherInterfaceImpl = service.getPort(WeatherInterfaceImpl.**class**);  *// 调用方法获得信息* List<WeatherModel> list = weatherInterfaceImpl.query3DayWeather();  **for** (WeatherModel m : list) {  System.***out***.println(m.getDate());  System.***out***.println(m.getDesc());  System.***out***.println(m.getMaxTemp());  System.***out***.println(m.getLowTemp());  }   } } |

这样调用就完成了。

# 3. CXF框架

## 3.1 CXF简介

Apache CXF是一个开源的Web Service框架，CXF 支持多种协议，比如SOAP1.1、SOAP1.2、XML/HTTP和RESTful HTTP等。CXF是基于SOA总线结构的，依靠Spring完成模块的集成。

我们首先在官网下载CXF的包，由于以后我们需要使用CXF提供的命令，因此这里把需要设置环境变量。

（1）设置“CXF\_HOME”环境变量为CXF所在目录。

（2）在“Path”环境变量中添加“%CXF\_HOME%\bin”，即把bin目录加入Path环境变量中。

## 3.2 CXF示例

由于现在我们的服务端和调用端都使用CXF框架，因此我们需要在两个项目中都添加CXF依赖：

|  |
| --- |
| <**dependency**>  <**groupId**>org.apache.cxf</**groupId**>  <**artifactId**>cxf-rt-frontend-jaxws</**artifactId**>  <**version**>3.1.11</**version**> </**dependency**> <**dependency**>  <**groupId**>org.apache.cxf</**groupId**>  <**artifactId**>cxf-rt-transports-http-jetty</**artifactId**>  <**version**>3.1.11</**version**> </**dependency**> |

**Step1：服务端开发**

这时我们需要将@WebService写在接口上，并充分面向接口编程（在之前的例子中都是直接使用实现类的，接口就没有发挥作用，其实之前也可不使用接口）。将实现类的@WebService移到接口上后，还需要将主类代码改为如下：

|  |
| --- |
| **package** com.ws.server;  **import** org.apache.cxf.jaxws.JaxWsServerFactoryBean;  **public class** Server {  **public static void** main(String[] args) {  *// 使用JaxWsServerFactoryBean来发布服务  // 1. 创建JaxWsServerFactoryBean工厂bean* JaxWsServerFactoryBean serverFactoryBean = **new** JaxWsServerFactoryBean();  *// 2. 指定portType（接口类）* serverFactoryBean.setServiceClass(WeatherInterface.**class**);  *// 3. 指定portType实现对象* serverFactoryBean.setServiceBean(**new** WeatherInterfaceImpl());  *// 4. 指定Web Service地址* serverFactoryBean.setAddress(**"http://192.168.1.88:12345/weather"**);  *// 5.发布服务* serverFactoryBean.create();  } } |

启动上述程序，即发布Web Service服务。

**Step2：生成调用方代码**

我们可以直接使用CXF提供的命令来生成Web Service的调用代码。CXF提供了“wsdl2java”命令用来生成Web Service的调用代码，它完美支持SOAP 1.1和1.2协议，不会像使用wsimport命令时会出现“不是标准的SOAP协议”警告。说明的是，使用wsimport也是可以的，但推荐使用CXF的命令。

我们执行：

wsdl2java -encoding UTF8 -d . http://192.168.1.88:12345/weather?wsdl

即可（其他地址使用方法相同，命令参数很容易看懂，不再赘述）。

**Step3：调用方代码**

调用方代码如下：

|  |
| --- |
| **package** com.ws.client;  **import** com.ws.server.WeatherInterface; **import** org.apache.cxf.jaxws.JaxWsProxyFactoryBean;  **public class** WeatherClient {  **public static void** main(String[] args) **throws** Exception {  *// 使用JaxWsProxyFactoryBean调用webservice服务  // 1. 创建代理工厂bean* JaxWsProxyFactoryBean jaxWsProxyFactoryBean = **new** JaxWsProxyFactoryBean();  *// 2. 指定portType* jaxWsProxyFactoryBean.setServiceClass(WeatherInterface.**class**);  *// 3. 指定调用服务地址* jaxWsProxyFactoryBean.setAddress(**"http://192.168.1.101:12345/weather"**);  *// 4. 生成portType服务端点* WeatherInterface weatherInterface = (WeatherInterface) jaxWsProxyFactoryBean.create();  *// 5. 调用portType方法* String res = weatherInterface.getWeather(**"city"**);  System.***out***.println(res);  } } |

## 3.3 日志拦截器

可以在服务端Web Service代码中添加日志拦截器。分别在输入拦截器和输出拦截器中添加输入日志拦截器和输出日志拦截器，这样当请求和响应Web Service时，服务端会打印数据信息，方便查看。代码如下：

|  |
| --- |
| **package** com.ws.server;  **import** org.apache.cxf.interceptor.LoggingInInterceptor; **import** org.apache.cxf.interceptor.LoggingOutInterceptor; **import** org.apache.cxf.jaxws.JaxWsServerFactoryBean;  **public class** Server {  **public static void** main(String[] args) {  *// 1. 创建JaxWsServerFactoryBean工厂bean* JaxWsServerFactoryBean serverFactoryBean = **new** JaxWsServerFactoryBean();  *// 2. 指定portType（接口类）* serverFactoryBean.setServiceClass(WeatherInterface.**class**);  *// 3. 指定portType实现对象* serverFactoryBean.setServiceBean(**new** WeatherInterfaceImpl());  *// 4. 指定Web Service地址* serverFactoryBean.setAddress(**"http://192.168.1.101:12345/weather"**);   *// 添加输出日志拦截器* serverFactoryBean.getOutInterceptors().add(**new** LoggingOutInterceptor());  *// 添加输入日志拦截器* serverFactoryBean.getInInterceptors().add(**new** LoggingInInterceptor());   *// 5.发布服务* serverFactoryBean.create();  } } |

## 3.4 CXF与Spring的集成

这里我们基于WEB项目对CXF和Spring集成。无论是服务端还是调用端，都需要使用如下依赖：

|  |
| --- |
| *<!-- 直接引入Spring WEB MVC，无需再引入Spring核心包了 -->* <**dependency**>  <**groupId**>org.springframework</**groupId**>  <**artifactId**>spring-webmvc</**artifactId**>  <**version**>4.3.9.RELEASE</**version**> </**dependency**> *<!-- CXF依赖 -->* <**dependency**>  <**groupId**>org.apache.cxf</**groupId**>  <**artifactId**>cxf-rt-frontend-jaxws</**artifactId**>  <**version**>3.1.11</**version**> </**dependency**> *<!-- 以下依赖在CXF与Spring整合时需要用到 -->* <**dependency**>  <**groupId**>org.apache.cxf</**groupId**>  <**artifactId**>cxf-rt-transports-http</**artifactId**>  <**version**>3.1.11</**version**> </**dependency**> *<!-- 由于是在WEB容器中，就不要之前的jetty相关依赖了 -->* |

### 3.4.1 服务器端集成

还是先写Web Service的接口和实现类，和之前的代码相同（@WebService写在接口上，因为使用的是CXF），这里不再重复。由于在WEB项目中，无需主类，现在改用Spring配置的方式，结合CXF来发布Web Service。

在WEB中使用CXF无需事先根据字节码生成wsdl等文件，直接配置即可。

（1）配置applicationContext.xml。这里与CXF的集成配置如下：

|  |
| --- |
| *<?***xml version="1.0" encoding="UTF-8"***?>* <**beans xmlns="http://www.springframework.org/schema/beans"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:jaxws="http://cxf.apache.org/jaxws"  xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd http://cxf.apache.org/jaxws http://cxf.apache.org/schemas/jaxws.xsd"**>  *<!-- 1. 配置本系统中所有Web Service的实现类bean -->* <**bean id="weatherInterfaceImpl" class="com.ws.server.WeatherInterfaceImpl"** />  *<!-- 2. 配置发布的Web Service -->  <!-- jaxws:server标签就用于配置发布服务。address属性表示发布地址，serviceClass指定服务接口类。 -->* <**jaxws:server address="/weather" serviceClass="com.ws.server.WeatherInterface"**>  *<!-- 指定服务的bean，引用上面的实现类bean即可 -->* <**jaxws:serviceBean**>  <**ref bean="weatherInterfaceImpl"**/>  </**jaxws:serviceBean**>  *<!-- 可配置输出日志拦截器 -->* <**jaxws:outInterceptors**>  <**bean class="org.apache.cxf.interceptor.LoggingOutInterceptor"** />  </**jaxws:outInterceptors**>  *<!-- 可配置输入日志拦截器 -->* <**jaxws:inInterceptors**>  <**bean class="org.apache.cxf.interceptor.LoggingInInterceptor"** />  </**jaxws:inInterceptors**>  </**jaxws:server**> </**beans**> |

（2）配置web.xml

|  |
| --- |
| **<!DOCTYPE web-app PUBLIC  "-//Sun Microsystems, Inc.//DTD Web Application 2.3//EN"  "http://java.sun.com/dtd/web-app\_2\_3.dtd" *>*** <**web-app**>  *<!-- 加载Spring配置 -->* <**context-param**>  <**param-name**>contextConfigLocation</**param-name**>  <**param-value**>classpath:applicationContext.xml</**param-value**>  </**context-param**>  *<!-- Spring的监听器 -->* <**listener**>  <**listener-class**> org.springframework.web.context.ContextLoaderListener</**listener-class**>  </**listener**>  *<!-- CXF的Servlet。由Servlet提供Web Service的访问 -->* <**servlet**>  <**servlet-name**>cxf</**servlet-name**>  <**servlet-class**>org.apache.cxf.transport.servlet.CXFServlet</**servlet-class**>  <**load-on-startup**>1</**load-on-startup**>  </**servlet**>  <**servlet-mapping**>  <**servlet-name**>cxf</**servlet-name**>  <**url-pattern**>/ws/\*</**url-pattern**>  </**servlet-mapping**> </**web-app**> |

启动Tomcat，则能成功发布Web Service。由于上面的CXFServlet配置的映射路径是“/ws/\*”，且applicationContext.xml中配置的“天气”Web Service路径是“weather”，那么最终此“天气”的Web Service访问地址是“localhost:8080/项目名/ws/weather”，可通过路径“/ws/weather?wsdl”查看说明书。并且在WEB中，直接访问“项目名/ws”路径可查看本系统提供的所有Web Service列表。

外界访问Web Service直接使用“localhost:8080/项目名/ws/weather”地址即可，之前我们写的访问端代码可正常使用。但下面我们介绍的方式是在WEB中，结合CXF和Spring访问Web Service。

### 3.4.2 调用端集成

首先还是要利用CXF的wsdl2java工具生成Java的调用代码。项目中需要使用这些代码。

我们现在的目的是利用Spring配置，最终达到：能直接在Controller类中使用Web Service对象（即服务端提供的接口对象）来调用服务提供的方法获取数据。具体见下述示例。

（1）先编写一个资源文件，名称可叫“ws-address.properties”，该文件用于配置Web Service资源地址，实现软编码，以防以后Web Service地址发生改变。该资源文件将在下面的Spring配置中使用。文件内容为：

|  |
| --- |
| **weather\_address**=**http://localhost:8080/项目名/ws/weather** |

（2）配置applicationContext.xml：

|  |
| --- |
| *<?***xml version="1.0" encoding="UTF-8"***?>* <**beans xmlns="http://www.springframework.org/schema/beans"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:jaxws="http://cxf.apache.org/jaxws"  xmlns:context="http://www.springframework.org/schema/context"  xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd http://cxf.apache.org/jaxws http://cxf.apache.org/schemas/jaxws.xsd http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd"**>  <**context:property-placeholder location="classpath:ws-address.properties"** />  *<!-- 配置本系统调用的服务端Web Service。其中serviceClass写接口类即可 -->* <**jaxws:client id="weatherInterface" serviceClass="com.ws.server.WeatherInterface" address="${weather\_address}"**/> </**beans**> |

（3）配置springmvc.xml文件：

|  |
| --- |
| *<?***xml version="1.0" encoding="UTF-8"***?>* <**beans xmlns="http://www.springframework.org/schema/beans"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xmlns:context="http://www.springframework.org/schema/context"  xmlns:mvc="http://www.springframework.org/schema/mvc"  xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd http://www.springframework.org/schema/mvc http://www.springframework.org/schema/mvc/spring-mvc.xsd"**>  *<!-- 注解扫描。使注解有效 -->* <**context:component-scan base-package="com.ws.client"** />  *<!-- Spring MVC的配置 -->* <**mvc:annotation-driven**>  <**mvc:message-converters register-defaults="true"**>  *<!--配置fastjson支持-->* <**bean class="com.alibaba.fastjson.support.spring.FastJsonHttpMessageConverter"**>  <**property name="supportedMediaTypes"**>  <**list**>  <**value**>text/html;charset=utf-8</**value**>  <**value**>application/json</**value**>  </**list**>  </**property**>  </**bean**>  </**mvc:message-converters**>  </**mvc:annotation-driven**> </**beans**> |

上述使用到了fastjson，因此还要在pom.xml中添加fastjson的依赖。

（4）在Controller层中直接使用weatherInterface。

|  |
| --- |
| **package** com.ws.client;  **import** com.ws.server.WeatherInterface; **import** org.springframework.beans.factory.annotation.Autowired; **import** org.springframework.stereotype.Controller; **import** org.springframework.web.bind.annotation.RequestMapping; **import** org.springframework.web.bind.annotation.ResponseBody; *// 使用Controller注解* @Controller **public class** WeatherClient {  *// 自动注入weatherInterface。因为相关服务已经在applicationContext中配置过。* @Autowired  **private** WeatherInterface **weatherInterface**;  @RequestMapping(**"testService"**)  **public** @ResponseBody String testService() {  *// 调用服务。* **return weatherInterface**.getWeather(**"city"**);  } } |

（5）web.xml配置：

|  |
| --- |
| **<!DOCTYPE web-app PUBLIC  "-//Sun Microsystems, Inc.//DTD Web Application 2.3//EN"  "http://java.sun.com/dtd/web-app\_2\_3.dtd" *>*** <**web-app**>  *<!-- 加载Spring配置 -->* <**context-param**>  <**param-name**>contextConfigLocation</**param-name**>  <**param-value**>classpath:applicationContext.xml</**param-value**>  </**context-param**>  *<!-- Spring的监听器 -->* <**listener**>  <**listener-class**>org.springframework.web.context.ContextLoaderListener</**listener-class**>  </**listener**>  *<!-- springmvc环境 -->* <**servlet**>  <**servlet-name**>action</**servlet-name**>  <**servlet-class**>org.springframework.web.servlet.DispatcherServlet</**servlet-class**>  <**init-param**>  <**param-name**>contextConfigLocation</**param-name**>  <**param-value**>classpath:springmvc.xml</**param-value**>  </**init-param**>  </**servlet**>  <**servlet-mapping**>  <**servlet-name**>action</**servlet-name**>  <**url-pattern**>\*.action</**url-pattern**>  </**servlet-mapping**> </**web-app**> |

实际此时的web.xml中并无CXF相关配置。

其中Tomcat，访问http://localhost:端口/项目名/testService.action即可请求到Web Service。需要注意的是，由于在本机做服务端和调用端两个示例，需要在运行服务端的同时运行调用端，因此需要给每个项目的启动的Tomcat分配不同的端口，否则无法启动。

至此，CXF与Spring的整合就结束了。

# 4. 用CXF发布Restful风格的Webservice

## 4.1 Restful的概念

Restful是一种软件架构模式，只是一种URL风格。Restful服务采用HTTP作为传输协议，Restful基于HTTP规定了资源定位和资源操作的风格：

（1）资源定位。Restful风格单纯地使用URL定位一个互联网资源。例如查询一个学生信息时，如果不采用Restful风格，则请求URL可能为：

http://ip:port/queryStudent.action?username=Tom&age=12

而Restful风格的URL是这样的：

http://ip:port/student/Tom/12

Restful方式表达的URL更加准确和简单，URL中不带参数，直接在请求路径中决定请求的资源（SpringMVC中有模板方法注解可实现此功能）。

（2）资源操作。Restful利用HTTP的GET、POST、PUT、DELETE等请求方式分别来表示对服务器数据的SELECT、UPDATE、INSERT、DELETE等操作。例如更新学生信息的URL可能为：

http://ip:port/user/student/001/Tom/12

表示的意思是修改001号学生信息，其姓名改为Tom，年龄改为12。

这时，该URL的请求方式应该是POST，即表示更新数据。由于URL请求的操作类型（如查询、更新、删除等）已经通过请求方式确定了，所以Restful风格的URL中一般要求不要包含动词，例如“queryStudent”等，这些动词已经用GET、POST、PUT、DELETE这些表示了。

由上述两点，可以发现：Restful风格很好地诠释了HTTP，利用了HTTP中的设计。Restful的好处是对资源定位更加准确且简单，但Restful的缺点是如果URL层级较深，可读性则差。

## 4.2 CXF发布Restful风格的WebService

我们的目标是发布Restful风格的接口，以便其他系统能够调用。Restful接口返回的数据一般就是XML或JSON形式，Restful直接采用HTTP传输数据，而不是SOAP协议。

我们的需求是：用GET方法查询学生信息，学生id信息在URL中定义，例如：

http://ip:port/student/001，001就是学生的id。

### 4.2.1 CXF编程方式发布

新建Maven工程引入CXF框架，我们将使用CXF中的jaxrs（注意不是jaxws了，后续的类名中也会含有jaxrs，表示发布Restful服务）。同样，我们还是要写SEI等内容。

（1）新建Maven项目，pom.xml中需要引入以下依赖：

|  |
| --- |
| *<!-- 引入cxf的jaxrs，不需要引入jaxws了 -->* <**dependency**>  <**groupId**>org.apache.cxf</**groupId**>  <**artifactId**>cxf-rt-frontend-jaxrs</**artifactId**>  <**version**>3.1.11</**version**> </**dependency**> *<!-- 非WEB环境，cxf需要jetty作为服务器 -->* <**dependency**>  <**groupId**>org.apache.cxf</**groupId**>  <**artifactId**>cxf-rt-transports-http-jetty</**artifactId**>  <**version**>3.1.11</**version**> </**dependency**> *<!-- cxf rs扩展包，以支持JSON类型绑定 -->* <**dependency**>  <**groupId**>org.apache.cxf</**groupId**>  <**artifactId**>cxf-rt-rs-extension-providers</**artifactId**>  <**version**>3.1.11</**version**> </**dependency**> *<!-- jettison，以实现返回数据为JSON格式的 -->* <**dependency**>  <**groupId**>org.codehaus.jettison</**groupId**>  <**artifactId**>jettison</**artifactId**>  <**version**>1.3.8</**version**> </**dependency**> |

引入还是比较复杂的，实际上上述描述这些包都在cxf的lib目录中提供了，如果是非Maven项目，直接引入jar即可，虽然寻找Maven依赖坐标费点事，但是管理起来就很轻松了。

（2）定义学生信息类，这就是要发布的POJO类：

|  |
| --- |
| **package** com.wsd;  **import** javax.xml.bind.annotation.XmlRootElement; **import** java.io.Serializable; **import** java.util.Date;  @XmlRootElement(name = **"student"**) **public class** Student **implements** Serializable {  **private long id**; *// 编号* **private** String **name**; *// 姓名* **private** Date **birthday**; *// 生日  // setter和getter* } |

说明：

上述的Student POJO类使用了@XmlRootElement注解，表示该POJO后续将能够转换成XML或者JSON类型的数据。如果不加该注解，则不能转换。

（3）编写SEI接口：

|  |
| --- |
| **package** com.wsd;  **import** javax.ws.rs.GET; **import** javax.ws.rs.Path; **import** javax.ws.rs.PathParam; **import** javax.ws.rs.Produces; **import** javax.ws.rs.core.MediaType; **import** java.util.List;  *// 学生的Restful风格的WebService* @Path(**"/student"**) **public interface** StudentService {  *// 按照id查询学生信息* @GET *// GET表示查询* @Path(**"/{id}"**)  @Produces(MediaType.***APPLICATION\_JSON***)  Student queryStudent(@PathParam(**"id"**) **long** id);   *// 查询全部学生列表* @GET  @Path(**""**)  @Produces({MediaType.***APPLICATION\_XML***, MediaType.***APPLICATION\_JSON***})  List<Student> queryStudent(); } |

说明：以上在接口中使用了多个注解，它们就是配置Restful访问的。解释如下：

（1）@Path表示Restful的访问路径（URI），该注解可写在类上和方法上。如果写在类上就表示访问的根URI，写在方法上就表示子路径URI，最终访问路径就是根路径和子路径的叠加。这和SpringMVC中的@RequestMapping很相似。

（2）@GET注解表示允许URL访问的方式。前面说过，Restful使用访问方式表示对资源的操作类型，这里使用@GET注解，则该方法只能使用GET方式请求，使用其他方式是无法访问的。同样还有@POST、@PUT、@DELETE等注解对应不同的请求方式。

（3）在第一个方法queryStudent(long id)中，为了接收URI中的id参数，我们在@Path中使用了“{id}”这样的形式，并且在方法参数long id前使用了@PathParam("id")注解，并标识了id，这样，该位置的URI就会被传递到方法的id参数中。这样的做法和SpringMVC中的模板方法的做法也是类似的。

（4）@Produces注解表示数据将以什么类型返回，@Procuces中的value属性类型是String数组，因此我们可以写为“{"application/xml", "application/json"}”表示返回XML或JSON等，当然也可使用MediaType中定义好的字符串常量，例如代码中用的MediaType.APPLICATION\_XML等。在第二个queryStudent()方法上，表明该方法既可返回XML类型数据，又可返回JSON类型数据。（如果后续出现乱码，可以这样写：{"application/json;charset=UTF-8"}）。

（5）编写SEI的实现类。由于上述的接口中使用了注解，这里实现类就不要再标了。则实现类模拟代码为：

|  |
| --- |
| **package** com.wsd;  **import** java.util.ArrayList; **import** java.util.Date; **import** java.util.List;  **public class** StudentServiceImpl **implements** StudentService {  @Override  **public** Student queryStudent(**long** id) {  *// 静态模拟数据* Student student = **new** Student();  student.setId(id);  student.setName(**"张三"**);  student.setBirthday(**new** Date());  **return** student;  }   @Override  **public** List<Student> queryStudent() {  Student s1 = **new** Student();  s1.setId(1);  s1.setName(**"张三"**);  s1.setBirthday(**new** Date());  Student s2 = **new** Student();  s2.setId(1);  s2.setName(**"张三"**);  s2.setBirthday(**new** Date());  *// 构造并返回list* List<Student> list = **new** ArrayList<>();  list.add(s1);  list.add(s2);  **return** list;  } } |

（5）发布服务：

|  |
| --- |
| **package** com.wsd;  **import** org.apache.cxf.jaxrs.JAXRSServerFactoryBean;  **public class** RestfulServer {  **public static void** main(String[] args) {  *// 1. 使用jaxrsServerFactoryBean，注意这里都是“RS”，而不是“WS”。* JAXRSServerFactoryBean jaxrsServerFactoryBean = **new** JAXRSServerFactoryBean();  *// 2. 设置服务地址，只要设置服务器的根地址即可，因为URI已经在SEI中规定了* jaxrsServerFactoryBean.setAddress(**"http://127.0.0.1:12345/restful"**); *// 12345后的地址按需设置，也可不写，这样具体的访问路径也会变化  // 3. 设置服务对象。* jaxrsServerFactoryBean.setServiceBean(StudentServiceImpl.**class**);  *// 4. 设置资源对象，也设置为StudentServiceImpl即可，类中使用的所有资源就是资源对象（Student等）* jaxrsServerFactoryBean.setResourceClasses(StudentServiceImpl.**class**);  *// 5. 发布服务* jaxrsServerFactoryBean.create();  } } |

启动程序，这样，Restful服务就发布成功了，我们可以通过访问下面URL进行测试：

http://127.0.0.1:12345/restful/student：查看所有学生信息，以XML形式；

http://127.0.0.1:12345/restful/student/1：查看某个学生信息，以JSON形式。

在queryStudent()中，我们设置了既能能返回XML形式，又能返回JSON形式，上述的第一个URL测试，返回的XML，表示默认返回的是XML格式，那如何返回JSON形式的呢？只要加上“\_type=类型”参数即可，即：

http://127.0.0.1:12345/restful/student?\_type=json。

### 4.2.2 访问Restful资源

由于Restful资源一般都是发布成XML或JSON数据形式的，而不是SOAP协议那样的数据格式，因此要访问Restful资源一般直接通过网络请求或者AJAX访问即可，不需要再使用其他的方式，这是比较简单的。

### 4.2.3 Web中CXF集成Spring发布Restful服务

（1）新建Maven项目，需要引入以下依赖：

|  |
| --- |
| *<!-- 引入cxf的jaxrs -->* <**dependency**>  <**groupId**>org.apache.cxf</**groupId**>  <**artifactId**>cxf-rt-frontend-jaxrs</**artifactId**>  <**version**>3.1.11</**version**> </**dependency**> *<!-- cxf rs扩展包，以支持JSON类型绑定 -->* <**dependency**>  <**groupId**>org.apache.cxf</**groupId**>  <**artifactId**>cxf-rt-rs-extension-providers</**artifactId**>  <**version**>3.1.11</**version**> </**dependency**> *<!-- jettison，以实现返回数据为JSON格式的 -->* <**dependency**>  <**groupId**>org.codehaus.jettison</**groupId**>  <**artifactId**>jettison</**artifactId**>  <**version**>1.3.8</**version**> </**dependency**> |

说明：上述就不需要引入jetty的支持依赖了，因为这是在WEB项目中，后续直接访问localhost:8080/......即可。

（2）POJO类、SEI接口和实现类和原来相同，加入到项目即可，不再赘述，不需要启动类，因为是在WEB容器中。

（3）在applicationContext.xml中配置发布Restful：

|  |
| --- |
| *<?***xml version="1.0" encoding="UTF-8"***?>* <**beans xmlns="http://www.springframework.org/schema/beans"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:jaxrs="http://cxf.apache.org/jaxrs"  xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd http://cxf.apache.org/jaxrs http://cxf.apache.org/schemas/jaxrs.xsd"**>  *<!-- 1. 配置Restful的实现类bean -->* <**bean id="weatherInterfaceImpl" class="com.wsd.StudentServiceImpl"** />  *<!-- 2. 配置发布Restful -->  <!-- 使用jaxrs:server标签，address属性表示发布地址。 -->* <**jaxrs:server address="/restful"**>  <**jaxrs:serviceBeans**>  *<!-- 服务bean，引用bean即可 -->* <**ref bean="weatherInterfaceImpl"** />  </**jaxrs:serviceBeans**>  </**jaxrs:server**> </**beans**> |

（4）配置web.xml：

|  |
| --- |
| *<!-- CXF的Servlet。由Servlet提供Restful的访问 -->* <**servlet**>  <**servlet-name**>cxf</**servlet-name**>  <**servlet-class**>org.apache.cxf.transport.servlet.CXFServlet</**servlet-class**>  <**load-on-startup**>1</**load-on-startup**> </**servlet**> <**servlet-mapping**>  <**servlet-name**>cxf</**servlet-name**>  <**url-pattern**>/rs/\*</**url-pattern**> </**servlet-mapping**> |

这样，Restful就配置完了，启动Tomcat服务器，即通过下述地址访问：

http://localhost:8080/项目名/rs/restful/student