# 1. POI及其使用

## 1.1 POI作用

POI是Apache的一个开源项目，用于操作Microsoft Office文档，支持Office97 - 2016类型的文档。POI是“Poor Obfuscation Implementation”的缩写，意为“可怜的模糊实现”。POI中常用的模块有：

（1）HSSF和XSSF分别用于操作xls和xlsx文档；

（2）HWPF和XWPF分别用于操作doc和docx文档；

（3）HSLF和XSLF分别用于操作ppt和pptx文档；

（4）HDGF和XDGF分别用于操作vsd和vsdx文档。

在开发中，经常用到的需求是利用Excel文档实现数据的导入和导出，因此我们下面以操作Excel作为例子。

## 1.2 Excel操作说明

一个Excel文件就是一个工作簿Workbook。工作簿中可以有多张工作表，即sheet，而表是由很多个单元格Cell组成的，单元格通过行Row和列Column来确定。

POI也是用面向对象的方式来操作文档的，因此POI的HSSF和XSSF中也提供了相应的对象，对应关系如下：

|  |  |
| --- | --- |
| 对象 | 说明 |
| HSSFWorkbook / XSSFWorkbook | 表示工作簿对象 |
| HSSFSheet / XSSFSheet | 表示工作表对象 |
| HSSFRow / XSSFRow | 表示表中的行对象 |
| HSSFCell / XSSFCell | 表示表中的单元格对象 |

有了上面的对象，就能实现操作Excel中的一个单元格。具体的例子看下面的Excel操作示例。

## 1.3 Excel操作示例

首先在Apache POI官网下载所需包（这里使用3.15版本）。对于操作Excel，需要在在项目中引入如下jar包（也可参照jar包自行使用Maven项目）：

poi-3.15.jar、poi-ooxml-3.15.jar、poi-ooxml-schemas-3.15.jar、lib/commons-collection4-4.1.jar和ooxml-lib/xmlbeans-2.6.0.jar。

（1）生成Excel文档的例子。这里使用xlsx格式，因此我们使用的对象都是XSSF开头的。当然若要生成xls文档，则使用HSSF开头的对象。

|  |
| --- |
| **package** com.export;  **import** org.apache.poi.xssf.usermodel.XSSFCell; **import** org.apache.poi.xssf.usermodel.XSSFRow; **import** org.apache.poi.xssf.usermodel.XSSFSheet; **import** org.apache.poi.xssf.usermodel.XSSFWorkbook;  **import** java.io.File; **import** java.io.FileOutputStream; **import** java.io.IOException;  **public class** ExportDemo {  **public static void** main(String[] args) **throws** IOException {  *// 1.创建工作簿对象* XSSFWorkbook workbook = **new** XSSFWorkbook();  *// 2. 用workbook对象创建指定名称的工作表* XSSFSheet sheet1 = workbook.createSheet(**"sheet1"**);  *// 3. 用sheet创建指定的行，行索引从0开始。表示第一行。* XSSFRow row = sheet1.createRow(0);  *// 4. 用行对象创建指定列索引的单元格对象。得到的就是第一行第一列的单元格* XSSFCell cell = row.createCell(0);  *// 5. 设置单元格的内容* cell.setCellValue(**"hello 你好"**);  *// 6. 用输出流输出workbook对象。* workbook.write(**new** FileOutputStream(**new** File(**"D:\\test.xlsx"**)));  *// 7. 关闭workbook对象* workbook.close();  } } |

可以看到，前期工作就是通过“workbook - sheet - row - cell”得到单元格对象，操作完毕单元格对象后，就能输出文件，并关闭流对象。

（2）将Excel中数据导入的过程和上述类似，只是在创建workbook对象时，说明要导入数据的Excel的位置（也可以是流对象），并且，要将上述的“create...”方法改为“get...”方法。

|  |
| --- |
| **package** com.ipt;  **import** org.apache.poi.xssf.usermodel.XSSFCell; **import** org.apache.poi.xssf.usermodel.XSSFRow; **import** org.apache.poi.xssf.usermodel.XSSFSheet; **import** org.apache.poi.xssf.usermodel.XSSFWorkbook;  **import** java.io.IOException;  **public class** ImportDemo {  **public static void** main(String[] args) **throws** IOException {  *// 指定文件创建workbook对象* XSSFWorkbook workbook = **new** XSSFWorkbook(**"D:\\test.xlsx"**);  *// 按照索引获得工作表。也可用getSheet(String name)按名称获取工作表* XSSFSheet sheet = workbook.getSheetAt(0);  *// 获得行对象* XSSFRow row = sheet.getRow(0);  *// 获得单元格* XSSFCell cell = row.getCell(0);  *// 获得字符串值* System.***out***.println(cell.getStringCellValue());  *// 关闭资源* workbook.close();  } } |

## 1.4 统一处理xls和xlsx文档

有时在程序中，既要处理xls文档，又要处理xlsx文档，我们希望使用统一的方法来操作这两种类型的文档。

通过查看API，发现其实Workbook、Sheet、Row和Cell都是接口，这样我们可以使用接口编程，实现统一处理Excel文档，而不用每次判断应该使用XSSF类型还是HSSF。

代码示例：

|  |
| --- |
| **package** com.export;  **public class** ExportDemo {  **public static void** main(String[] args) **throws** IOException {  *exportExcel*(**"D:\\test.xls"**);  *exportExcel*(**"D:\\test.xlsx"**);  }   *// 返回值表示成功还是失败* **public static boolean** exportExcel(String fileName) **throws** IOException {  **boolean** is03Excel = **false**;  **if** (fileName.endsWith(**"xls"**)) {  is03Excel = **true**;  } **else if** (fileName.endsWith(**"xlsx"**)) {  is03Excel = **false**;  } **else** {  **return false**;  }  *// 新建工作簿* Workbook workbook = is03Excel ? **new** HSSFWorkbook() : **new** XSSFWorkbook();  Sheet sheet = workbook.createSheet(**"sheet1"**);  Row row = sheet.createRow(0);  Cell cell = row.createCell(0);  cell.setCellValue(**"测试成功"**);  workbook.write(**new** FileOutputStream(**new** File(fileName)));  workbook.close();  **return true**;  } } |

# 2. Excel的格式化

可以使用格式化对象来格式化Excel，即设置Excel内容的样式，例如合并单元格、设置单元格字体大小、颜色等。

需要注意的是，这些对象大多是通过workbook工作簿对象获得的，因为工作簿的任意表都能使用这些对象。但是这些格式化对象的应用范围是单元格，因为需要指明样式应用在哪些单元格上。

## 2.1 合并单元格

合并单元格需要使用CellRangeAddress对象。该对象的构造方法有四个参数：CellRangeAddress(int firstRow, int lastRow, int firstCol, int lastCol)，分别表示“起始行索引，终止行索引，起始列索引，终止列索引”。这样，就能表示合并单元格的范围了。

创建好CellRangeAddress对象后，调用工作表的addMergedRegion(CellRangeAddress region)方法，就能设置该工作表的合并单元格。注意，合并后，该位置就只有一个单元格，比如A1和B1合并后，只存在A1单元格，不存在B1单元格，但占据的位置是A1和B1两者的位置。

示例：合并A1 - D2这8个单元格（即第一行1-4列和第二行1-4列）。

|  |
| --- |
| **package** com.export;  **public class** ExportDemo {  **public static void** main(String[] args) **throws** IOException {  XSSFWorkbook workbook = **new** XSSFWorkbook();  XSSFSheet sheet = workbook.createSheet(**"sheet1"**);  *// 创建CellRangeAddress对象* CellRangeAddress region = **new** CellRangeAddress(0, 1, 0, 3);  *// 应用到工作表* sheet.addMergedRegion(region);  *// 可设置A1单元格* Row row = sheet.createRow(0);  row.createCell(0).setCellValue(**"A1单元格"**);  *// 而设置合并之前的单元格是不显示的，比如B1* row.createCell(1).setCellValue(**"B1单元格"**);  *// 输出* workbook.write(**new** FileOutputStream(**new** File(**"D:\\test.xlsx"**)));  workbook.close();  } } |

## 2.2 设置单元格样式

要设置单元格样式，首先从工作簿对象workbook中拿到CellStyle对象，然后可设置此对象的具体属性值。使用：

workbook.createCellStyle()方法得到CellStyle对象。

（1）设置单元格内容对齐方式：

设置水平对齐方式：cellStyle.setAlignment(对齐方式枚举)

设置垂直对齐方式：cellStyle.setVerticalAlignment(对齐方式枚举)

（2）设置单元格字体：

通过方法：cellStyle.setFont(Font font)进行设置。因此还要通过workbook的createFont()方法得到Font对象。以下方法对Font进行具体设置：

设置字体：font.setFontName(字体名称)；

设置字体颜色：font.setColor(字体颜色，见示例)

设置粗体：font.setBold(true)

设置字体大小：font.setFontHeightInPoints(short i)。

最后，设置完cellStyle对象之后，一定要记得给指定的单元格设置这个样式，否则是没有效果的，即cell.setCellStyle(CellStyle style)。

（3）设置列宽，是使用sheet的setColumnWidth(列索引，宽度)。

代码示例：

|  |
| --- |
| **package** com.export;  **import** org.apache.poi.hssf.util.HSSFColor; **import** org.apache.poi.ss.usermodel.\*; **import** org.apache.poi.ss.usermodel.Font; **import** org.apache.poi.xssf.usermodel.XSSFWorkbook;  **import** java.io.File; **import** java.io.FileOutputStream; **import** java.io.IOException;  **public class** ExportDemo {  **public static void** main(String[] args) **throws** IOException {  Workbook workbook = **new** XSSFWorkbook();  Sheet sheet = workbook.createSheet(**"sheet1"**);  *// 设置第一列列宽为6000* sheet.setColumnWidth(0, 6000);  *// 获得样式对象* CellStyle cellStyle = workbook.createCellStyle();  *// 设置对齐方式为水平和垂直居中* cellStyle.setAlignment(HorizontalAlignment.***CENTER***);  cellStyle.setVerticalAlignment(VerticalAlignment.***CENTER***);  *// 获得字体对象并设置* Font font = workbook.createFont();  font.setFontName(**"楷体"**);  font.setColor(HSSFColor.RED.***index***);  font.setBold(**true**);  font.setFontHeightInPoints((**short**)18);  *// 给cellStyle设置字体* cellStyle.setFont(font);  *// 创建一个单元格，并使用样式* Cell cell = sheet.createRow(0).createCell(0);  cell.setCellValue(**"测试样式"**);  cell.setCellStyle(cellStyle);  *// 输出* workbook.write(**new** FileOutputStream(**new** File(**"D:\\test.xlsx"**)));  workbook.close();  } } |

# 3. 案例演示导入导出

（1）导出：将程序中的实体对象数据导出为Excel表格形式保存。具体形式为：

![3-1](data:image/png;base64,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)

实现的代码：

员工实体类Employee：

|  |
| --- |
| **package** com.excel;  **import** java.util.Date;  **public class** Employee {  **private** String **account**; *// 账号* **private** String **name**; *// 姓名* **private** String **gender**; *// 性别* **private** Date **birthday**; *// 生日* **public** Employee(String account, String name, String gender, Date birthday) {  **this**.**account** = account;  **this**.**name** = name;  **this**.**gender** = gender;  **this**.**birthday** = birthday;  }  **public** Employee() {}  *// setter/getter/toString* } |

主类代码：

|  |
| --- |
| **package** com.excel;  **public class** ExportExcel {  **public static void** main(String[] args) **throws** IOException {  *// 新建实体对象* List<Employee> employeeList = **new** ArrayList<>();  Employee emp1 = **new** Employee(**"AC01"**, **"张三"**, **"男"**, **new** Date());  Employee emp2 = **new** Employee(**"AC02"**, **"李四"**, **"女"**, **new** Date());  employeeList.add(emp1);  employeeList.add(emp2);  Scanner scanner = **new** Scanner(System.***in***);  System.***out***.println(**"输入到导出的文件名（指定路径和扩展名）："**);  String fileName = scanner.next();  *// 导出  exportExcel*(fileName, employeeList);  }   **public static void** exportExcel(String fileName, List<Employee> employeeList) **throws** IOException {  **boolean** is2003Excel = **false**;  *// 简单判断示例* **if** (fileName.endsWith(**"xls"**)) {  is2003Excel = **true**;  }  Workbook workbook = is2003Excel ? **new** HSSFWorkbook() : **new** XSSFWorkbook();  Sheet sheet = workbook.createSheet(**"sheet1"**);  *// 设置列宽(这里循环遍历时等宽了)* **for** (**int** i = 0; i < 4; i++) {  sheet.setColumnWidth(i, 5000);  }  *// 1. 大标题。  generateTitle*(workbook, sheet);  *// 2. 列标题  generateColumnTitle*(workbook, sheet);  *// 3. 导出数据* **for** (**int** i = 0; i < employeeList.size(); i++) {  *// 创建行* Row row = sheet.createRow(i + 2); *// 加2，因为前两行是标题* row.createCell(0).setCellValue(employeeList.get(i).getAccount());  row.createCell(1).setCellValue(employeeList.get(i).getName());  row.createCell(2).setCellValue(employeeList.get(i).getGender());  *// 日期格式* SimpleDateFormat sdf = **new** SimpleDateFormat(**"yyyy年M月d日"**);  String birthday = sdf.format(employeeList.get(i).getBirthday());  row.createCell(3).setCellValue(birthday);  }  *// 4. 输出Excel文件* workbook.write(**new** FileOutputStream(**new** File(fileName)));  workbook.close();  }   *// 生成大标题。要合并单元格并且有样式* **public static void** generateTitle(Workbook workbook, Sheet sheet) {  CellRangeAddress region = **new** CellRangeAddress(0, 0, 0, 3);  sheet.addMergedRegion(region);  *// 样式* CellStyle titleStyle = workbook.createCellStyle();  *// 居中* titleStyle.setAlignment(HorizontalAlignment.***CENTER***);  titleStyle.setVerticalAlignment(VerticalAlignment.***CENTER***);  *// 字体* Font titleFont = workbook.createFont();  titleFont.setFontName(**"黑体"**);  titleFont.setFontHeightInPoints((**short**)22);  *// 样式应用字体* titleStyle.setFont(titleFont);  *// 设置标题单元格文字并应用字体* Cell titleCell = sheet.createRow(0).createCell(0);  titleCell.setCellValue(**"员工信息表"**);  titleCell.setCellStyle(titleStyle);  }   *// 生成列标题* **public static void** generateColumnTitle(Workbook workbook, Sheet sheet) {  Row columnTitleRow = sheet.createRow(1);  *// 存储列标题名称的数组* String[] columnTitle = {**"账号"**, **"姓名"**, **"性别"**, **"生日"**};  *// 样式* CellStyle columnTitleStyle = workbook.createCellStyle();  columnTitleStyle.setAlignment(HorizontalAlignment.***CENTER***);  columnTitleStyle.setVerticalAlignment(VerticalAlignment.***CENTER***);  *// 字体* Font columnTitleFont = workbook.createFont();  columnTitleFont.setFontName(**"楷体"**);  columnTitleFont.setBold(**true**);  columnTitleFont.setFontHeightInPoints((**short**)18);  columnTitleStyle.setFont(columnTitleFont); *// 设置样式字体* **for** (**int** i = 0; i < columnTitle.**length**; i++) {  Cell columnTitleCell = columnTitleRow.createCell(i);  columnTitleCell.setCellValue(columnTitle[i]);  columnTitleCell.setCellStyle(columnTitleStyle); *// 应用样式* }  } } |

（2）导入，即将Excel数据导入到程序中，一般还要将数据保存到数据库中（示例不会保存到数据库中）。Excel文件还是用上述的格式。

Employee类无需变动，导入的主类为：

|  |
| --- |
| **package** com.excel;  **public class** ImportExcel {  **public static void** main(String[] args) **throws** IOException, ParseException {  Scanner scanner = **new** Scanner(System.***in***);  System.***out***.println(**"输入要导入的Excel文件名（指定路径和扩展名）："**);  String fileName = scanner.next();  *// 导出  importExcel*(fileName);  }   *// 导入数据。关心的只是数据，而不用关心样式，比较简单。* **public static void** importExcel(String fileName) **throws** IOException, ParseException {  **boolean** is2003Excel = **false**;  *// 简单判断示例* **if** (fileName.endsWith(**"xls"**)) {  is2003Excel = **true**;  }  *// 对于HHSSFWorkbook，需要传递的参数是一个FileInputStream。所以看起来麻烦一点。* Workbook workbook = is2003Excel ? **new** HSSFWorkbook(**new** FileInputStream(**new** File(fileName))) : **new** XSSFWorkbook(fileName);  *// 得到sheet1* Sheet sheet1 = workbook.getSheet(**"sheet1"**);  List<Employee> employeeList = **new** ArrayList<>(); *// 集合保存数据  // sheet1的getLastRowNum()方法得到的是Excel中数据最后一行的索引。  // 这样我们可以遍历有效的行。下面从第三行开始遍历。因为前两行是标题* **for** (**int** i = 2; i <= sheet1.getPhysicalNumberOfRows(); i++) {  *// 得到该row对象。* Row row = sheet1.getRow(i);  *// 若该行第一列（账号）不为空，则允许创建对象并赋值。其他列不做约束  // 下面很多对象都应该进行为null判断。一层层有关联的。* Cell accountCell = row == **null** ? **null** : row.getCell(0);  String accountColumn = accountCell == **null** ? **null** : accountCell.getStringCellValue();  **if** (accountColumn != **null** && !accountColumn.trim().equals(**""**)) {  *// 可创建对象* Employee employee = **new** Employee();  employee.setAccount(accountColumn);  employee.setName(row.getCell(1).getStringCellValue());  employee.setGender(row.getCell(2).getStringCellValue());  SimpleDateFormat sdf = **new** SimpleDateFormat(**"yyyy年M月d日"**);  Date date = **null**;  **try** {  date = sdf.parse(row.getCell(3).getStringCellValue());  } **catch** (Exception ex) {  date = **null**;  }  employee.setBirthday(date);  *// 添加到集合* employeeList.add(employee);  }  }  *// 最后输出集合查看。并关闭流* System.***out***.println(employeeList);  workbook.close();  } } |