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**Репозиторий**

<https://github.com/pepelulka/OS_labs>

**Постановка задачи**

Составить и отладить программу на языке Си, осуществляющую работу с процессами и взаимодействие между ними в одной из двух операционных систем. В результате работы программа (основной процесс) должен создать для решение задачи один или несколько дочерних процессов. Взаимодействие между процессами осуществляется через системные

сигналы/события и/или через отображаемые файлы (memory-mapped files).

Необходимо обрабатывать системные ошибки, которые могут возникнуть в результате работы.

**Общие сведения о программе**

Программа состоит из двух частей – главная программа, родительский процесс, описанный в main.c, и программа дочернего прочесса, описанная в child.c. Программы написаны под операционную систему Windows.

**Общий метод и алгоритм решения**

Родительский процесс получает на вход имена выходных файлов и создает дочерние процессы, передавая им имена файлов в качестве аргументов командной строки. Перед этим родительский процесс создает два shared-memory файла, по которым он будет передавать дочерним процессам строки, согласно правилу фильтрации. Дочерние процессы удаляют из строк гласные и записывают результат в соответствующие файлы.

**Исходный код**

**========================== parent.h ==========================**

**#pragma once**

**#ifdef \_WIN32**

**#include <iostream>**

**#include <windows.h>**

**namespace lab3 {**

**void ParentRoutine(const char\* pathToChild, std::istream &in);**

**}**

**#endif**

**========================== util.h ==========================**

**#pragma once**

**#ifdef \_WIN32**

**#include <windows.h>**

**#include <iostream>**

**#include <vector>**

**#include <cstdint>**

**#include <random>**

**namespace util {**

**// Writing to mmap for parent process**

**class TMMap {**

**private:**

**std::string pname, pmutexName;**

**size\_t psize, bufferSize;**

**HANDLE mmap;**

**// View starts with 4 bytes of header and then data**

**void \* view;**

**// If true - reading / else - writing**

**bool readingMode;**

**// Reading:**

**size\_t bytesRead = 0;**

**// Writing:**

**size\_t bytesWritten = 0;**

**public:**

**constexpr const static size\_t DEFAULT\_MAP\_SIZE = 1024;**

**constexpr const static size\_t HEADER\_SIZE = 4;**

**// mode == 'r' or mode == 'w'**

**TMMap(**

**char mode,**

**const std::string& mmapName,**

**size\_t mmapSize = DEFAULT\_MAP\_SIZE**

**);**

**TMMap() = delete;**

**TMMap(const TMMap&) = delete;**

**~TMMap();**

**uint32\_t GetBytesCount();**

**void Write(const std::string& line);**

**int Getc();**

**};**

**class Process {**

**private:**

**PROCESS\_INFORMATION info;**

**public:**

**Process() = delete;**

**Process(const Process&) = delete;**

**Process(const std::string &path, const std::vector<std::string> &args);**

**~Process();**

**void Terminate();**

**void Wait();**

**};**

**class Randomizer {**

**private:**

**std::mt19937 rng;**

**std::uniform\_int\_distribution<std::mt19937::result\_type> dist;**

**public:**

**Randomizer() {**

**std::random\_device dev;**

**rng = std::mt19937(dev());**

**dist = std::uniform\_int\_distribution<std::mt19937::result\_type>(1, 100);**

**}**

**bool Probability(size\_t percentage) {**

**return dist(rng) <= percentage;**

**}**

**};**

**bool IsVowel(char c);**

**}**

**#endif**

**========================== child.cpp ==========================**

**#include "util.h"**

**#include <iostream>**

**#include <fstream>**

**#include <cassert>**

**int main(int argc, char \*\*argv) {**

**if (argc < 3) {**

**std::cout << "Too few arguments\n";**

**exit(1);**

**}**

**std::ofstream out(argv[1]);**

**util::TMMap map('r', argv[2]);**

**for (size\_t i = 0; i < map.GetBytesCount(); i++) {**

**char c = map.Getc();**

**if (!util::IsVowel(c)) {**

**out << c;**

**}**

**}**

**out.close();**

**}**

**========================== parent.cpp ==========================**

**#include "../include/parent.h"**

**#include "../include/util.h"**

**#include <string>**

**#ifdef \_WIN32**

**namespace lab3 {**

**const std::string mmap1Name = "pepe\_mmap\_1";**

**const std::string mmap2Name = "pepe\_mmap\_2";**

**void ParentRoutine(const char\* pathToChild, std::istream &in) {**

**const size\_t firstProcessProbability = 80;**

**util::Randomizer rand;**

**std::string file1, file2;**

**std::getline(in, file1);**

**std::getline(in, file2);**

**util::TMMap map1('w', mmap1Name, 10000), map2('w', mmap2Name, 10000);**

**for (std::string line; std::getline(in, line);) {**

**// One extra empty string**

**if (rand.Probability(firstProcessProbability)) {**

**map1.Write(line + "\n");**

**} else {**

**map2.Write(line + "\n");**

**}**

**}**

**util::Process child1(pathToChild, {file1, mmap1Name});**

**util::Process child2(pathToChild, {file2, mmap2Name});**

**child1.Wait();**

**child2.Wait();**

**}**

**}**

**#endif**

**========================== util.cpp ==========================**

**#include "util.h"**

**#ifdef \_WIN32**

**namespace util {**

**TMMap::TMMap(**

**char mode,**

**const std::string& mmapName,**

**size\_t mmapSize**

**) : pname(mmapName), psize(mmapSize), bufferSize(psize + HEADER\_SIZE) {**

**if (mode == 'r') {**

**readingMode = true;**

**} else if (mode == 'w') {**

**readingMode = false;**

**} else {**

**throw std::invalid\_argument("Expected mode == 'r' or 'w'");**

**}**

**// Create mmap**

**mmap = CreateFileMappingA(**

**INVALID\_HANDLE\_VALUE,**

**nullptr,**

**PAGE\_READWRITE,**

**0,**

**bufferSize,**

**mmapName.c\_str()**

**);**

**if (mmap == nullptr) {**

**throw std::logic\_error("Can't create mmap");**

**}**

**view = MapViewOfFile(mmap, FILE\_MAP\_ALL\_ACCESS, 0, 0, bufferSize);**

**}**

**TMMap::~TMMap() {**

**UnmapViewOfFile(view);**

**CloseHandle(mmap);**

**}**

**uint32\_t TMMap::GetBytesCount() {**

**return \*((uint32\_t\*)view);**

**}**

**void TMMap::Write(const std::string& line) {**

**if (readingMode == true) {**

**throw std::logic\_error("Can't write in reading mode.");**

**}**

**if (bytesWritten + line.size() > psize) {**

**throw std::overflow\_error("Buffer overflow.");**

**}**

**uint32\_t\* uintView = (uint32\_t\*)view;**

**char \* bufferTop = (char\*)view + HEADER\_SIZE + bytesWritten;**

**// !!! Don't copy \0**

**memcpy(bufferTop, line.c\_str(), line.size());**

**bytesWritten += line.size();**

**\*uintView = bytesWritten;**

**}**

**int TMMap::Getc() {**

**if (readingMode == false) {**

**throw std::logic\_error("Can't read in writing mode.");**

**}**

**uint32\_t bytesCount = \*((uint32\_t\*)view);**

**if (bytesRead == bytesCount) {**

**return EOF;**

**}**

**char result = ((char\*)view)[HEADER\_SIZE + bytesRead];**

**bytesRead++;**

**return result;**

**}**

**Process::Process(const std::string &path, const std::vector<std::string> &args) {**

**STARTUPINFOA si;**

**ZeroMemory(&si, sizeof(si));**

**ZeroMemory(&info, sizeof(info));**

**std::string cmdArgs = path;**

**for (const auto& arg : args) {**

**cmdArgs += " " + arg;**

**}**

**char rawArgs[1024];**

**strcpy(rawArgs, cmdArgs.c\_str());**

**if(!CreateProcessA(path.c\_str(),**

**rawArgs,**

**nullptr,**

**nullptr,**

**TRUE,**

**0,**

**nullptr,**

**nullptr,**

**&si,**

**&info)) {**

**throw std::logic\_error("Can't create new process.");**

**return ;**

**}**

**}**

**void Process::Terminate() {**

**CloseHandle(info.hProcess);**

**CloseHandle(info.hThread);**

**}**

**Process::~Process() {**

**Terminate();**

**}**

**void Process::Wait() {**

**WaitForSingleObject(info.hProcess, INFINITE);**

**Terminate();**

**}**

**bool IsVowel(char c) {**

**return c == 'e' ||**

**c == 'u' ||**

**c == 'i' ||**

**c == 'o' ||**

**c == 'a';**

**}**

**}**

**#endif**

**========================== main.cpp ==========================**

**#include <iostream>**

**#include "include/parent.h"**

**using namespace lab3;**

**int main() {**

**char\* pathToChild;**

**if (getenv("PATH\_TO\_CHILD")) {**

**pathToChild = getenv("PATH\_TO\_CHILD");**

**} else {**

**std::cerr << "Error: PATH\_TO\_CHILD is not specified.\n";**

**exit(EXIT\_FAILURE);**

**}**

**ParentRoutine(pathToChild, std::cin);**

**}**

**Демонстрация работы программы**

![](data:image/png;base64,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)

**Выводы**

В ходе выполнения лабораторной работы я закрепил навыки работы с системными вызовами Windows. Выяснилось, что системный интерфейс Linux намного более дружелюбен к разработчику чем Windows.