|  |  |  |
| --- | --- | --- |
| **Category** | **R command** | **Python command** |
| Paths | setwd(path) | os.chdir(path) |
| getwd() | os.getcwd() |
| file.path(path\_1, ..., path\_n) | os.path.join(path\_1, ..., path\_n) |
| Files | list.files(path, include.dirs = TRUE) | os.listdir(path) |
| file\_test('-f', path) | os.path.isfile(path) |
| file\_test('-d', path) | os.path.isdir(path) |
| read.csv(path\_to\_csv\_file) | pd.read\_csv(path\_to\_csv\_file) |
| write.csv(df, path\_to\_csv\_file) | df.to\_csv(path\_to\_csv\_file) |

**Chaining**Successive operations can be chained in R using the %>% symbol in order to provide better legibility. It is done as follows:

# df gets some\_operationChainingSuccessive operations can be chained in R using the %>% symbol in order to provide better legibility. It is done as follows:

R

# df gets some\_operation\_1, then some\_operation\_2, ..., then some\_operation\_n

df %>%

some\_operation\_1(params\_1) %>%

some\_operation\_2(params\_1) %>%

... %>%

some\_operation\_n(params\_1)\_1, then some\_operation\_2, ..., then some\_operation\_n

df %>%

  some\_operation\_1(params\_1) %>%

  some\_operation\_2(params\_1) %>%

             ...             %>%

  some\_operation\_n(params\_1)

The corresponding Python command is as follows:

# df gets some\_operation\_1, then some\_operation\_2, ..., then some\_operation\_n

(df

 .some\_operation\_1(params\_1)

 .some\_operation\_2(params\_2)

 .      ...

 .some\_operation\_n(params\_n))

**Exploring the data**The table below summarizes the main functions used to get a complete overview of the data:

|  |  |  |
| --- | --- | --- |
| **Category** | **R command** | **Python command** |
| Look at data | df %>% select(col\_list) | df[col\_list] |
| df %>% select(-col\_list) | df.drop(col\_list, axis=1) |
| df %>% head(n) / df %>% tail(n) | df.head(n) / df.tail(n) |
| df %>% summary() | df.describe() |
| Data types | df %>% str() | df.dtypes / df.info() |
| df %>% NROW() / df %>% NCOL() | df.shape |

**Data types**The table below sums up the main data types that can be contained in columns:

|  |  |  |
| --- | --- | --- |
| **R Data type** | **Python Data type** | **Description** |
| character | object | String-related data |
| factor | String-related data that can be put in bucket, or ordered |
| numeric | float64 | Numerical data |
| int | int64 | Numeric data that are integer |
| POSIXct | datetime64 | Timestamps |

**Filtering**We can filter rows according to some conditions as follows:

|  |  |  |
| --- | --- | --- |
| **Category** | **R command** | **Python command** |
| Overview | df %>% filter(col operation val\_or\_col) | df[df['col'] operation val\_or\_col] |
| Operation | == / != | == / != |
| <, <=, >=, > | <, <=, >=, > |
| & / | | & / | |
| is.na() | pd.isnull() |
| %in% (val\_1, ..., val\_n) | .isin([val\_1, ..., val\_n]) |
| %like% 'val' | .str.contains('val') |

**Changing columns**The table below summarizes the main column operations:

|  |  |  |
| --- | --- | --- |
| **Action** | **R command** | **Python command** |
| Add new columns on top of old ones | df %>%   mutate(new\_col = operation(other\_cols)) | df.assign(   new\_col=lambda x: some\_operation(x) ) |
| Unite columns | df  %>%   unite(new\_merged\_col, old\_cols\_list) | df['new\_merged\_col'] = (   df[old\_cols\_list].agg('-'.join, axis=1) ) |

**Conditional column**A column can take different values with respect to a particular set of conditions with the following R command:

case\_when(condition\_1 ~ value\_1,  # If condition\_1 then value\_1

          condition\_2 ~ value\_2,  # If condition\_2 then value\_2

                ...

          TRUE ~ value\_n)         # Otherwise, value\_n

The corresponding Python command is as follows:

np.select(

  [condition\_1, ..., condition\_n],  # If condition\_1, ..., condition\_n

  [value\_1, ..., value\_n],          # Then value\_1, ..., value\_n respectively

  default=default\_value             # Otherwise, default\_value

)

**Mathematical operations**The table below sums up the main mathematical operations that can be performed on columns:

|  |  |  |
| --- | --- | --- |
| **Operation** | **R command** | **Python command** |
| √x | sqrt(x) | np.sqrt(x) |
| ⌊x⌋ | floor(x) | np.floor(x) |
| ⌈x⌉ | ceiling(x) | np.ceil(x) |

**Datetime conversion**Fields containing datetime values are converted from string to datetime as follows:

|  |  |  |
| --- | --- | --- |
| **Action** | **R Command** | **Python Command** |
| Converts string to datetime | as.POSIXct(col, format) | pd.to\_datetime(col, format) |

where format is a string describing the structure of the field and using the commands summarized in the table below:

|  |  |  |  |
| --- | --- | --- | --- |
| **Category** | **Command** | **Description** | **Example** |
| Year | '%Y' / '%y' | With / without century | 2020 / 20 |
| Month | '%B' / '%b' / '%m' | Full / abbreviated / numerical | August / Aug / 8 |
| Weekday | '%A' / '%a' | Full / abbreviated | Sunday / Sun |
| '%u' / '%w' | Number (1-7) / Number (0-6) | 7 / 0 |
| Day | '%d' / '%j' | Of the month / of the year | 09 / 222 |
| Time | '%H' / '%M' | Hour / minute | 09 / 40 |
| Timezone | '%Z' / '%z' | String / Number of hours from UTC | EST / -0400 |

## Data frame transformation

**Merging data frames**We can merge two data frames by a given field as follows:

|  |  |  |
| --- | --- | --- |
| **Category** | **R command** | **Python command** |
| Overview | merge(df\_1, df\_2, join\_field, join\_type) | df\_1.merge(df\_2, join\_field, join\_type) |
| Join field | by = 'field' | on='field' |
| by.x = 'field\_1', by.y = 'field\_2' | left\_on='field\_1', right\_on='field\_2' |
| Join type | all.x = TRUE | how='left' |
| all.y = TRUE | how='right' |
| default | how='inner' |
| all = TRUE | how='outer' |

**Concatenation**The table below summarizes the different ways data frames can be concatenated:

|  |  |  |
| --- | --- | --- |
| **Type** | **R command** | **Python command** |
| Rows | rbind(df\_1, ..., df\_n) | pd.concat([df\_1, ..., df\_n], axis=0) |
| Columns | cbind(df\_1, ..., df\_n) | pd.concat([df\_1, ..., df\_n], axis=1) |

**Common transformations**The common data frame transformations are summarized in the table below:

|  |  |  |
| --- | --- | --- |
| **Type** | **R command** | **Python command** |
| Long to wide | spread(   df, key = 'key\_name'   value = 'value\_name' ) | pd.pivot\_table(   df, columns='key\_name',   values='value\_name',   index=other\_cols,   aggfunc=np.sum ) |
| Wide to long | gather(   df, key = 'key\_name',   value = 'value\_name',   c(key\_1, ..., key\_n) ) | pd.melt(   df, var\_name='key',   value\_name='value',   value\_vars=[     'key\_1', ..., 'key\_n'   ], id\_vars=some\_cols ) |

**Row operations**The following actions are used to make operations on rows of the data frame:

|  |  |  |
| --- | --- | --- |
| **Action** | **R command** | **Python command** |
| Sort data frame | df %>% arrange(col\_list) | df.sort\_values(by=col\_list, ascending=True) |
| Drop duplicates | df %>% unique() | df.drop\_duplicates() |
| Drop rows with null values | df %>% na.omit() | df.dropna() |

## Aggregations

**Grouping data**A data frame can be aggregated with respect to given columns as follows:

![](data:image/png;base64,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)

The R command is as follows:

df %>%                                                 # Original ungrouped data frame

 group\_by(col\_1, ..., col\_n) %>%                       # Group by some columns

 summarize(agg\_metric = some\_aggregation(some\_cols))   # Aggregation step

and the Python command is as follows:

(df                                                    # Original ungrouped data frame

 .groupby(['col\_1', ..., 'col\_n'])                     # Group by some columns

 .agg({'col': builtin\_agg})                            # Aggregation step

where builtin\_agg is among the following:

|  |  |  |
| --- | --- | --- |
| **Action** | **R Command** | **Python Command** |
| Count across observations | n() | 'count' |
| Sum across observations | sum() | 'sum' |
| Max / min of values of observations | max() / min() | 'max' / 'min' |
| Mean / median of values of observations | mean() / median() | 'mean' / 'median' |
| Standard deviation / variance across observations | sd() / var() | 'std' / 'var' |

## Window functions

**Definition**A window function computes a metric over groups and has the following structure:
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The R command is as follows:

df %>%                                       # Original ungrouped data frame

 group\_by(col\_1, ..., col\_n) %>%             # Group by some columns

 mutate(win\_metric = window\_function(col))   # Window function

and the Python command is as follows:

(df

 .assign(win\_metric = lambda x:

           x.groupby(['col\_1', ..., 'col\_n'])['col'].window\_function(params))

*Remark: applying a window function will not change the initial number of rows of the data frame.*

**Row numbering**The table below summarizes the main commands that rank each row across specified groups, ordered by a specific field:

|  |  |  |
| --- | --- | --- |
| **R Command** | **Python Command** | **Description** |
| row\_number(x) | x.rank(method='first') | Ties are given different ranks |
| rank(x) | x.rank(method='min') | Ties are given same rank and skip numbers |
| dense\_rank(x) | x.rank(method='dense') | Ties are given same rank and do not skip numbers |

**Values**The following window functions allow to keep track of specific types of values with respect to the group:

|  |  |  |
| --- | --- | --- |
| **R Command** | **Python Command** | **Description** |
| lag(x, n) | x.shift(n) | Takes the nth previous value of the column |
| lead(x, n) | x.shift(-n) | Takes the nth following value of the column |

**Basic plots**The main basic plots are summarized in the table below:

|  |  |  |
| --- | --- | --- |
| **Type** | **R command** | **Python command** |
| Scatter plot | geom\_point(   x, y, color, size, fill, alpha ) | sns.scatterplot(   x, y, hue, size ) |
| Line plot | geom\_line(   x, y, color, size, fill, alpha,   linetype ) | sns.lineplot(   x, y, hue, size ) |
| Bar chart  Histogram | geom\_bar(   x, y, color, size, fill, alpha ) | sns.barplot(   x, y, hue ) |
| Box plot | geom\_boxplot(   x, y, color ) | sns.boxplot(   x, y, hue ) |
| Heatmap | geom\_tile(   x, y, color, fill ) | sns.heatmap(   data, cmap, linecolor,   linewidth, cbar ) |

## Advanced features

**Additional elements**We can add objects on the plot with the following commands:

|  |  |  |
| --- | --- | --- |
| **Type** | **R command** | **Python command** |
| Line | geom\_vline(   xintercept, linetype ) | ax.axvline(   x, ymin, ymax, color,   linewidth, linestyle ) |
| geom\_hline(   yintercept, linetype ) | ax.axhline(   y, xmin, xmax, color,   linewidth, linestyle ) |
| Rectangle | geom\_rect(   xmin, xmax, ymin, ymax ) | ax.axvspan(   xmin, xmax, ymin, ymax,   color, fill, alpha ) |
| Text | geom\_text(   x, y, label,   hjust, vjust ) | ax.text(   x, y, s, color ) |

## Last touch

**Legend**The title of legends can be customized to the plot with the following command:

plot + labs(params)

where the params are summarized below:

|  |  |  |
| --- | --- | --- |
| **Element** | **R command** | **Python command** |
| Title / subtitle of the plot | title = 'text' | ax.set\_title('text', loc, pad) |
| subtitle = 'text' | plt.suptitle('text', x, y, size, ha) |
| Title of the x / y axis | x = 'text' | ax.set\_xlabel('text') |
| y = 'text' | ax.set\_ylabel('text') |
| Title of the size / color | size = 'text' / color = 'text' | ax.get\_legend\_handles\_labels() |
| Caption of the plot | caption = 'text' | ax.text('text', x, y, fontsize) |