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2. Two scatter plots:

a. One showing the run time of all three implementations, zoomed out so that the

quadratic curves are clear.

b. One zoomed in to show the crossover point.

1. An output for *n* = 200 for all three implementations.
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**Python bubble Sort**
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**Python merge sort**

![](data:image/png;base64,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)

1. Your complete Python source code for implementations 1 and 3.

###############################################################################

# CPSC 335 Project 3

# Spring 2015

#

# Authors: <Kourun Sok, Linh Cao>

###############################################################################

import time

def bubblesort(array):

for x in range(len(array)):

for y in range(len(array)-1):

if array[x] < array[y]:

#swap

array[x],array[y] = array[y],array[x]

return array

def main():

#open the file

f = open('beowulf.txt','r')

temp = f.read()

#grab the text and put into a list so we can sort

text = []

new\_list= []

for i in temp.split():

text.append(i)

n = input('How many # of words to sort? ')

lengthinput = int(n)

print ('The first 10 words: \n' + str(text[:10]) + '\n\n')

#Setting time , code from the professor stub code 2

start = time.perf\_counter()

#since python start from 0 ,[:n] => 0->n-1

new\_list= bubblesort(text[:lengthinput])

end = time.perf\_counter()

#print the first 10 word as a quick check to see if it is correct

print(new\_list[:10] ,len(new\_list))

#print it takes to run the algorithms

print('elapsed time = ' + str(end - start))

if \_\_name\_\_ == '\_\_main\_\_':

main()

###############################################################################

# CPSC 335 Project 3

# Spring 2015

#

# Authors: <Kourun Sok, Linh Cao>

###############################################################################

import time

#implementation from the lecture notes

def merge\_sort(array):

if len(array) <=1:

return array

else:

#spilt the array in half

half = len(array) // 2

return merge(merge\_sort(array[:half]),merge\_sort(array[half:]))

def merge(a,b):

s=[]

ai = 0

bi = 0

while ai <len(a) and bi < len(b):

if a[ai] <= b[bi]:

x = a[ai]

ai +=1

else:

x = b[bi]

bi+=1

s.append(x)

return s + a[ai:] + b[bi:]

def main():

#open the file

f = open('beowulf.txt','r')

temp = f.read()

#grab the text and put into a list so we can sort

text = []

new\_list= []

for i in temp.split():

text.append(i)

n = input('How many # of words to sort? ')

lengthinput = int(n)

print ('The first 10 words: \n' + str(text[:10]) + '\n\n')

#Setting time , code from the professor stub code 2

start = time.perf\_counter()

#since python start from 0 ,[:n] => 0->n-1

new\_list= merge\_sort(text[:lengthinput])

end = time.perf\_counter()

#print the first 10 word as a quick check to see if it is correct

print(new\_list[:10])

#print it takes to run the algorithms

print('elapsed time = ' + str(end - start))

if \_\_name\_\_ == '\_\_main\_\_':

main()

1. Your complete source code (in C++ or similar) for implementation 2.

// CPSC 335 - assignment 3

// Linh Cao,Kourun Sok

#include <chrono>

#include <iostream>

#include <fstream>

#include <string>

#include <istream>

using namespace std;

const int WORD\_NUM = 20000;

void bubleSort(string arr[], int size)

{

string temp;

for (int i = 0; i < size -1; i++)

{

for (int j = 0; j<size; j++)

{

//Swapping element in if statement

if (arr[i]<arr[j])

{

temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

}

}

int main(int argc, char\*\* argv) {

// read strings into array

ifstream fin;

fin.open("beowulf.txt");

string myArray[WORD\_NUM];

string temp;

int n;

cout << "requested n = ";

cin >> n;

cout << "loaded "<<n<<" lines from beowulf.txt\n";

// read strings from file into array

if (fin.is\_open())

{

cout << "opened\n";

for (int i = 0; i < n; ++i)

{

getline(fin, myArray[i]);

}

}

// display first 10 words

cout << "\nfirst 10 words:\n";

for (int i = 0; i < 10; i++)

{

cout << "[" << myArray[i] << "] ";

}

cout << endl;

cout << "running algorithm..." << endl;

auto start = chrono::high\_resolution\_clock::now();

bubleSort(myArray, n);

auto end = chrono::high\_resolution\_clock::now();

// display first 10 sorted words

cout << "\nfirst 10 sorted words:\n";

for (int i = 0; i < 10; i++)

{

cout << "[" << myArray[i] << "] ";

}

cout << endl;

int microseconds = chrono::duration\_cast<chrono::microseconds>(end - start).count();

double seconds = microseconds / 1E6;

cout << "elapsed time: " << seconds << " seconds" << endl;

system("pause");

return 0;

}

6. Answers to the following questions, using complete sentences.

**a. Which *O*(*n*2) -time algorithm did you choose to implement, and why?**

Answer: We chose Bubble sort since it is the most fundamental and well known Algorithm and it is one of the easiest to implement.

**b. Which *O*(*n* log *n*) -time algorithm did you choose to implement, and why?**

Answer: We chose the Merge sort, since we want to implement the code from the lecture notes and get a fully handout approach to work on it.

**c. Which of the three implementations did you find most difficult, and why?**

**1 Recall that, as stated on the syllabus, you may work in a group of up to three students.**

Answer: The merge sort was more difficult since bubble sort was straight forward to implement. Merge sort it has to call a merge function and also in python I had problem with dividing “int” by half which requires to use the “//” instead of one “/” .

**d. Are your empirical results consistent or inconsistent with hypothesis 1? In other**

**words, do the run times of both implementation 1 and 2 fit quadratic curves?**

Answer: Yes It is consistent with the Hypothesis 1. The graph starts slow and then show a quadratic curves.

**e. Are your empirical results consistent or inconsistent with hypothesis 2? In other**

**words, are the run times of your implementation 1 greater than those of**

**implementation 2 by a constant factor? If so, approximately what is that factor, as**

**a percentage? Does this result surprise you?**

Answer: Yes it is consistent with the hypothesis 2. The implementation of c++ is faster than the implementation of python using the same algorithm. It doesn’t really surprise us to say c++ faster than python since python is a higher level languages. There is a 27.9004% difference for data point 400.

**f. Are your empirical results consistent or inconsistent with hypothesis 3? In other**

**words, is there a crossover point for which implementation *nc* 3 is faster than**

**implementations 1 and 2? If so, what is the approximate value of *nc* ? How much**

**faster is implementation 3 over implementation 2, as a percentage, for the full**

***n* = 40, 707? Does this result surprise you?**

Answer: Yes , it is consistent with the hypothesis 3. The last implementation is faster than both bubble sort in python and c++ implementation. The crossover seems to be when n is

**g. Based on these results, which approach do you think is a better way of**

**implementing algorithms efficiently: implementing a slow algorithm in a fast low**

**level language (implementation 2), or implementing a fast algorithm in a slow**

**high level language (implementation 3)? Why? What are the implications on**

**software development in general?**

Answer: Base on the result , it seems to be implementing a fast algorithm in a high level language (implementation 3) since the data shown that at a certain point , there will be a crossover that makes the fast algorithm in higher language faster than a lower level algorithm. Which at the beginning the implementation 3 was slower than implementation 2. The software development in general would be to use the best algorithm that fit best for the type of application and data point they deal with.