**Here are some examples of Machine Learning or Data Science in R:**

The first article give the links to install R and R Studio in order to do quick analysis.

**Install R and RStudio on Windows 7, 8, and 10**

[**https://medium.com/@GalarnykMichael/install-r-and-rstudio-on-windows-5f503f708027**](https://medium.com/@GalarnykMichael/install-r-and-rstudio-on-windows-5f503f708027)

**Linear Regression using R**

[**https://medium.com/@GalarnykMichael/univariate-linear-regression-using-r-programming-3db499bdd1e3**](https://medium.com/@GalarnykMichael/univariate-linear-regression-using-r-programming-3db499bdd1e3)

Here is what you get more or less. The format is different in R Studio (Main Input Screen:

|  |
| --- |
| R version 3.5.1 (2018-07-02) -- "Feather Spray"  Copyright (C) 2018 The R Foundation for Statistical Computing  Platform: x86\_64-w64-mingw32/x64 (64-bit)  R is free software and comes with ABSOLUTELY NO WARRANTY.  You are welcome to redistribute it under certain conditions.  Type 'license()' or 'licence()' for distribution details.  R is a collaborative project with many contributors.  Type 'contributors()' for more information and  'citation()' on how to cite R or R packages in publications.  Type 'demo()' for some demos, 'help()' for on-line help, or  'help.start()' for an HTML browser interface to help.  Type 'q()' to quit R.  > # Linear Regression predicts linear relationship between two variables  >  > # Set path to Desktop  > set wd("~/Desktop")  Error: unexpected symbol in "set wd"  >  > download.file(url = 'https://raw.githubusercontent.com/mGalarnyk/Python\_Tutorials/master/Python\_Basics/Linear\_Regression/linear.csv', destfile = 'linear.csv')  trying URL 'https://raw.githubusercontent.com/mGalarnyk/Python\_Tutorials/master/Python\_Basics/Linear\_Regression/linear.csv'  Content type 'text/plain; charset=utf-8' length 2689 bytes  downloaded 2689 bytes  > rawData=read.csv("linear.csv", header=T)  >  > # Show first n entries of data.frame, notice NA values  > head(rawData, 10)  x y  1 82.58321982 134.907414  2 73.92246618 134.085180  3 34.88744536 NA  4 61.83998269 114.530638  5 16.77594025 31.376437  6 0.01673734 8.764634  7 44.45764646 73.285341  8 10.34490930 18.859865  9 42.76713229 72.946609  10 20.85663802 28.637286  >  > linModel <- lm(y~x, data = rawData)  >  > # Show attributes of linModel  > attributes(linModel)  $`names`  [1] "coefficients" "residuals" "effects" "rank" "fitted.values" "assign" "qr"  [8] "df.residual" "na.action" "xlevels" "call" "terms" "model"  $class  [1] "lm"  >  > # To show what happens with na.action, "omit" since data has NA  > linModel$na.action  3 52 59 61 63 64 91 93  3 52 59 61 63 64 91 93  attr(,"class")  [1] "omit"  >  > # Show coefficients of model  > linModel$coefficients  (Intercept) x  4.470197 1.583197  >  > # Predicting New Value based on our model  > predict(linModel, data.frame(x = 3))  1  9.219787  >  > plot(y ~ x, data = rawData,  + xlab = "This labels the x axis",  + ylab = "This labels the y axis",  + main = "Scatter Plot"  + )  >  > abline(linModel, col = "red", lwd = 3) |
|  |
| |  | | --- | | > | |

**#############################################################################**

**# Iris Flowers Analysis - Hello World Machine Learning**

**# From Machine Learning Mastery**

**# Modifications by Patrick Hagan**

**# Date: September 13, 2018**

**# CRAN R:** [**https://cran.r-project.org/**](https://cran.r-project.org/)

**# R Studio:** [**https://www.rstudio.com/products/rstudio/download/**](https://www.rstudio.com/products/rstudio/download/)

**#############################################################################**

**# Load Libraries**

**library(caret)**

**# Load iris dataset into R Studio environment running R**

**data(iris)**

**# rename the dataset as dataframe**

**df <- iris**

**# Split out validation dataset create a list of 80% of the**

**# rows in the original dataset we can use to train and test**

**validation\_index <- createDataPartition(df$Species, p=0.80, list=FALSE)**

**# select 20% of the data for validation**

**validation <- df[-validation\_index,]**

**# use the remaining 80% of data to training and testing the models**

**df <- df[validation\_index,]**

**validation\_index <- createDataPartition(df$Species, p=0.80, list=FALSE)**

**# select 20% of the data for validation**

**validation <- df[-validation\_index,]**

**# use the remaining 80% of data to training and testing the models**

**df <- df[validation\_index,]**

**# dataframe dimensions**

**dim(df)**

**# list types for each attribute**

**sapply(df, class)**

**# display first 5 rows of the data**

**head(df)**

**# list the levels for the class**

**levels(df$Species)**

**# split input and output**

**x <- df[,1:4]**

**y <- df[,5]**

**# summarize the class distribution**

**percentage <- prop.table(table(df$Species)) \* 100**

**cbind(freq=table(df$Species), percentage=percentage)**

**# summarize attribute distributions**

**summary(df)**

**# boxplots for numeric**

**par(mfrow=c(1,4))**

**for(i in 1:4) {**

**boxplot(x[,i], main=names(df)[i])**

**}**

**# barplot for class breakdown**

**plot(y)**

**# scatterplot matrix**

**featurePlot(x=x, y=y, plot="ellipse")**

**# box and whisker plots for each attribute**

**featurePlot(x=x, y=y, plot="box")**

**# density plots for each attribute by class value**

**scales <- list(x=list(relation="free"), y=list(relation="free"))**

**featurePlot(x=x, y=y, plot="density", scales=scales)**

**# Run algorithms using 10-fold cross validation**

**control <- trainControl(method="cv", number=10)**

**metric <- "Accuracy"**

**# LDA**

**set.seed(7)**

**fit.lda <- train(Species~., data=df, method="lda", metric=metric, trControl=control)**

**# CART**

**set.seed(7)**

**fit.cart <- train(Species~., data=df, method="rpart", metric=metric, trControl=control)**

**# kNN**

**set.seed(7)**

**fit.knn <- train(Species~., data=df, method="knn", metric=metric, trControl=control)**

**# SVM**

**set.seed(7)**

**fit.svm <- train(Species~., data=df, method="svmRadial", metric=metric, trControl=control)**

**# RANDOM FOREST**

**set.seed(7)**

**fit.rf <- train(Species~., data=df, method="rf", metric=metric, trControl=control)**

**# compare algorithms**

**results <- resamples(list(lda=fit.lda, cart=fit.cart, knn=fit.knn, svm=fit.svm, rf=fit.rf))**

**summary(results)**

**dotplot(results)**

**print(fit.cart)**

**print(fit.knn)**

**print(fit.lda)**

**print(fit.rf)**

**print(fit.svm)**

**# Estimate Skill on Validation dataframe**

**set.seed(7)**

**predictions <- predict(fit.lda, newdata=validation)**

**confusionMatrix(predictions, validation$Species)**

**Actual R Run:**

|  |
| --- |
| R version 3.5.1 (2018-07-02) – “Feather Spray”  Copyright © 2018 The R Foundation for Statistical Computing  Platform: x86\_64-w64-mingw32/x64 (64-bit)  R is free software and comes with ABSOLUTELY NO WARRANTY.  You are welcome to redistribute it under certain conditions.  Type ‘license()’ or ‘licence()’ for distribution details.  R is a collaborative project with many contributors.  Type ‘contributors()’ for more information and  ‘citation()’ on how to cite R or R packages in publications.  Type ‘demo()’ for some demos, ‘help()’ for on-line help, or  ‘help.start()’ for an HTML browser interface to help.  Type ‘q()’ to quit R.  [Workspace loaded from ~/.Rdata]  > #############################################################################  > # Iris Flowers Analysis – Hello World Machine Learning  > # From Machine Learning Mastery  > # Modifications by Patrick Hagan  > # Date: September 13, 2018  > #############################################################################  > # Load Libraries  > library(caret)  Loading required package: lattice  Loading required package: ggplot2  > # Load iris dataset into R Studio environment running R  > data(iris)  > # rename the dataset as dataframe  > df <- iris  > # Split out validation dataset create a list of 80% of the  > # rows in the original dataset we can use to train and test  > validation\_index <- createDataPartition(df$Species, p=0.80, list=FALSE)  > # select 20% of the data for validation  > validation <- df[-validation\_index,]  > # use the remaining 80% of data to training and testing the models  > df <- df[validation\_index,]  > validation\_index <- createDataPartition(df$Species, p=0.80, list=FALSE)  > # select 20% of the data for validation  > validation <- df[-validation\_index,]  > # use the remaining 80% of data to training and testing the models  > df <- df[validation\_index,]  > # dataframe dimensions  > dim(df)  [1] 96 5  > # list types for each attribute  > sapply(df, class)  Sepal.Length Sepal.Width Petal.Length Petal.Width Species  “numeric” “numeric” “numeric” “numeric” “factor”  > # display first 5 rows of the data  > head(df)  Sepal.Length Sepal.Width Petal.Length Petal.Width Species  1 5.1 3.5 1.4 0.2 setosa  2 4.9 3.0 1.4 0.2 setosa  3 4.7 3.2 1.3 0.2 setosa  4 4.6 3.1 1.5 0.2 setosa  7 4.6 3.4 1.4 0.3 setosa  9 4.4 2.9 1.4 0.2 setosa  > # list the levels for the class  > levels(df$Species)  [1] "setosa" "versicolor" "virginica"  > # split input and output  > x <- df[,1:4]  > y <- df[,5]  > # summarize the class distribution  > percentage <- prop.table(table(df$Species)) \* 100  > cbind(freq=table(df$Species), percentage=percentage)  freq percentage  setosa 32 33.33333  versicolor 32 33.33333  virginica 32 33.33333  > # summarize attribute distributions  > summary(df)  Sepal.Length Sepal.Width Petal.Length Petal.Width Species  Min. :4.300 Min. :2.200 Min. :1.000 Min. :0.100 setosa :32  1st Qu.:5.100 1st Qu.:2.875 1st Qu.:1.500 1st Qu.:0.300 versicolor:32  Median :5.900 Median :3.000 Median :4.450 Median :1.400 virginica :32  Mean :5.868 Mean :3.083 Mean :3.781 Mean :1.206  3rd Qu.:6.500 3rd Qu.:3.325 3rd Qu.:5.100 3rd Qu.:1.800  Max. :7.900 Max. :4.400 Max. :6.700 Max. :2.500  > # boxplots for numeric  > par(mfrow=c(1,4))  > for(i in 1:4) {  + boxplot(x[,i], main=names(df)[i])  + }  > # barplot for class breakdown  > plot(y)  > # scatterplot matrix  > featurePlot(x=x, y=y, plot="ellipse")  > # box and whisker plots for each attribute  > featurePlot(x=x, y=y, plot="box")  > # density plots for each attribute by class value  > scales <- list(x=list(relation="free"), y=list(relation="free"))  > featurePlot(x=x, y=y, plot="density", scales=scales)  > # Run algorithms using 10-fold cross validation  > control <- trainControl(method="cv", number=10)  > metric <- "Accuracy"  > # LDA  > set.seed(7)  > fit.lda <- train(Species~., data=df, method="lda", metric=metric, trControl=control)  > # CART  > set.seed(7)  > fit.cart <- train(Species~., data=df, method="rpart", metric=metric, trControl=control)  > # kNN  > set.seed(7)  > fit.knn <- train(Species~., data=df, method="knn", metric=metric, trControl=control)  > # SVM  > set.seed(7)  > fit.svm <- train(Species~., data=df, method="svmRadial", metric=metric, trControl=control)  > # RANDOM FOREST  > set.seed(7)  > fit.rf <- train(Species~., data=df, method="rf", metric=metric, trControl=control)  > # compare algorithms  > results <- resamples(list(lda=fit.lda, cart=fit.cart, knn=fit.knn, svm=fit.svm, rf=fit.rf))  > summary(results)  Call:  summary.resamples(object = results)  Models: lda, cart, knn, svm, rf  Number of resamples: 10  Accuracy  Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  lda 0.8888889 0.9250000 1.0000000 0.9688889 1.0000000 1 0  cart 0.8888889 0.9000000 0.9545455 0.9486869 1.0000000 1 0  knn 0.8888889 0.9000000 1.0000000 0.9577778 1.0000000 1 0  svm 0.8888889 0.8916667 0.9045455 0.9375758 1.0000000 1 0  rf 0.8888889 0.9000000 0.9000000 0.9286869 0.9772727 1 0  Kappa  Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  lda 0.8333333 0.8880597 1.0000000 0.9532564 1.0000000 1 0  cart 0.8333333 0.8490502 0.9320988 0.9230095 1.0000000 1 0  knn 0.8333333 0.8490502 1.0000000 0.9365898 1.0000000 1 0  svm 0.8333333 0.8376866 0.8574719 0.9065690 1.0000000 1 0  rf 0.8333333 0.8490502 0.8507463 0.8931588 0.9660494 1 0 |
|  |
| |  | | --- | | > | |

**Plots:**

**![C:\Users\Students\Documents\iris_plot00.png](data:image/png;base64,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)**
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**Machine Learning Example with Iris Dataset in Python: (Iris-Python-Example.py)**

**#############################################################################**

**# Iris Flowers Analysis - Hello World Machine Learning**

**# From Machine Learning Mastery**

**# Modifications by Patrick Hagan**

**# Date: September 14, 2018**

**# Anaconda Python: https://www.anaconda.com/download/**

**#############################################################################**

**# Hello World Classification: Iris flowers prediction**

**# Prepare Problem**

**# Load libraries**

**from pandas import read\_csv**

**from pandas.tools.plotting import scatter\_matrix**

**from matplotlib import pyplot**

**from sklearn.model\_selection import train\_test\_split**

**from sklearn.model\_selection import KFold**

**from sklearn.model\_selection import cross\_val\_score**

**from sklearn.metrics import classification\_report**

**from sklearn.metrics import confusion\_matrix**

**from sklearn.metrics import accuracy\_score**

**from sklearn.linear\_model import LogisticRegression**

**from sklearn.tree import DecisionTreeClassifier**

**from sklearn.neighbors import KNeighborsClassifier**

**from sklearn.discriminant\_analysis import LinearDiscriminantAnalysis**

**from sklearn.naive\_bayes import GaussianNB**

**from sklearn.svm import SVC**

**# Load dataset**

**# filename = 'iris.data.csv'**

**Filename=** ‘**C:\Users\Students\Downloads\IRIS.csv’**

**names = ['sepal-length', 'sepal-width', 'petal-length', 'petal-width', 'class']**

**dataset = read\_csv(filename, names=names)**

**# Summarize Data**

**# Descriptive statistics**

**# shape**

**print(dataset.shape)**

**# head**

**print(dataset.head(20))**

**# descriptions**

**print(dataset.describe())**

**# class distribution**

**print(dataset.groupby('class').size())**

**# Data visualizations**

**# box and whisker plots**

**dataset.plot(kind='box', subplots=True, layout=(2,2), sharex=False, sharey=False)**

**pyplot.show()**

**# histograms**

**dataset.hist()**

**pyplot.show()**

**# scatter plot matrix**

**scatter\_matrix(dataset)**

**pyplot.show()**

**# Prepare Data**

**# Split-out validation dataset**

**array = dataset.values**

**X = array[:,0:4]**

**Y = array[:,4]**

**validation\_size = 0.20**

**seed = 7**

**X\_train, X\_validation, Y\_train, Y\_validation = train\_test\_split(X, Y, test\_size=validation\_size, random\_state=seed)**

**# Spot-Check Algorithms**

**models = []**

**models.append(('LR', LogisticRegression()))**

**models.append(('LDA', LinearDiscriminantAnalysis()))**

**models.append(('KNN', KNeighborsClassifier()))**

**models.append(('CART', DecisionTreeClassifier()))**

**models.append(('NB', GaussianNB()))**

**models.append(('SVM', SVC()))**

**# evaluate each model in turn**

**results = []**

**names = []**

**for name, model in models:**

**kfold = KFold(n\_splits=10, random\_state=seed)**

**cv\_results = cross\_val\_score(model, X\_train, Y\_train, cv=kfold, scoring='accuracy')**

**results.append(cv\_results)**

**names.append(name)**

**msg = "%s: %f (%f)" % (name, cv\_results.mean(), cv\_results.std())**

**print(msg)**

**# Compare Algorithms**

**fig = pyplot.figure()**

**fig.suptitle('Algorithm Comparison')**

**ax = fig.add\_subplot(111)**

**pyplot.boxplot(results)**

**ax.set\_xticklabels(names)**

**pyplot.show()**

**# Make predictions on validation dataset**

**knn = KNeighborsClassifier()**

**knn.fit(X\_train, Y\_train)**

**predictions = knn.predict(X\_validation)**

**print(accuracy\_score(Y\_validation, predictions))**

**print(confusion\_matrix(Y\_validation, predictions))**

**print(classification\_report(Y\_validation, predictions))**

**Machine Learning Example with Iris Dataset in Go: (Iris\_GO\_Example.go)**

**#############################################################################**

**# Iris Flowers Analysis - Hello World Machine Learning**

**# From: Machine Learning with GO from Packt Publishing**

**# Modifications by Patrick Hagan**

**# Date: September 18, 2018**

**#############################################################################**

// Name: Iris\_GO\_Example.go

// Date: September 18, 2018

// Original Source: Machine Learning with Go

// Description: Combined various small GO programs into this one

// to analyze the Hello World Iris dataset. All errors are mine.

// Modified by: Patrick Hagan

//---------------------------------------------------------------------

import (

    "encoding/csv"

    "fmt"

    "io"

    "log"

    "os"

    "strconv"

    "github.com/gonum/floats"

    "github.com/gonum/stat"

    "github.com/kniren/gota/dataframe"

    "github.com/montanaflynn/stats"

    "github.com/gonum/plot"

    "github.com/gonum/plot/plotter"

    "github.com/gonum/plot/vg"

)

func main() {

// Open the IRIS CVS file

irisFile, err := os.Open("../data/iris.csv")

if err != nil {

log.Fatal(err)

}

defer irisFile.Close()

// Create a dataframe from the CVS file.

// The types of the columns will be inferred.

irisDF := dataframe.ReadCSV(irisFile)

// As a sanity check, display the records to stdout.

// Gota will format the dataframe for pretty printing.

fmt.Printf(irisDF)

// Create a filter for the dataframe.

filter := dataframe.F{

    Colname: "species"

    Comparator: "=="

    Comparando: "Iris-versicolor"

}

// Filter the dataframe to see only the rows where

// the iris species is "Iris-versicolor".

versicolorDF := irisDF.Filter(filter)

if versicolorDF.Err != nil {

    log.Fatal(versicolorDF.Err)

}

// Filter the dataframe again, but only select out the

// sepal\_width and species columns

versicolorDF = irisDF.Filter(filter).

Select([]string{"sepal\_width", "species"})

// Filter the dataframe again, but only display

// the first three results

versicolorDF = irisDF.Filter(filter).

Select([]string{"sepal\_width", "species"}).

Subset([]int{0, 1, 2})

// Get the float values from the "sepal\_length" column

// because we want the measures for this variable

sepal\_Length := irisDF.Col("sepal\_length").Float()

// Calculate the Mean of the variable

meanVal := stat.Mean(sepal\_Length, nil)

// Calculate the Mode of the variable

modeVal, modeCount := stat.Mode(sepal\_Length, nil)

// Calculate the Median of the variable

medianVal, err := stat.Median(sepal\_Length)

if err != nil {

    log.Fatal(err)

}

// Calculate the Min of the variable

minVal := floats.Min(sepal\_Length)

// Calculate the Max of the variable

maxVal := floats.Max(sepal\_Length)

// Calculate the Range of the variable

rangeVal := maxVal - minVal

// Calculate the Variance of the variable

varianceVal := stat.Variance(sepal\_Length, nil)

// Calculate the Standard Deviation of the variable

stdDevVal := stat.StdDev(sepal\_Length, nil)

// Sort the values

floats.Argsort(sepal\_Length, inds)

// Get the Quantiles

quant25 := stat.Quantile(0.25, stat.Empirical, sepal\_Length, nil)

quant50 := stat.Quantile(0.50, stat.Empirical, sepal\_Length, nil)

quant75 := stat.Quantile(0.75, stat.Empirical, sepal\_Length, nil)

// Output the results to standard out

fmt.Printf("\n Sepal Length Summary Statistics: \n")

fmt.Printf(" Mean Value: %0.2f\n", meanVal)

fmt.Printf(" Mode Value: %0.2f\n", modeVal)

fmt.Printf(" Mode Count: %0.2f\n", modeCount)

fmt.Printf(" Median Value: %0.2f\n\n", medianVal)

fmt.Printf(" Max Value: %0.2f\n\n", maxVal)

fmt.Printf(" Min Value: %0.2f\n\n", minVal)

fmt.Printf(" Range Value: %0.2f\n\n", rangeVal)

fmt.Printf("Variance Value: %0.2f\n\n", varianceVal)

fmt.Printf(" Std Dev Value: %0.2f\n\n", stdDevVal)

fmt.Printf(" 25 Quantile: %0.2f\n\n", quant25)

fmt.Printf(" 50 Quantile: %0.2f\n\n", quant50)

fmt.Printf(" 75 Quantile: %0.2f\n\n", quant75)

// Create a histogram for each of the feature columns in the dataset

for \_, colName := range irisDF.Names() {

    // If the column is one of the feature columns, create histogram

    if colName != "species" {

        // Create a plotter.Values value and fill it with the

        // values from the respective column of the dataframe

        v := make(plotter.Values, irisDF.Col(colName).Float())

        for i, floatVal := range irisDF.Col(colName).Float() {

            v[i] = floatVal

        }

        // Make a plot and set its title

        p, err := plot.New()

        if err != nil {

            log.Fatal(err)

        }

        p.Title.Text = fmt.Sprintf("Histogram of a %s", colName)

        // Create a histogram of our values drawn

        // from the standard normal.

        h, err := plotter.NewHist(v, 16)

        if err != nil {

            log.Fatal(err)

        }

        // Normalize the histogram

        h.normalize(1)

        // Add the histogram to the plot

        p.Add(h)

        // Save the plot to a PNG file

        if err := p.Save(4\*vg.Inch, 4\*vg.Inch, colName + "\_hist.png"); err != nil {log.Fatal(err)}

        // Make a second plot and set its title and axis label

        p2, err := plot.New()

        if err != nil {

            log.Fatal(err)

        }

        p2.Title.Text = "Box Plots"

        p2.Y.Label.Text = "Values"

        // Create the box for our data

        w := vg.Points(50)

        // Create a box plot for each of the feature columns in the dataset

for idx, colName := range irisDF.Names() {

            // If the column is one of the feature columns, create box plot

            if colName != "species" {

                // Create a plotter.Values value and fill it with the

         // values from the respective column of the dataframe

         v2 := make(plotter.Values, irisDF.Nrow())

         for i, floatVal := range irisDF.Col(colName).Float() {

             v2[i] = floatVal

                }

                // Add the data to the plot

                b, err := plotter.NewBoxPlot(w, float64(idx), v2)

                if err != nil {

                    log.Fatal(err)

                }

                // Add the histogram to the plot

         p2.Add(h)

                // Set the x axis of the plot to nominal width

                // the given names for x=0, x=1, etc.

p2.NominalX("sepal\_length", "sepal\_width", "petal\_length", "petal\_width")

        // Save the plot to a PNG file

                if err := p2.Save(4\*vg.Inch, 4\*vg.Inch, colName + "\_boxplots.png");

                 err != nil {log.Fatal(err)

                }

            }

        }

    }

}

}