**SINGULAR VALUE DECOMPOSITION (SVD) & ITS APPLICATION IN RECOMMENDER SYSTEM**
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Singular Value Decomposition (SVD), a classical method from linear algebra is getting popular in the field of data science and machine learning. This popularity is because of its application in developing recommender systems. There are a lot of online user-centric applications such as video players, music players, e-commerce applications, etc., where users are recommended with further items to engage with. Finding and recommending many suitable items that would be liked and selected by users is always a challenge. There are many techniques used for this task and SVD is one of those techniques. This article presents a brief introduction to recommender systems, an introduction to singular value decomposition and its implementation in movie recommendation.

### **What is a Recommender System?**

A recommender system is an intelligent system that predicts the rating and preferences of users on products. The primary application of recommender systems is finding a relationship between user and products in order to maximise the user-product engagement. The major application of recommender systems is in suggesting related video or music for generating a playlist for the user when they are engaged with a related item. A similar application is in the field of e-commerce where customers are recommended with the related products, but this application involves some other techniques such as association rule learning. It is also used to recommend contents based on user behaviours on social media platforms and news websites.

There are two popular approaches used in recommender systems to suggest items to the users:

1. **Collaborative Filtering:** The assumption of this approach is that people who have liked an item in the past will also like the same in future. This approach builds a model based on the past behaviour of users. The user behaviour may include previously watched videos, purchased items, given ratings on items. In this way, the model finds an association between the users and the items. The model is then used to predict the item or a rating for the item in which the user may be interested. Singular value decomposition is used as a collaborative filtering approach in recommender systems.
2. **Content-Based Filtering:** This approach is based on a description of the item and a record of the user’s preferences. It employs a sequence of discrete, pre-tagged characteristics of an item in order to recommend additional items with similar properties. This approach is best suited when there is sufficient information available on the items but not on the users. Content-based recommender systems also include the opinion-based recommender system.

Apart from the above two approaches, there are few more approaches to build recommender systems such as multi-criteria recommender systems, risk-aware recommender systems, mobile recommender systems, and hybrid recommender systems (combining collaborative filtering and content-based filtering).

### **Singular Value Decomposition**

The Singular Value Decomposition (SVD), a method from linear algebra that has been generally used as a dimensionality reduction technique in machine learning. SVD is a matrix factorisation technique, which reduces the number of features of a dataset by reducing the space dimension from N-dimension to K-dimension (where K<N). In the context of the recommender system, the SVD is used as a collaborative filtering technique. It uses a matrix structure where each row represents a user, and each column represents an item. The elements of this matrix are the ratings that are given to items by users.

The factorisation of this matrix is done by the singular value decomposition. It finds factors of matrices from the factorisation of a high-level (user-item-rating) matrix. The singular value decomposition is a method of decomposing a matrix into three other matrices as given below:![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFUAAAAfCAIAAAAZVBYHAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAFkSURBVFhH7ZTZAYAgCEDbsLEcxVEcpTFKSBGJSrMv9X2VFzw8ln1spv/YTP+xmf5j04v/ZteFs9ot9DzTi7+zIOzMYhz9ldDV+Y/6FfTk/0G/yr/8VCn45Ai6nNR4bQGTzVr04Zf7HEkt7J77ttJbnyj2h4j1y2eoS2zWUBPIxx3EQrDtlJPhP9vtT/ql/hAtS+cLXumaoXO0qFDilZGdfimezJmep7oCRf7OrNZqyVNcgVqoN30ccVtkPlvYt1Dg7wwEU7Ov4V0fwBIodmn7/VdbIhlv/j4ahk3xP6Lray+qWoI4PebzF8/+YJ24Bs77E9eRICVbswuelQJLwIeH8v9t/+wP1z7kBPGbTp2y/Wx5DMDNZLlwussexH+49fcRWQIyn2rwpLAVwoZGsJsa5ODQ3bQBN2j+IIucKdCvhydVyykREC70xgZEnOby3/L2/vXO9B+b6T82039spv/YjO2/7wesXGrwb7e5jwAAAABJRU5ErkJggg==) Where *A*is a *m x n*utility matrix, *U*is a *m x r* orthogonal left singular matrix, which represents the relationship between users and latent factors, *S*is a *r x r*diagonal matrix, which describes the strength of each latent factor and *V*is a *r x n*diagonal right singular matrix, which indicates the similarity between items and latent factors. The latent factors here are the characteristics of the items, for example, the genre of the music. The SVD decreases the dimension of the utility matrix *A*by extracting its latent factors. It maps each user and each item into a *r*-dimensional latent space. This mapping facilitates a clear representation of relationships between users and items.
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The above equation is the main component of the algorithm which works for singular value decomposition based recommendation system.

### **Singular Value Decomposition (SVD) based Movie Recommendation**

Below is an implementation of singular value decomposition (SVD) based on collaborative filtering in the task of movie recommendation. This task is implemented in Python. For simplicity, the [MovieLens 1M Dataset](https://grouplens.org/datasets/movielens/1m/) has been used. This dataset has been chosen because it does not require any preprocessing as the main focus of this article is on SVD and recommender systems.

Import the required python libraries:

import numpy as np  
import pandas as pd

Read the dataset from where it is downloaded in the system. It consists of two files ‘ratings.dat’ and ‘movies.dat’ which need to be read.

data = pd.io.parsers.read\_csv('data/ratings.dat',   
    names=['user\_id', 'movie\_id', 'rating', 'time'],  
    engine='python', delimiter='::')  
  
movie\_data = pd.io.parsers.read\_csv('data/movies.dat',  
    names=['movie\_id', 'title', 'genre'],  
    engine='python', delimiter='::')

Create the rating matrix with rows as movies and columns as users.

ratings\_mat = np.ndarray(  
    shape=(np.max(data.movie\_id.values), np.max(data.user\_id.values)),  
    dtype=np.uint8)  
ratings\_mat[data.movie\_id.values-1, data.user\_id.values-1] = data.rating.values

Normalise the matrix.

normalised\_mat = ratings\_mat - np.asarray([(np.mean(ratings\_mat, 1))]).T

Compute the Singular Value Decomposition (SVD).

A = normalised\_mat.T / np.sqrt(ratings\_mat.shape[0] - 1)  
U, S, V = np.linalg.svd(A)

Define a function to calculate the cosine similarity. Sort by most similar and return the top N results.

def top\_cosine\_similarity(data, movie\_id, top\_n=10):  
    index = movie\_id - 1 # Movie id starts from 1 in the dataset  
    movie\_row = data[index, :]  
    magnitude = np.sqrt(np.einsum('ij, ij -> i', data, data))  
    similarity = np.dot(movie\_row, data.T) / (magnitude[index] \* magnitude)  
    sort\_indexes = np.argsort(-similarity)  
    return sort\_indexes[:top\_n]

Define a function to print top N similar movies.

def print\_similar\_movies(movie\_data, movie\_id, top\_indexes):  
    print('Recommendations for {0}: \n'.format(  
    movie\_data[movie\_data.movie\_id == movie\_id].title.values[0]))  
    for id in top\_indexes + 1:  
        print(movie\_data[movie\_data.movie\_id == id].title.values[0])

Initialise the value of *k* principal components, id of the movie as given in the dataset, and number of top elements to be printed.

k = 50  
movie\_id = 10 # (getting an id from movies.dat)  
top\_n = 10  
sliced = V.T[:, :k] # representative data  
indexes = top\_cosine\_similarity(sliced, movie\_id, top\_n)

Print the top N similar movies.

print\_similar\_movies(movie\_data, movie\_id, indexes)

Binding all together:

#Importing Libraries  
import numpy as np  
import pandas as pd  
  
  
#Reading dataset (MovieLens 1M movie ratings dataset: downloaded from https://grouplens.org/datasets/movielens/1m/)  
data = pd.io.parsers.read\_csv('data/ratings.dat',   
    names=['user\_id', 'movie\_id', 'rating', 'time'],  
    engine='python', delimiter='::')  
movie\_data = pd.io.parsers.read\_csv('data/movies.dat',  
    names=['movie\_id', 'title', 'genre'],  
    engine='python', delimiter='::')  
  
  
#Creating the rating matrix (rows as movies, columns as users)  
ratings\_mat = np.ndarray(  
    shape=(np.max(data.movie\_id.values), np.max(data.user\_id.values)),  
    dtype=np.uint8)  
ratings\_mat[data.movie\_id.values-1, data.user\_id.values-1] = data.rating.values  
  
#Normalizing the matrix(subtract mean off)  
normalised\_mat = ratings\_mat - np.asarray([(np.mean(ratings\_mat, 1))]).T  
  
#Computing the Singular Value Decomposition (SVD)  
A = normalised\_mat.T / np.sqrt(ratings\_mat.shape[0] - 1)  
U, S, V = np.linalg.svd(A)  
  
#Function to calculate the cosine similarity (sorting by most similar and returning the top N)  
def top\_cosine\_similarity(data, movie\_id, top\_n=10):  
    index = movie\_id - 1 # Movie id starts from 1 in the dataset  
    movie\_row = data[index, :]  
    magnitude = np.sqrt(np.einsum('ij, ij -> i', data, data))  
    similarity = np.dot(movie\_row, data.T) / (magnitude[index] \* magnitude)  
    sort\_indexes = np.argsort(-similarity)  
    return sort\_indexes[:top\_n]  
  
# Function to print top N similar movies  
def print\_similar\_movies(movie\_data, movie\_id, top\_indexes):  
    print('Recommendations for {0}: \n'.format(  
    movie\_data[movie\_data.movie\_id == movie\_id].title.values[0]))  
    for id in top\_indexes + 1:  
        print(movie\_data[movie\_data.movie\_id == id].title.values[0])  
  
#k-principal components to represent movies, movie\_id to find recommendations, top\_n print n results          
k = 50  
movie\_id = 10 # (getting an id from movies.dat)  
top\_n = 10  
sliced = V.T[:, :k] # representative data  
indexes = top\_cosine\_similarity(sliced, movie\_id, top\_n)  
  
#Printing the top N similar movies  
print\_similar\_movies(movie\_data, movie\_id, indexes)

Some sample outputs are given below:

![A picture containing bird

Description automatically generated](data:image/png;base64,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)
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