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# Задание

Написать программу, которая выполняет лексический анализ входного теста в соответствии с заданием, порождает таблицу лексем и выполняет синтаксический разбор текста по заданной грамматике с построением дерева разбора. Текст на входном языке задается в виде символьного (текстового) файла.

Допускается исходить из условия, что текст содержит не более одного предложения входного языка.

При наличии во входном файле текста, соответствующего заданному языку, программа должна строить и отображать дерево синтаксического разбора. Если же текст во входном файле содержит ошибки (лексические или синтаксические), программа должна выдавать сообщение о наличии ошибок во входном тексте и корректно завершать свое выполнение.

Длину идентификаторов и строковых констант можно считать ограниченной 32 символами. Программа должна допускать наличие комментариев неограниченной длины во входном файле. Форму организации комментариев предлагается выбрать самостоятельно.

Входной язык содержит операторы условия типа if … then … else и if … then разделенные символом ; (точка с запятой). Операторы условия содержат идентификаторы, знаки сравнения <, >, =, десятичные числа с плавающей точкой, знак присваивания (:=).

# Цель работы

Изучение основных понятий теории грамматик простого и операторного предшествования, ознакомление с алгоритмами синтаксического анализа (разбора) для некоторых классов КС-грамматик, получение практических навыков создания простейшего синтаксического анализатора для заданной грамматики операторного предшествования.

# Заданная грамматика входного языка

E **->** E; **-** правило 1;

E **->** **if** E then E **else** E **|** **if** E then E **|** a :**=** E **-** правила 2, 3, и 4;

E **->** **if** E then E **else** E **|** **if** a :**=** E **-** правила 5 и 6;

E **->** E **<** E **|** E **>** E **|** E **-** правила 7, 8, 9;

E **->** E **==** E **|** E **-** правила 10 и 11;

E **->** a **|** (E) **-** правила 12 и 13

# Множества крайних правых и крайних левых символов

Символ U **|** L(U) **|** R(U)

**---------------------------------------------------**

S **|** F, if, a **|** ;

F **|** if, a **|** F, E, D, C, a, )

T **|** if, a **|** T, E, D, C, a, )

E **|** E, D, C, a, ( **|** D, C, a, )

D **|** D, C, a, ( **|** C, a, )

C **|** a, ( **|** a, )

# Множества крайних правых и крайних левых терминальных символов

Символ U **|** L(U) **|** R(U)

**---------------------------------------------------**

S **|** if, a, ; **|** ;

F **|** if, a **|** else, then, :**=**, **<**, **>**, **==**, a, )

T **|** if, a **|** else, :**=**, **<**, **>** **==**, a, )

E **|** **<**, **>**, **==**, a, ( **|** **<**, **>**, **==**, a, )

D **|** **==**, a, ( **|** **==**, a, )

C **|** a, ( **|** a, )

# Матрица предшествования для грамматики

**val** GrammMatrix: Array[Array[Char]] **=** Array(

Array(' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', '>'), // ;

Array(' ', ' ', '=', ' ', '<', ' ', '<', '<', '<', '<', ' ', ' '), // if

Array('>', '<', ' ', '=', '<', ' ', ' ', ' ', ' ', ' ', ' ', ' '), // then

Array('>', '<', ' ', '>', '<', ' ', ' ', ' ', ' ', ' ', ' ', ' '), // else

Array('>', ' ', '>', '>', ' ', '=', '>', '>', '>', ' ', '>', ' '), // a

Array('>', ' ', '>', '>', '<', ' ', '<', '<', '<', '<', ' ', ' '), // :=

Array('>', ' ', '>', '>', '<', ' ', '>', '>', '<', '<', '>', ' '), // <

Array('>', ' ', '>', '>', '<', ' ', '>', '>', '<', '<', '>', ' '), // >

Array('>', ' ', '>', '>', '<', ' ', '>', '>', '>', '<', '>', ' '), // ==

Array(' ', ' ', ' ', ' ', '<', ' ', '<', '<', '<', '<', '=', ' '), // (

Array('>', ' ', '>', '>', ' ', ' ', '>', '>', '>', ' ', '>', ' '), // )

Array('<', '<', ' ', ' ', '<', ' ', ' ', ' ', ' ', ' ', ' ', ' ') // Начало

)

# Пример выполнения разбора

## Предложение на входном языке

{Тестирование синтаксического разбора}

**if** **(**a **>** b**)** **then** b **:=** 0 **else** b **:=** 1**;**

## Синтаксическое дерево

![](data:image/png;base64,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)

В скобках указаны номера правил для свертки.

# Текст программы

## Обработчики формы

reactions **+=** {

// Выбор файла

**case** ButtonClicked(`browseFileButton`) **=>**

**val** result **=** fileChooser.showDialog(null, "Select file")

**if** (result **==** FileChooser.Result.Approve) {

fileContentTextArea.text **=** Source.fromFile(fileChooser.selectedFile).mkString

filePathTextField.text **=** fileChooser.selectedFile.getAbsolutePath

}

// Обработка текста программы

**case** ButtonClicked(`processingButton`) **=>** processing()

// Выход из программы

**case** ButtonClicked(`exitButton`) **=>** System.exit(0)

}

/\*\* Обработка текста программы \*/

**private** **def** processing() {

// Очистка таблицы

lexemModel.clear()

**val** root **=** TSymbol.createLex(LexElem.createKey("", Position(0, 0, 0)))

syntaxTree.model **=** TreeModel(root)(\_.children)

// Разбор текста

**val** auto **=** **new** LexAuto

**val** lines **=** fileContentTextArea.text.split("\n")

**val** lexList **=** ListBuffer[LexElem]()

**val** statusOrPos **=** auto.makeLexList(lines, lexList)

// Установка статуса разбора текста

**if** (statusOrPos **==** LexAuto.NoErrors) {

lexParsingStatusLabel.text **=** "Лексический разбор выполнен без ошибок"

// Добавление конечной лексемы

**val** lexListForSyntax **=** lexList.toList :**+** LexControl.LexStop

**val** symbStack **=** **new** TSymbStack

**val** rootSymbol **=** SyntSymb.buildSyntList(lexListForSyntax, symbStack)

syntaxTree.model **=** TreeModel(rootSymbol)(\_.children)

syntaxTree.expandAll()

**if** (rootSymbol.lexem **==** null) {

syntaxParsingStatusLabel.text **=** "Синтаксический разбор выполнен без ошибок"

} **else** {

syntaxParsingStatusLabel.text **=** "В ходе синтаксического разбора обнаружена ошибка"

}

// Переключение на вкладку с синтаксическим деревом

tabbedPane.setSelectedIndex(2)

} **else** {

lexParsingStatusLabel.text **=** "В ходе лексического разбора обнаружена ошибка"

syntaxParsingStatusLabel.text **=** ""

// Переключение на вкладку с таблицей лексем

tabbedPane.setSelectedIndex(1)

}

// Добавление лексем в таблицу

lexList.zipWithIndex.map {

**case** (e, index) **=>** Seq(s"${index+1}", e.lexInfo.name, e.value)

}.foreach(lexemModel.addRow)

}

## Модуль описания матрицы предшествования и правил грамматики

/\*\*

\* Модуль описания матрицы предшествования и

\* правил грамматики

\*/

**object** SyntRule {

/\*\* Состовляет основу \*/

**val** Basis **=** '='

/\*\* Предшуствует \*/

**val** Preceded **=** '<'

/\*\* Следует \*/

**val** Follow **=** '>'

/\*\* Не сопоставимы \*/

**val** Empty **=** ' '

/\*\* Матрица операторного предшествования \*/

**val** GrammMatrix: Array[Array[Char]] **=** Array(

Array(' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', '>'), // ;

Array(' ', ' ', '=', ' ', '<', ' ', '<', '<', '<', '<', ' ', ' '), // if

Array('>', '<', ' ', '=', '<', ' ', ' ', ' ', ' ', ' ', ' ', ' '), // then

Array('>', '<', ' ', '>', '<', ' ', ' ', ' ', ' ', ' ', ' ', ' '), // else

Array('>', ' ', '>', '>', ' ', '=', '>', '>', '>', ' ', '>', ' '), // a

Array('>', ' ', '>', '>', '<', ' ', '<', '<', '<', '<', ' ', ' '), // :=

Array('>', ' ', '>', '>', '<', ' ', '>', '>', '<', '<', '>', ' '), // <

Array('>', ' ', '>', '>', '<', ' ', '>', '>', '<', '<', '>', ' '), // >

Array('>', ' ', '>', '>', '<', ' ', '>', '>', '>', '<', '>', ' '), // ==

Array(' ', ' ', ' ', ' ', '<', ' ', '<', '<', '<', '<', '=', ' '), // (

Array('>', ' ', '>', '>', ' ', ' ', '>', '>', '>', ' ', '>', ' '), // )

Array('<', '<', ' ', ' ', '<', ' ', ' ', ' ', ' ', ' ', ' ', ' ') // Начало

)

**val** E **=** "E"

**val** A **=** "A"

/\*\* Максимальная длина правила \*/

**val** RuleLength **=** 6

/\*\* Правила грамматики \*/

**val** \_GrammRules: Array[Array[String]] **=** Array(

Array(E, ";"), // 1

Array("if", E, "then", E, "else", E), // 2

Array("if", E, "then", E), // 3

Array(A, ":=", E), // 4

Array("if", E, "then", E, "else", E), // 5

Array(A, ":=", E), // 6

Array(E, "<", E), // 7

Array(E, ">", E), // 8

Array(E), // 9

Array(E, "==", E), // 10

Array(E), // 11

Array(A), // 12

Array("(", E, ")") // 13

)

/\*\* Правила грамматики \*/

**val** GrammRules: Array[String] **=** \_GrammRules.map(\_.mkString("|"))

/\*\* Корректировка отношения \*/

**def** correctRule(cRule: Char, lexTCur: TLexem, lex: LexType, symbStack: TSymbStack): Char **=** cRule

/\*\* Наименование нетерминального символа в правилах остновной грамматики \*/

**def** makeSymbolStr(ruleNum: Int): String **=** E

}

## Модуль, обеспечивающий выполнение функции синтаксического разбора

**object** Types {

**type** TLexem **=** LexElem

}

/\*\*

\* Модуль, обеспечивающий выполнение функции синтаксического

\* разбора с помощью алгоритма "сдвиг-свертка"

\*/

**object** SyntSymb {

/\*\* Логирование \*/

**private** **val** logger **=** Logger(infoEnable **=** true, debugEnable **=** true, traceEnable **=** true)

/\*\*

\* Сдвиг-свертка <br/>

\* Результат функции: <br/>

\* - нетерминальный символ (корень синтаксического дерева), если разбор был выполнен успешно <br/>

\* - терминальный символ, ссылающийся на лексему, где была обнаружена ошибка, если разбор выполнен с ошибками <br/>

\*/

**def** buildSyntList(listLex: List[TLexem], symbStack: TSymbStack): TSymbol **=** {

symbStack.push(LexControl.LexStart)

**val** iCnt **=** listLex.size **-** 1

**var** result: TSymbol **=** **null**

/\*\* Прерывание цикла \*/

**var** break **=** **false**

**var** i **=** 0

**while** (i **<=** iCnt **&&** **!**break) {

**val** lexTCur **=** symbStack.topLexem.get

logger.debug("lexTCur: " **+** lexTCur)

**val** lexCurFromList **=** listLex(i)

logger.debug("lexCurFromList: " **+** lexCurFromList)

// Если на вершине стека начальная лексема, а текущая лексема - конечная, то разбор завершен

**if** (lexTCur **==** LexControl.LexStart **&&** lexCurFromList **==** LexControl.LexStop) {

break **=** **true**

} **else** {

// Смотрим отношение лексемы на вершине стека и текущей лексемы в строке

**var** cRule **=** SyntRule.GrammMatrix(lexTCur.index)(lexCurFromList.index)

cRule **=** SyntRule.correctRule(cRule, lexTCur, lexCurFromList.lexInfo, symbStack)

logger.debug("cRule: " **+** cRule)

cRule **match** {

**case** '<' **|** '=' **=>** // Надо выполнить сдвиг (перенос)

symbStack.push(lexCurFromList)

i **+=** 1

**case** '>' **=>** // Надо выполнить свертку

**if** (symbStack.makeTopSymb.isEmpty) {

logger.debug("Unable to perform convolution")

// Если не удалось выполнить свертку

result **=** TSymbol.createLex(lexCurFromList)

break **=** **true**

}

**case** \_ **=>** // Отношение не установлено - ошибка разбора

result **=** TSymbol.createLex(lexCurFromList)

break **=** **true**

}

}

}

**if** (result **==** null) {

// Если разбор прошел без ошибок

**if** (symbStack.count **==** 2) {

result **=** symbStack.getSymbol(1)

} **else** {

result **=** TSymbol.createLex(listLex(iCnt))

}

} **else** {

// Добавление иформации об ошибке

**val** posLex **=** LexElem.createInfo("Position", result.lexem.pos)

**val** stackStr **=** s"Stack: ${symbStack.toString}"

**val** stackLex **=** LexElem.createKey(stackStr, **new** Position(0, 0, 0))

result.children **=** List(posLex, stackLex).map(TSymbol.createLex)

}

result

}

}

## Описание всех данных, связанных с понятием «символ грамматики»

/\*\*

\* Описание всех данных, связанных с понятием "символ грамматики"

\*/

**class** TSymbol {

/\*\* Информация о символе \*/

**private** **var** symbInfo: TSymbInfo **=** **null**

/\*\*

\* Номер правила, которым создан символ

\* Для терминальных символов = 0,

\* для нетерминальных символов он может быть от 1 до 13

\*/

**private** **var** iRuleNum: Int **=** 0

/\*\* Номер правила, которым создан символ \*/

**def** ruleNum **=** iRuleNum

/\*\* Получение символа из правила по номеру символа \*/

**def** getItem(symbolIndex: Int): TSymbol **=** symbInfo.lexList(symbolIndex)

/\*\* Получение кол-ва символов в правиле \*/

**def** count: Int **=** symbInfo.lexList.size

/\*\* Формирование строкового представления символа \*/

**def** symbolStr: String **=** {

**if** (symbType **==** TSymbKind.SymbSynt) {

SyntRule.makeSymbolStr(iRuleNum)

} **else** {

lexem.value

}

}

/\*\* Тип символа \*/

**def** symbType **=** symbInfo.symbType

/\*\* Ссылка на лексему для терминального символа \*/

**def** lexem **=** symbInfo.lexOne

/\*\* Дочерние элементы \*/

**def** children **=** symbInfo.lexList

/\*\* Добавление дочерних элементов \*/

**def** children\_**=**(childrenList: List[TSymbol]) **=** symbInfo.lexList **=** childrenList

}

**object** TSymbol {

/\*\* Создание терминального символа по лексеме \*/

**def** createLex(lex: TLexem) **=** {

**new** TSymbol {

symbInfo **=** **new** TSymbInfo(TSymbKind.SymbLex, lex, List[TSymbol]())

// Правило не используется пэ 0

iRuleNum **=** 0

}

}

/\*\* Создание нетерминального символа на основе правила и массива символов \*/

**def** createSymb(iR: Int, iSymbN: Int, symbArr: ListBuffer[TSymbol]) **=** {

**new** TSymbol {

**val** lexList **=** symbArr.reverse.toList

symbInfo **=** **new** TSymbInfo(TSymbKind.SymbSynt, null, lexList)

// Запоминаем номер правила

iRuleNum **=** iR

}

}

}

/\*\*

\* Структура данных для символа грамматики

\*/

**case** **class** TSymbInfo(symbType: TSymbKind, lexOne: TLexem, **var** lexList: List[TSymbol])

/\*\*

\* Типы символов

\*/

**object** TSymbKind **extends** Enumeration {

**type** TSymbKind **=** Value

/\*\* Терминальный символ (лексема) \*/

**val** SymbLex **=** Value

/\*\* Нетерминальный символ \*/

**val** SymbSynt **=** Value

}

## Синтаксический стек

/\*\*

\* Синтаксический стек

\*/

**class** TSymbStack {

/\*\* Символы \*/

**private** **val** items **=** ListBuffer[TSymbol]()

/\*\* Логирование \*/

**private** **val** logger **=** Logger(infoEnable **=** true, debugEnable **=** true, traceEnable **=** true)

/\*\* Очистка стека \*/

**def** clear() **=** items.clear()

/\*\* Выборка символа по номеру от вершины стека \*/

**def** getSymbol(index: Int): TSymbol **=** items(index)

/\*\* Помещения в стек входящей лексемы \*/

**def** push(lex: TLexem): TSymbol **=** {

**val** lexSymb **=** TSymbol.createLex(lex)

items **+=** lexSymb

lexSymb

}

/\*\* Самая верхняя лексема в стеке \*/

**def** topLexem: Option[TLexem] **=** {

**val** find **=** items.reverse.find(\_.symbType **==** TSymbKind.SymbLex)

**if** (find.isDefined) {

Some(find.get.lexem)

} **else** None

}

/\*\* Удаление элемента из стека \*/

**def** delete(index: Int) **=** items.remove(index)

/\*\* Свертка и помещение нового символа на вершину стека \*/

**def** makeTopSymb: Option[TSymbol] **=** {

/\*\* Массив хранения символов правила \*/

**val** symbArr **=** ListBuffer[TSymbol]()

/\*\* Счетчик символов в стеке \*/

**var** i **=** 0

/\*\* Список элементов правила \*/

**var** sRuleList **=** ListBuffer[String]()

/\*\* Текущий символ \*/

**var** symCur: TSymbol **=** **null**

**val** addToRule **=** (sStr: String, sym: TSymbol) **=>** {

symCur **=** sym

symbArr **+=** getSymbol(i)

sRuleList **+=** sStr

delete(i)

}

i **=** items.size **-** 1

**var** break **=** **false**

**while** (i **>=** 0 **&&** **!**break) {

**val** s **=** getSymbol(i)

**if** (s.symbType **==** TSymbKind.SymbSynt) {

addToRule(s.symbolStr, symCur)

} **else** {

**if** (symCur **==** null) {

addToRule(s.lexem.valueWithReplace, s)

} **else** {

**val** rowIndex **=** s.lexem.index

**val** columnIndex **=** symCur.lexem.index

**if** (SyntRule.GrammMatrix(rowIndex)(columnIndex) **==** SyntRule.Basis) {

addToRule(s.lexem.valueWithReplace, s)

} **else** {

break **=** **true**

}

}

}

**if** (symbArr.size **>** SyntRule.RuleLength) break **=** **true**

i **-=** 1

}

**var** symbol: Option[TSymbol] **=** None

// Если выбран хотя бы один символ из стека

**if** (symbArr.size **>** 0) {

**val** sRuleStr **=** sRuleList.reverse.mkString("|")

logger.debug("\tsRule: " **+** sRuleStr)

**val** ruleIndex **=** SyntRule.GrammRules.indexOf(sRuleStr)

**if** (ruleIndex **!=** **-**1) {

symbol **=** Some(TSymbol.createSymb(ruleIndex**+**1, symbArr.size, symbArr))

items **+=** symbol.get

} **else** {

symbArr.clear()

}

}

symbol

}

/\*\* Кол-во элементов в стеке \*/

**def** count **=** items.size

**override** **def** toString **=** items.map(\_.symbolStr).mkString(" | ")

}