**![](data:image/jpeg;base64,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)**

*Práctica 1*

Proyecto Hardware. Curso 2021-22

Juan Plo Andrés 795105 · Ignacio Ortega Lalmolda 610720

EINA - UNIZAR

20 de octubre de 2021

# ÍNDICE DE CONTENIDOS

[1 ÍNDICE DE CONTENIDOS 1](#_Toc85714100)

[2 RESUMEN EJECUTIVO 2](#_Toc85714101)

[2.1 Resumen 2](#_Toc85714102)

[3 INTRODUCCIÓN 3](#_Toc85714103)

[3.1 Mapa de memoria del LPC2105 4](#_Toc85714104)

[4 OBJETIVOS 5](#_Toc85714105)

[4.1 Objetivo del proyecto 5](#_Toc85714106)

[5 METODOLOGÍA 6](#_Toc85714107)

[5.1 Pasos realizados 6](#_Toc85714108)

[5.2 Esquema del proyecto 6](#_Toc85714109)

[5.2.1 Ficheros del proyecto 6](#_Toc85714110)

[5.2.2 Funciones que componen el proyecto 7](#_Toc85714111)

[5.2.3 Código desarrollado en C 8](#_Toc85714112)

[5.2.4 Código desarrollado en ARM y optimizaciones realizadas 10](#_Toc85714113)

[6 RESULTADOS 19](#_Toc85714114)

[6.1 Resultados con la opción de compilación -O0 19](#_Toc85714115)

[6.1.1 Resultados obtenidos 19](#_Toc85714116)

[6.1.2 Análisis de rendimiento 19](#_Toc85714117)

[6.2 Resultados con la opción de compilación -O1 20](#_Toc85714118)

[6.2.1 Resultados obtenidos 20](#_Toc85714119)

[6.2.2 Análisis de rendimiento 20](#_Toc85714120)

[6.3 Resultados con la opción de compilación -O2 20](#_Toc85714121)

[6.3.1 Resultados obtenidos 20](#_Toc85714122)

[6.3.2 Análisis de rendimiento 21](#_Toc85714123)

[6.4 Resultados con la opción de compilación -O3 21](#_Toc85714124)

[6.4.1 Resultados obtenidos 21](#_Toc85714125)

[6.4.2 Análisis de rendimiento 21](#_Toc85714126)

[7 CONCLUSIONES 22](#_Toc85714127)

# RESUMEN EJECUTIVO

## Resumen

El trabajo desarrollado ha consistido en la realización de un sistema de ayuda al cálculo de los candidatos de las celdas vacías de un sudoku programado de distintas maneras para comprobar después cual de ellas realiza el trabajo de manera más rápida y eficiente. Para ello se han escrito una serie de funciones en C y ensamblador ARM para su posterior comparación.

Una vez obtenidos los resultados se compararán entre sí para comprobar que funciones resultan más eficientes en tiempo y en tamaño. A la hora de comparar los resultados de las funciones escritas en C se compararán según las distintas opciones de compilación para comprobar si merece la pena el esfuerzo de escribir el código en ARM o, si bien, el compilador por si solo genera el código más óptimo en tiempo y espacio.

Finalmente, se verificará como el código en ensamblador resulta más rápido en tiempo de ejecución que el código original en C en todos los escenarios de compilación (-O0, -O1, -O2) salvo en -O3, en donde la versión en C será más rápida en tiempo de ejecución, pero no así en tamaño del código generado. También, se ha de tener en cuenta el coste en tiempo y esfuerzo que ha de realizar el programador para realizar el programa en ensamblador, si el compilador lo hace más rápido ¿Merece la pena el esfuerzo? O, aunque no lo hiciese más rápido ¿Merece la pena por ahorrarse unos milisegundos?

# INTRODUCCIÓN

El trabajo realizado ha consistido en la implementación y optimización del rendimiento una serie de funciones para ayudar al cálculo de los candidatos de los huecos vacíos en un tablero de sudoku para, posteriormente, analizar los resultados obtenidos. A partir de un código original en C, se ha implementado el código equivalente en ensamblador para el procesador LPC2105, y se ha comprobado el rendimiento de las distintas soluciones. El entorno de trabajo empleado ha sido el emulador Keil μVision el cual también simula el procesador con el que hemos trabajado.

Las reglas del sudoku que se emplean en la implementación son sencillas, el objetivo es el de rellenar las celdas vacías en un tablero (9x9) de tal modo que un número del 1-9 sólo pueda aparecer una vez en su fila, su columna y en su región (3x3). Nuestro programa calculará los candidatos posibles de cada celda del tablero(9x9) de acuerdo a las reglas descritas anteriormente para ayudar a los jugadores a tomar la decisión de que valor puede ir en cada celda.

## Mapa de memoria del LPC2105

El espacio de memoria del LPC2105 aparece dividido en las siguientes zonas. En la figura 1 se representa dicho mapa de memoria, así como las posiciones que ocupan las funciones de nuestro programa.

|  |
| --- |
|  |
| *Figura 1: Mapa de memoria* |

# OBJETIVOS

## Objetivo del proyecto

El objetivo principal del proyecto es el de poder comparar los distintos niveles de compilación en C y compararlos con nuestra versión ARM para detectar cual es la función más costosa en tiempo y comprobar si el compilador es más rápido y está mejor optimizado que nuestro código ARM según los diferentes niveles de compilación:

* -O0: Sin ninguna optimización
* -O1: Pequeñas optimizaciones tratando de reducir el tamaño del código generado, pero no que no reduce apenas el tiempo de ejecución. Opción de compilación intermedia entre -O0 y -O2.
* -O2: Más optimizaciones que -O1
* -O3: Todas las optimizaciones posibles. Aumenta el tamaño del código.

Se comparará según los niveles de compilación en tiempo y memoria para determinar si merece la pena el esfuerzo de escribir el código en ARM o, si bien, el trabajo realizado por el compilador es suficiente.

También se comprobará que todas las versiones del código tienen una funcionalidad equivalente y que todas las versiones obtienen el mismo resultado tras su ejecución variando únicamente en tiempo y en espacio.

# METODOLOGÍA

## Pasos realizados

Lo primero que realizamos fue escribir el código en C de candidatos actualizar y comprobar su correcto funcionamiento.

A continuación, comenzamos a escribir el código en ensamblador de *“candidatos\_actualizar \_arm\_c”* y de *“candidatos\_propagar\_arm”* y, de nuevo, verificar su correcto funcionamiento. Algunas decisiones tomadas fueron las de tratar de usar el mínimo número de instrucciones y reutilizar valores de los registros , previamente cargados, etc.

Finalmente, una vez que el sistema funcionaba correctamente, comenzamos a realizar las métricas y a comparar los resultados.

## Esquema del proyecto

### Ficheros del proyecto

En la siguiente tabla se resumen los ficheros que componen el proyecto:

|  |  |  |
| --- | --- | --- |
| FICHEROS EN EL PROYECTO | | |
| Fichero | Líneas | Descripción |
| sudoku\_2021.uvproj |  | Fichero que contiene el proyecto para el emulador Keil uVision |
| sudoku\_2021.c | 182 | Contiene el programa principal que realiza las llamadas a todas las funciones, así como las funciones escritas en C |
| sudoku\_2021.h | 75 | Fichero de cabeceras de las funciones de sudoku\_2021.c |
| celda.h | 56 | Contiene las operaciones que se aplican a una celda |
| funciones.s | 426 | Contiene el código de las funciones desarrolladas en ensamblador |
| startup.s |  | Fichero de inicio con parámetros para el compilador |
| tableros.h | 75 | Contiene una serie de tableros en hexadecimal con la situación inicial de cada uno para cada versión. También incluye un tablero solución para verificar la corrección de cada versión ejecutada. |
| Carpeta Listings |  | Generada por el entorno de desarrollo. Contiene el mapa de memoria de las funciones (dirección de memoria de inicio y final, tamaño, etc..) |
| Carpeta Objects |  | Generada por el entorno de desarrollo. Contiene los binarios generados al compilar el proyecto |

### Funciones que componen el proyecto

En la siguiente tabla se incluyen las funciones que componen cada fichero, así como una pequeña descripción de su comportamiento y parámetros.

|  |  |  |
| --- | --- | --- |
| FUNCIONES EN EL PROYECTO | | |
| Fichero | Funciones | Descripción |
| sudoku\_2021.c | main | realiza la llamada a sudoku9x9 pasándole los tableros de cada versión. |
| sudoku9x9 | Recibe como parámetros los diferentes tableros. Realiza llamadas a “*candidatos\_actualizar”: c\_arm, c, arm, arm\_c*, pasándole a cada una su tablero. Devuelve 4 si todos los tableros coinciden con el tablero solución al finalizar. Devuelve -1 en caso contrario. |
| cuadricula\_candidatos\_verificar | Recibe como parámetro un tablero y el tablero solución. Verifica la corrección de cada celda comparándola la celda con la solución. Devuelve 1 si el resultado es correcto. |
| candidatos\_actualizar\_c | Versión del código en C. Recibe como parámetro una celda. Calcula todas las listas de candidatos (tras borrar o cambiar un valor) y llama a *“candidatos\_propagar\_c”.* Devuelve el número de celdas vacías. |
| candidatos\_actualizar\_c\_arm | Igual que la anterior solo que llama a *“candidatos\_propagar\_arm”.* |
| candidatos\_propagar\_c | Versión en C. Recibe como parámetro una celda, su fila y su columna. Propaga el valor de una celda para actualizar la lista de candidatos de su fila, columna y región. Recibe la celda a propagar como parámetro. |
| celda.h | celda\_eliminar\_candidato | Recibe como parámetro el puntero a una celda y un valor. Elimina el candidato que coincida con valor. |
| celda\_poner\_valor | Recibe como parámetro el puntero a una celda y un valor. Pone como valor el valor recibido. |
| celda\_leer\_valor | Recibe como parámetro una celda. Devuelve el valor almacenado en ella. |
| esVacia | Recibe como parámetro una celda. Devuelve 0 si su valor es igual a 0. |
| eliminaCandidatos | Recibe como parámetro el puntero a una celda. Pone a 0 todos sus candidatos. |
| funciones.s | candidatos\_actualizar\_arm\_c | Versión en ARM de *“candidatos\_actualizar\_c”* la cual también llama a *“candidatos\_propagar\_c”.* |
|  | candidatos\_propagar\_arm | Versión en ARM de *“candidatos\_propagar\_c”*. |
|  | candidatos\_actualizar\_arm | Versión en ARM de *“candidatos\_actualizar\_c”* incluyendo en su propio código a *“candidatos\_propagar\_arm”*, sin llamadas a función. |

### Código desarrollado en C

A continuación, se presenta el código nuevo desarrollado C que se ha añadido al proyecto.

1. Candidatos actualizar C

|  |
| --- |
| CANDIDATOS ACTUALIZAR C |
| /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  \* calcula todas las listas de candidatos (9x9)  \* necesario tras borrar o cambiar un valor (listas corrompidas)  \* retorna el numero de celdas vacias \*/  /\* Init del sudoku en codigo C invocando a propagar en C  \* Recibe la cuadricula como primer parametro  \* y devuelve en celdas\_vacias el n�mero de celdas vacias  \*/  static int candidatos\_actualizar\_c(CELDA cuadricula[NUM\_FILAS][NUM\_COLUMNAS])  {  int celdas\_vacias = 0;  uint8\_t i;  uint8\_t j;  //borrar todos los candidatos  for (i=0; i < NUM\_FILAS; i++) {  for (j=0; j < NUM\_FILAS; j++) {  if (esVacia(cuadricula[i][j])) {  elminaCandidatos(&cuadricula[i][j]);  }  }  }  //recalcular candidatos de las celdas vacias calculando cuantas hay vacias  for (i=0; i < NUM\_FILAS; i++) {  for (j=0; j < NUM\_FILAS; j++) {  if (esVacia(cuadricula[i][j])) {  celdas\_vacias++;  } else {  candidatos\_propagar\_c(cuadricula, i, j);  }  }  }  //retornar el numero de celdas vacias  return celdas\_vacias;  } |

1. Es vacía

|  |
| --- |
| ES VACÍA |
| /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  \* devuelve 0 si y sólo sí celda\_leer\_valor(celda) = 0 \*/  \_\_inline static uint8\_t esVacia(CELDA celda)  {  return celda\_leer\_valor(celda) == 0;  } |

1. Elimina candidatos

|  |
| --- |
| ELIMINA CANDIDATOS |
| /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  \* modifica la celda poniendo a 0 todos sus candidatos (todos son candidatos) \*/  void elminaCandidatos(CELDA \*celdaptr) {  \*celdaptr = \*celdaptr & 0x007F;  } |

### Código desarrollado en ARM y optimizaciones realizadas

Respecto a la versión en C una de las optimizaciones con las que cuentan todas las funciones es el “inlining” de todas las funciones de celda.h, es decir, que el cuerpo de las funciones de celda.h está embebido directamente en el código ensamblador, evitando llamadas a subrutinas evitándose así las instrucciones que suponen. Otra de las optimizaciones que se realizan es el uso de lo flags de condición de las instrucciones, para evitar saltos “branch” e instrucciones cmp antes de los saltos como se muestra en la siguiente tabla:

|  |  |
| --- | --- |
| OPTIMIZACIÓN CON FLAGS | |
| Instrucciones originales | Instrucciones optimizadas |
| ;esVacia  ;---------------------------  ldrh r5,[r0]  and r4,r5,#0x000F  ;---------------------------  cmp r4,#0  bne noEliminar  ;elminaCandidatos si es vacia  ;---------------------------  ldrh r5,[r0]  and r5,r5,#0x007F  strh r5,[r0]  noEliminar (…) | ;esVacia  ;---------------------------  ldrh r5,[r0]  ands r4,r5,#0x000F  ;---------------------------    ;elminaCandidatos si es vacia  ;---------------------------  ldrheq r5,[r0]  andeq r5,r5,#0x007F  strheq r5,[r0] |

Además, los bucles realizados en vez de ser, por ejemplo, desde 0 hasta NUM\_FILAS se realizan desde NUM\_FILAS hasta 0, ahorrando un número de instrucciones igual a NUM\_FILAS por bucle como se muestra en la tabla a continuación:

|  |  |
| --- | --- |
| OPTIMIZACIÓN DE BUCLES | |
| Bucle original | Bucle optimizado |
| mov r7,#NUM\_FILAS  ;for(j=0;j>NUM\_FILAS;j++)  for1 (…)  add r5,r5,#1  cmp r5,r7  bne for1 | mov r7,#NUM\_FILAS  ;for(j=NUM\_FILAS;j>0;j--)  for1 (…)  subs r7,r7,#1  bne for1 |

A continuación, se presenta el código nuevo desarrollado en ARM que se ha añadido al proyecto.

1. Candidatos actualizar ARM

|  |  |
| --- | --- |
| CANDIDATOS ACTUALIZAR ARM C | |
| Parámetros recibidos | |
| Registro | Descripción |
| r0 | @ini\_cuadricula |
| Código en ARM | |
| candidatos\_actualizar\_arm\_c  PUSH {r4-r10,lr} ;regs a usar y lr  mov r9,#0 ;r9 = celdas\_vacias  mov r7,#NUM\_FILAS ;r7 = i (AMBAS, numero de iteraciones del  primer for y para direccionar la fila de la  celda)  subs r7,r7,#1 ;como el valor de NUM\_FILAS es 9,  le resto 1 para poder direccionar bien las  celdas  mov r6,r0 ;como la dirección de la celda necesita estar  en r0 para pasarlo como parámetro a esVacia y  eliminaCandidatos    b11 mov r8,#NUM\_FILAS ;r8 = j (AMBAS, numero de iteraciones del  segundo for y para direccionar la columna de  la celda)  subs r8,r8,#1 ;como el valor de NUM\_FILAS es 9, le resto 1  para poder direccionar bien las celdas    b21 mov r0,r6 ;recupero el valor de la primera celda para  calcular la que toca  add r0,r0,r8,LSL#1  add r0,r0,r7,LSL#5 ;calculo la dirección de la celda    ;esVacia  ;---------------------------  ldrh r5,[r0] ;r5 = 31-16(DONT CARE) 15-0(INFORMACION DE LA  CELDA)  ands r4,r5,#0x000F ;r4 = valor de la celda  ;---------------------------  ;elminaCandidatos si es vacia  ;---------------------------  andeq r5,r5,#0x007F  strheq r5,[r0]  ;---------------------------  subs r8,r8,#1 ;una iteración del segundo for  bpl b21 ;acaba cuando j < 0 para calcular la columna 0    subs r7,r7,#1 ;una iteración del primer for  bpl b11 ;acaba cuando i < 0 para calcular la fila 0    ;SEGUNDO PAR DE BUCLES ANIDADOS  ;---------------------------  mov r7,#NUM\_FILAS ;r7 = i (AMBAS, numero de iteraciones del  primer for y para direccionar la fila de la  celda)  subs r7,r7,#1 ;como el valor de NUM\_FILAS es 9, le resto 1  para poder direccionar bien las celdas  mov r6,r0 ;como la dirección de la celda necesita estar  en r0 para pasarlo como parámetro a esVacia y  eliminaCandidatos  b12 mov r8,#NUM\_FILAS ;r8 = j (AMBAS, numero de iteraciones del  segundo for y para direccionar la columna de  la celda)  subs r8,r8,#1 ;como el valor de NUM\_FILAS es 9, le resto 1  para poder direccionar bien las celdas  b22 mov r0,r6 ;recupero el valor de la primera celda para  calcular la que toca  add r0,r0,r8,LSL#1  add r0,r0,r7,LSL#5 ;calculo la dirección de la celda    ;esVacia  ;---------------------------  ldrh r5,[r0] ;r5 = 31-16(DONT CARE) 15-0(INFORMACION DE LA  CELDA)  ands r4,r5,#0x000F ;r4 = valor de la celda  ;---------------------------  addeq r9,r9,#1 ;si estaba vacía sumo 1 a celdas vacías  movne r0,r6  movne r1,r7  movne r2,r8    blne candidatos\_propagar\_c ;si la celda estaba vacía, propago sus  candidatos(r0 = dirección celda, r1 = i, r8 =  j)    subs r8,r8,#1 ;una iteración del segundo for  bpl b22 ;acaba cuando j < 0 para calcular la columna 0    subs r7,r7,#1 ;una iteración del primer for  bpl b12 ;acaba cuando i < 0 para calcular la fila 0  mov r0,r9 ;se pasan las celdas vacías a r0 para  devolverlas  POP {r4-r10,pc} ;restaurar los registros usados y vuelta del pc  a sudoku\_2021.c | |

1. Candidatos propagar ARM

|  |  |
| --- | --- |
| CANDIDATOS PROPAGAR ARM | |
| Parámetros recibidos | |
| Registro | Descripción |
| r0 | @ini\_cuadricula |
| r1 | fila |
| r2 | columna |
| Código en ARM | |
| candidatos\_propagar\_arm    PUSH {r4-r12,lr} ; registros a usar    ;obtener la cuadricula[fila][columna]  add r6,r0,r1,LSL#5 ;r6 = @ini\_fila  add r5,r6,r2,LSL#1 ;r5 = cuadricula[fila][columna]    ldrh r12,[r5] ;r12 = cuadricula[fila][columna] =  mem[@ini\_fila + col\*2] (r6+r5 =  @cuadricula[fila][columna])  ;valor = celda\_leer\_valor  and r12,#0x00F ;r12 = valor  ;---------------------------  mov r7,#NUM\_FILAS ;r7 = j = 9  for1 ;for(j=NUM\_FILAS;j>0;j--)  ;celda\_eliminar\_candidato  mov r11,#0x40 ;0000 0000 0100 0000  mov r11,r11,LSL r12 ;muevo el 1 tantas posiciones como valor y así  obtengo la máscara para eliminar el candidato  ldrh r4,[r6] ;r4 = mem[r6]  orr r4,r4,r11 ;r4 = or bit a bit para poner a 1 el bit de r4  que está a 1 en r11 y no tocar el resto  strh r4,[r6] ;mem[r6] = r4  ;---------------------------  add r6,r6,#2 ;avanza a la columna siguiente  subs r7,r7,#1 ;r7 = j-- (condición de fin de bucle j = 0)  bne for1  ;---------------------------  mov r7,#NUM\_FILAS ;r7 = i = 9  sub r5,r5,r1,LSL#5 ;r5 = @ini\_col  for2 ;for(i=NUM\_FILAS;i>0;i--)  ;celda\_eliminar\_candidato  mov r11,#0x40 ;0000 0000 0100 0000  mov r11,r11,LSL r12 ;muevo el 1 tantas posiciones como valor y así  obtengo la máscara para eliminar el candidato  ldrh r4,[r5] ;r4 = mem[r5]  orr r4,r4,r11 ;r4 = or bit a bit para poner a 1 el bit de r4  que está a 1 en r11 y no tocar el resto  strh r4,[r5] ;mem[r5] = r4  ;---------------------------  add r5,r5,#32 ;r5 = cuadricula[fila + 1][columna]  subs r7,r7,#1 ;r7 = i-- (condición de fin de bucle i = 0)  bne for2  ;---------------------------    ;Encontrar el inicio de la región  ;init\_i = init\_region[fila];  ;init\_j = init\_region[columna];  ;end\_i = init\_i + 3;  ;end\_j = init\_j + 3;    LDR r6,=init\_region  add r7,r6,r1  add r8,r6,r2  ldrb r7,[r7] ;r7 = init\_i (fila)  ldrb r8,[r8] ;r8 = init\_j (col)  add r9,r7,#3 ;r9 = end\_i  add r10,r8,#3 ;r10 = end\_j  for3 ;for(i=init\_i; i<end\_i; i++) ;avanza fila a fila  mov r6,r8 ;se restaura en r6 el valor de la columna para  repetir for4  ;Calcula @cuadricula[ini\_i][ini\_j]  add r5,r0,r7,LSL#5  add r5,r5,r8,LSL#1  for4 ;for(j=init\_j; j<end\_j; j++) ;avanza columna a columna  ;celda\_eliminar\_candidato  mov r11,#0x40 ;0000 0000 0100 0000  mov r11,r11,LSL r12 ;muevo el 1 tantas posiciones como valor y así  obtengo la máscara para eliminar el candidato  ldrh r4,[r5] ;r4 = mem[r5] = valor cuadricula  orr r4,r4,r11 ;r4 = or bit a bit para poner a 1 el bit de r4  que está a 1 en r11 y no tocar el resto  strh r4,[r5] ;mem[r5] = r4  ;---------------------------  add r5,r5,#2 ;avanza r6 en la región  add r6,r6,#1 ;avanza en la columna  cmp r6,r10 ;se compara r6 (init\_j que va avanzando por  las columnas) con r10 end\_j  bne for4  ;---------------------------  add r7,r7,#1 ;avanzar la fila en para for3  cmp r7,r9 ;se compara r7 (init\_i que va avanzando por  las filas) con end\_i  bne for3  ;---------------------------  POP {r4-r12,pc} ;restaurar los registros usados y vuelta del  pc a sudoku\_2021.c | |

1. Candidatos actualizar ARM

|  |  |
| --- | --- |
| CANDIDATOS ACTUALIZAR ARM | |
| Parámetros recibidos | |
| Registro | Descripción |
| r0 | @ini\_cuadricula |
| Código en ARM | |
| candidatos\_actualizar\_arm\_c  PUSH {r4-r12,lr} ;regs a usar y lr  mov r9,#0 ;r9 = celdas\_vacias  mov r7,#NUM\_FILAS ;r7 = i (AMBAS, numero de iteraciones del  primer for y para direccionar la fila de la  celda)  subs r7,r7,#1 ;como el valor de NUM\_FILAS es 9,  le resto 1 para poder direccionar bien las  celdas  mov r6,r0 ;como la direccion de la celda necesita estar  en r0 para pasarlo como parametro a esVacia y  eliminaCandidatos    arm\_arm\_b11 mov r8,#NUM\_FILAS ;r8 = j (AMBAS, numero de iteraciones del  segundo for y para direccionar la columna de  la celda)  subs r8,r8,#1 ;como el valor de NUM\_FILAS es 9, le resto 1  para poder direccionar bien las celdas    arm\_arm\_b21 mov r0,r6 ;recupero el valor de la primera celda para  calcular la que toca  add r0,r0,r8,LSL#1  add r0,r0,r7,LSL#5 ;calculo la direccion de la celda    ;esVacia  ldrh r5,[r0] ;r5 = 31-16(DONT CARE) 15-0(INFORMACION DE LA  CELDA)  ands r4,r5,#0x000F ;r4 = valor de la celda  ;---------------------------  ;elminaCandidatos si es vacia  andeq r5,r5,#0x007F  strheq r5,[r0]  ;---------------------------  subs r8,r8,#1 ;una iteracion del segundo for  bpl arm\_arm\_b21 ;acaba cuando j < 0 para calcular la columna 0    subs r7,r7,#1 ;una iteracion del primer for  bpl arm\_arm\_b11 ;acaba cuando i < 0 para calcular la fila 0    ;SEGUNDO PAR DE BUCLES ANIDADOS  mov r7,#NUM\_FILAS ;r7 = i (AMBAS, numero de iteraciones del  primer for y para direccionar la fila de la  celda)  subs r7,r7,#1 ;como el valor de NUM\_FILAS es 9, le resto 1  para poder direccionar bien las celdas  mov r6,r0 ;como la direccion de la celda necesita estar  en r0 para pasarlo como parametro a esVacia y  eliminaCandidatos  arm\_arm\_b12 mov r8,#NUM\_FILAS ;r8 = j (AMBAS, numero de iteraciones del  segundo for y para direccionar la columna de  la celda)  subs r8,r8,#1 ;como el valor de NUM\_FILAS es 9, le resto 1  para poder direccionar bien las celdas  arm\_arm\_b22 mov r0,r6 ;recupero el valor de la primera celda para  calcular la que toca  add r0,r0,r8,LSL#1  add r0,r0,r7,LSL#5 ;calculo la direccion de la celda    ;esVacia  ldrh r5,[r0] ;r5 = 31-16(DONT CARE) 15-0(INFORMACION DE LA  CELDA)  ands r4,r5,#0x000F ;r4 = valor de la celda  ;---------------------------  addeq r9,r9,#1 ;si estaba vacia sumo 1 a celdas vacias  movne r0,r6  beq noPropagar  mov r1,r7  mov r2,r8    push {r6-r9}    ;candidatos\_propagar\_arm  ;=====================================================================================    ;obtener la cuadricula[fila][columna]  add r6,r0,r1,LSL#5 ;r6 = @ini\_fila  add r5,r6,r2,LSL#1 ;r5 = cuadricula[fila][columna]    ldrh r12,[r5] ;r12 = cuadricula[fila][columna] =  mem[@ini\_fila + col\*2] (r6+r5 =  @cuadricula[fila][columna])    ;valor = celda\_leer\_valor  and r12,#0x00F ;r12 = valor  ;---------------------------    mov r7,#NUM\_FILAS ;r7 = j = 9  arm\_arm\_for1 ;for(j=NUM\_FILAS;j>0;j--)  ;celda\_eliminar\_candidato  mov r11,#0x40 ;0000 0000 0100 0000  mov r11,r11,LSL r12 ;muevo el 1 tantas posiciones como valor y así  obtengo la máscara para eliminar el candidato  ldrh r4,[r6] ;r4 = mem[r6]  orr r4,r4,r11 ;r4 = or bit a bit para poner a 1 el bit de r4  que está a 1 en r11 y no tocar el resto  strh r4,[r6] ;mem[r6] = r4  ;---------------------------  add r6,r6,#2 ;avanza a la columna siguiente  subs r7,r7,#1 ;r7 = j-- (concición de fin de bucle j = 0)  bne arm\_arm\_for1  ;---------------------------  mov r7,#NUM\_FILAS ;r7 = i = 9  sub r5,r5,r1,LSL#5 ;r5 = @ini\_col  arm\_arm\_for2 ;for(i=NUM\_FILAS;i>0;i--)  ;celda\_eliminar\_candidato  mov r11,#0x40 ;0000 0000 0100 0000  mov r11,r11,LSL r12 ;muevo el 1 tantas posiciones como valor y así  obtengo la máscara para eliminar el candidato  ldrh r4,[r5] ;r4 = mem[r5]  orr r4,r4,r11 ;r4 = or bit a bit para poner a 1 el bit de r4  que está a 1 en r11 y no tocar el resto  strh r4,[r5] ;mem[r5] = r4  ;---------------------------  add r5,r5,#32 ;r5 = cuadricula[fila + 1][columna]  subs r7,r7,#1 ;r7 = i-- (concición de fin de bucle i = 0)  bne arm\_arm\_for2  ;---------------------------    ;Encontrar el inicio de la región  ;init\_i = init\_region[fila];  ;init\_j = init\_region[columna];  ;end\_i = init\_i + 3;  ;end\_j = init\_j + 3;    LDR r6,=init\_region  add r7,r6,r1  add r8,r6,r2  ldrb r7,[r7] ;r7 = init\_i (fila)  ldrb r8,[r8] ;r8 = init\_j (col)  add r9,r7,#3 ;r9 = end\_i  add r10,r8,#3 ;r10 = end\_j  arm\_arm\_for3 ;for(i=init\_i; i<end\_i; i++) ;avanza fila a fila  mov r6,r8 ;se restaura en r6 el valor de la columna para  repetir for4  ;Calcula @cuadricula[init\_i][init\_j]  add r5,r0,r7,LSL#5  add r5,r5,r8,LSL#1    arm\_arm\_for4 ;for(j=init\_j; j<end\_j; j++) ;avanza columna a columna  ;celda\_eliminar\_candidato  mov r11,#0x40 ;0000 0000 0100 0000  mov r11,r11,LSL r12 ;muevo el 1 tantas posiciones como valor y así  obtengo la máscara para eliminar el candidato  ldrh r4,[r5] ;r4 = mem[r5] = valor cuadricula  orr r4,r4,r11 ;r4 = or bit a bit para poner a 1 el bit de r4  que está a 1 en r11 y no tocar el resto  strh r4,[r5] ;mem[r5] = r4  ;---------------------------  add r5,r5,#2 ;avanza r6 en la región  add r6,r6,#1 ;avanza en la columna  cmp r6,r10 ;se compara r6 (init\_j que va avanzando por  las columnas) con r10 end\_j  bne arm\_arm\_for4  ;---------------------------  add r7,r7,#1 ;avanzar la fila en para for3  cmp r7,r9 ;se compara r7 (init\_i que va avanzando por  las filas) con end\_i  bne arm\_arm\_for3  ;---------------------------  pop{r6-r9}  ;==========================================================================    noPropagar subs r8,r8,#1 ;una iteracion del segundo for  bpl arm\_arm\_b22 ;acaba cuando j < 0 para calcular la columna 0    subs r7,r7,#1 ;una iteracion del primer for  bpl arm\_arm\_b12 ;acaba cuando i < 0 para calcular la fila 0  mov r0,r9 ;se pasan las celdas vacías a r0 para  devolverlas  POP {r4-r12,pc} ;restaurar los registros usados y vuelta del pc  a sudoku\_2021.c | |

# RESULTADOS

A continuación, se muestran y analizan los resultados obtenidos para los distintos niveles de compilación. Notar que la versión *“candidatos\_actualizar\_arm”* va a arrojar en todos los casos los mismos resultados debido a que está escrita directamente en ensamblador por lo que el nivel de compilación no le afecta.

## Resultados con la opción de compilación -O0

Opción de compilación por defecto. En esta opción no se aplica ninguna optimización, el código en ensamblador hace una traducción casi literal del código en C. En los resultados obtenidos la función “candidatos\_actualizar\_arm” no va a variar según ninguna opción de compilación debido a que toda ella está escrita en ensamblador.

### Resultados obtenidos

|  |  |  |
| --- | --- | --- |
| RESULTADOS OBTENIDOS -O0 | | |
| Función | Coste en tiempo | Coste en memoria |
| candidatos\_actualizar\_c | 2,61775 ms | 200 B |
| candidatos\_actualizar\_arm | 1,28966 ms | 336 B |
| candidatos\_actualizar\_c\_arm | 1,60025 ms | 200 B |
| candidatos\_actualizar\_arm\_c | 2,40842 ms | 156 B |

### Análisis de rendimiento

En este caso tenemos el mayor coste en tiempo de todos los niveles de compilación. Al tratarse de una traducción casi literal del código en C, no está activo el *inlining*, conservando todas las llamadas a las funciones de C del código original, como todas las llamadas a las funciones de “*celda.h*”, penalizando en tiempo y en número de instrucciones ejecutadas. Así se observa como en la versión *"candidatos\_actualizar\_arm",* que ha sido escrita sin esas llamadas a función o el uso de *flags* de condición en instrucciones (para reducir el número de instrucciones), se obtiene un tiempo de ejecución de 1,2 ms frente a 2,6 ms de la versión en C, ósea, un *SpeedUp* del **50,73% más rápida nuestra versión en ensamblador frente a la versión en C.**

Asimismo, entre las versiones *"candidatos\_actualizar\_c\_arm"* y *"candidatos\_actualizar\_arm\_c"* que sólo se diferencian en que una tiene en C la parte de *"candidaros\_propagar"* y la parte de *“candidatos\_actualizar”* en ensamblador y viceversa, se observa como entre las dos funciones, *"candidaros\_propagar"* es la que tiene mayor peso (en instrucciones y tiempo) por lo que es una función critica que si se optimiza se ganará sustancialmente en tiempo. En este caso el *speedUp* entre las versiones es de un **33,5% más rápida la versión de "candidaros\_propagar" en ensamblador**, en gran medida gracias al *inlining* que hace la versión en ensamblador que se ahorra todas las llamadas a funciones de *“celda.h”.*

## Resultados con la opción de compilación -O1

En este caso realiza un conjunto mínimo de optimizaciones en el código generado respecto al nivel-O0. Esta opción de compilación a diferencia de las demás (-O2 y -O3) trata de reducir el tamaño del código generado, pero no reduce apenas el tiempo de ejecución. Se trata de una opción de compilación intermedia entre -O0 y -O2.

### Resultados obtenidos

|  |  |  |
| --- | --- | --- |
| RESULTADOS OBTENIDOS -O1 | | |
| Función | Coste en tiempo | Coste en memoria |
| candidatos\_actualizar\_c | 2,25767 ms | 208 B |
| candidatos\_actualizar\_arm | 1,28967 ms | 336 B |
| candidatos\_actualizar\_c\_arm | 1,53766 ms | 212 B |
| candidatos\_actualizar\_arm\_c | 2,11192 ms | 156 B |

### Análisis de rendimiento

En los resultados obtenidos se observa una pequeña reducción en tiempo con respecto a -O0, manteniendo el tamaño del código más o menos igual respecto al nivel -O0. En este caso la reducción en tiempo del código al código en C de "candidatos\_actualizar\_c" con respecto a la versión en ensamblador de "candidatos\_actualizar\_arm" ofrece un speedUp de un **42,88% más rápida la versión en ensamblador.**

## Resultados con la opción de compilación -O2

Realiza todas las opciones de compilación posibles sin que supongan un gran impacto en el tamaño. Como resultado el tiempo de compilación es mayor y la velocidad de ejecución es también mayor si lo comparamos con la opción -O0 Incluye todos los flags de optimización de -O1 y algunos más.

### Resultados obtenidos

|  |  |  |
| --- | --- | --- |
| RESULTADOS OBTENIDOS -O2 | | |
| Función | Coste en tiempo | Coste en memoria (idem -O1) |
| candidatos\_actualizar\_c | 2,25517 ms | 208 B |
| candidatos\_actualizar\_arm | 1,28966 ms | 336 B |
| candidatos\_actualizar\_c\_arm | 1,46775 ms | 212 B |
| candidatos\_actualizar\_arm\_c | 2,17942 ms | 156 B |

### Análisis de rendimiento

Sobre el nivel de optimización O2, no difiere mucho del O1, pero como si intenta hacer que mejore el rendimiento del codigo se nota una mejoria en los tiempos de ejecucion y en el tamaño del codigo en Bytes. Así el SpeedUp con esta opción de compilación, de **“candidatos\_actualizar\_arm” sobre “candidatos\_actualizar\_c” es un 42,82% más rápida** que **no representa una gran mejoría respecto al nivel O1** (42,88%).

## Resultados con la opción de compilación -O3

Esta opción da la mayor velocidad posible al código en C compilado. Realiza todas las optimizaciones posibles, pero, a cambio, el tamaño del código aumentará, así como el tiempo de compilación.

### Resultados obtenidos

|  |  |  |
| --- | --- | --- |
| RESULTADOS OBTENIDOS -O3 | | |
| Función | Coste en tiempo | Coste en memoria |
| candidatos\_actualizar\_c | 0,9315 ms | 428 B |
| candidatos\_actualizar\_arm | 1,28950 ms | 336 B |
| candidatos\_actualizar\_c\_arm | 1,32242 ms | 160 B |
| candidatos\_actualizar\_arm\_c | 1,29558 ms | 156 B |

### Análisis de rendimiento

Sobre el nivel de optimización O3, aquí hay un gran cambio en el rendimiento visible en los tiempos de ejecución los cuales se reducen drásticamente, superando por aproximadamente 2 ms nuestra solución, pero a cambio usa mucho mas código.

En este caso la versión en C **“candidatos\_actualizar\_c” tiene un SpeedUp del 27,76% por lo que es rápida con respecto a “candidatos\_actualizar\_arm”,** nuestra versión en ensamblador. Este **es el único caso en que el compilador ofrece una mayor velocidad** de ejecución con respecto a la versión en ensamblador. Sin embargo, a pesar de que en este caso el compilador en tiempo mejora la versión en ensamblador, el coste en memoria se dispara, **siendo la única versión en la que la función en c “candidatos\_actualizar\_c” ocupa más que “candidatos\_actualizar\_arm”, en concreto , un 127,38% más.**

# CONCLUSIONES

Para terminar, nuestro trabajo ha servido para demostrar y entender que, si queremos programar y que sea óptimo en tiempo, la mejor opción es confiar en el compilador. En este caso no merece la pena el esfuerzo en tiempo (ni es económicamente rentable), por parte del programador de ponerle a programar este programa en ensamblador si tiene a su disposición un compilador de C.

Para los casos en los que el código en ensamblador resultaba más óptimo en tiempo (-O0, -O1 y -O2), la diferencia es de 1ms, lo que para este caso no merece la pena. Si pensamos en como se jugará el sudoku el tablero estará casi siempre esperando la entrada de un usuario, que decida que valor poner en la celda, por lo que ese 1ms que ganamos en actualizar los candidatos tras recibir la entrada del usuario resulta despreciable y no creemos que merezca la pena el esfuerzo de programar en ensamblador para ganar tan poco.